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Chapter 1

Introduction

With the introduction of the Agile Manifesto, Lean software development, and DevOps, software product
documentation has been reduced in quantity, resulting in fewer documents, and less quality originating from
loose and informal communication. Causes for this, and the knowledge evaporation it entails, are that the Agile
Manifesto values working software over comprehensive documentation [1], that Lean software development
advocates efficiency, implying everything that does not contribute to customer value should be considered
as waste [2], and that DevOps uses infrastructure-as-code for complying to fast Time-to-Market including
continuously changing legislation [3].

The term ‘documentation’ stems from the Latin word docere meaning ‘teaching’ or ‘instructing’ [4]. We
use the term for diverse types of information, including written, visual and verbal artifacts, that transfer
knowledge between stakeholders in software development. In this thesis, we distinguish ‘information’ from
‘documentation’. With ‘information’, we refer to anything that makes a semantic difference [5] as in binary
zeros and ones and causes an effect [6].

This section has the following outline: it starts with a historical overview. Next, a conceptual overview is
presented, followed by a description of the actual problem. The following section concerns the study design,
stating the main research objectives and questions. The study design also includes a method section with
a discussion of relevant research frameworks and research methods. Finally, a reading guide pertains to the
previously published studies on which this thesis is based.

1.1 Historical Overview
We start the historical overview in the 1960s with the industrialization of software development [7], [8]. The
history is categorized into documentation artifacts that we present in three phases: upfront, while building, and
after delivery. This overview covers viewpoints from the 1960s up to the year 2000. Subsequently, a literature
review was conducted to investigate in detail publications from 2000 onward.

At the start of an iteration or product development cycle, developers may often consider documentation
a burden, as stated by Naur in his seminal paper on software engineering [7]. However, Naur also recog-
nized the importance of interface documentation between subsystems to ensure that different software system
components work together seamlessly. He also argued that source code could serve as self-explanatory docu-
mentation, which can help developers better understand the functionality of the code they are working on [7,
p. 32]. Despite these benefits, the information developers’ need is often scattered across different sources, such
as documentation, code comments, and online forums [9], making it challenging to find relevant information.
Furthermore, the distribution of documentation in different devices can pose a challenge for developers who
need to access it [7]. As such, development teams should establish transparent documentation practices and
ensure that information is readily accessible to all team members. While building software in iterations has
become a popular development approach, it has its drawbacks. One issue is that the focus on building small,
incremental changes can sometimes distract from the bigger picture of the project’s development [9]. This can
lead to a lack of cohesion between software components and overall progress. It is also crucial to keep docu-
mentation up-to-date throughout the development process to ensure all team members are on the same page
and avoid potential misunderstandings [9]. Unfortunately, documentation can fall by the wayside in some cases
as teams prioritize development over documenting their progress [7]. Both of these challenges require careful
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10 CHAPTER 1. INTRODUCTION

consideration and planning to avoid negative consequences [7], [9]. Afterward, on delivery, documentation be-
comes an essential part of any software project. It serves multiple purposes, such as preserving knowledge for
end-users with a manual and aiding maintainers and future developers with a description of design decisions.
As highlighted by Overton [9], focusing solely on documentation can sometimes distract from the actual devel-
opment process. However, it is crucial to balance documentation and development to ensure that a software
product remains maintainable and understandable [9]. End-user documentation should be included in software
products, while technical documentation should be created for future developers and maintainers. Documen-
tation of a software system should also include design decisions, requirements, specifications, and connections
of system components, as these are assumptions about how these components communicate together [8].

Furthermore, independent of the mentioned phases, documentation-related aspects that affected documen-
tation drew attention in the 80s and 90s, such as scientific approaches to software engineering [10], [11], software
architecture design [12], [13], the management of software development [14], [15], documentation errors [16],
and legal requirements for documentation [17], [18].

We found in our studies that, in addition to the issues mentioned, loose, informal ways of communicating,
such as verbal communication and whiteboard sketches, are usually not written down or saved systematically.
In addition to Overton [9], the software is essential for most businesses, either supportive, at the core, as an
enabler or as an accelerator. This introduces dynamics, including cultural shifts, organizational challenges,
values, and knowledge-intensive standards. A part of these changes is the extensive use of tools in a widely
spread software development ecosystem. Information about software products is scattered throughout these
tools in such an ecosystem [19].

1.2 Conceptual Overview

Artifacts that contribute to understanding and improving the documentation are mentioned below. The arti-
facts are found in the literature review [20], field research [21], and constructing approaches [19]. Further on
in this study, artifacts are added for completeness’ sake and for the purpose of illustration.

Before starting an iteration or project, it is essential to invest time and effort into preparing several artifacts
upfront [19], [20]. These include written documents with diagrams for stakeholder concerns, constraints,
risks, context, requirements, and specifications. A typical artifact that covers these types of information is
a presentation-like document that includes drawings and text. A codified interface description must also be
created to facilitate communication between subsystems. A plan of approach is also crucial, outlining objectives,
deliverables, and a timeline for the project’s completion [19]. Specifications for Test Driven Development (TDD)
and Behavior Driven Development (BDD) are included to ensure quality control throughout the project’s
life cycle. Finally, Git commits and pull requests should be used to document design decisions for Natural
Language Processing (NLP) projects, ensuring transparency and data integrity. By prioritizing these artifacts
upfront, project managers and development teams ensure that everyone is aligned with project objectives and
can work together efficiently to deliver a high-quality product [19]. Efficiency refers to the combination of
1) working software that adds value to the customer and 2) knowledge capturing and knowledge transfer to
build up, use, operate, and maintain afterward. To build software in iterations effectively, it is essential to
update documentation, including diagrams, for analysis, design, implementation, testing, and maintenance [19].
Similarly, updating codified interface descriptions for communication between subsystems is essential. These
updates ensure consistency and effectiveness in communication throughout the development process, leading
to a successful software system that meets stakeholder requirements. Afterward, on delivery, several key
elements must be considered to ensure a software project’s success and sustainability. These include treating
the source-code as the ultimate truth, using annotations as an integral part of the source-code to aid in
understanding and maintenance, employing infrastructure-as-code to enable fast Time-to-Market (TTM) in
Continuous Integration/Continuous Deployment (CI/CD) workflows, and using Git commits and pull requests
to document and communicate design decisions. By prioritizing and incorporating these factors into the
development process, teams can create more reliable and maintainable software to better adapt to changing
business needs and market conditions.

The ideal situation for preventing knowledge evaporation requires documentation about different types of
information, such as whiteboard sketches, strict interface description and captured verbal communication, for
a range of users who rely on information about the software product, such as system engineers, maintainers,
and end-users.
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1.3 An Actual Problem in Documentation
As presented in the previous overviews, software documentation has a long history that is still perceivable
in modern software development. Added to the reasons mentioned beforehand, a few other reasons make
documentation a difficult problem. These other reasons are:

1. Epistemological issues questioning the nature of knowledge and the relation between mind and reality [22].
2. Cultural shift with respect to deminished attention span [23].
3. Brain developments for digital natives who grew up primarily with screens for processing information

instead of paper [24].
We do not set out to solve epistemological issues here, initiate a cultural shift, or do neural brain research.

However, some links can be identified that relate to the approaches and artifacts we consider. For epistemologi-
cal issues in software development, the relationship between mind and reality concerns the relationship between
the stakeholder and the software product. In a platonic view1, the software product refers to the concept, and
documentation artifacts refer to the earthly shadows that represent the software product. The documentation
artifacts that represent the software product do not identify it but, at best, describe it.

The cultural shift we refer to is the lack of attention span [26] demonstrated by users who want instant
satisfaction, as exploited by some websites2. Too Long; Didn’t Read (TL;DR) is a popular expression on social
media and the web that replaces lengthy texts. A quick search3 on google rendered approximately 13.5 million
hits on reddit.com, 150.000 on medium.com, 19.000 on hackernews, and 5.000 on google scholar. Explanations
in literature [26], [27] for this short attention span concern a cultural shift and behavioral developments related
to the brain processing visual and textual information.

Another recipe for developing a short attention span is the habit of readers of, for example, web pages to
scan quickly for highlighted keywords [28]. Furthermore, learners from ‘generation Z’ are not so much readers
of traditional text documents but consumers of information from diagrams, podcasts, short knowledge clips
such as videos, and hands-on experiences such as clicking hyperlinks [26], [27].

1.4 Study Design

1.4.1 Objectives and Research Questions
The objective of this study is defined in the main research question:

What are the necessary and sufficient conditions for effective communication with just enough doc-
umentation in Continuous Software Development (CSD), obtaining insight and control to start
building, delivering, maintaining, and continuously using a software product?

‘Necessary conditions’ refers to the minimal requirements for an event to occur. ‘Sufficient conditions’ make
the event occur. A necessary condition alone is not sufficient. A simple example can make this clear. The
necessary conditions for fire are ‘air’, ‘fuel’ and ‘heat’. However, these necessary conditions become sufficient
for fire only when air, fuel, and heat are in a specific configuration. A simple example of a sufficient condition
without necessity is ‘you traveled to Amsterdam by plane’; the plane is sufficient but unnecessary. Insight
refers to knowledge and facts that someone knows. Control refers to the ability to change the course of events
in specific directions. Insight is a necessary condition for control. Effective communication refers to results
that could not have been achieved without sufficient information. Documentation in CSD refers to the domain
(scope) for this research. Making the necessary and sufficient explicit helps in understanding which elements are
required for concepts like ‘insight’, ‘control’, ‘effective communication’, and ‘documentation in CSD’, including
the relations between these concepts. Additionally, the conditions explicitly clarify how, why, and when the
concepts occur.

Underlying the main research question, there are three more manageable research questions.

RQ1 Why is knowledge acquisition, building, preserving, and revealing software development a complex and
challenging problem, leading to lesser documentation with lower quality?

1According to Whitehead, “The safest general characterization of the European philosophical tradition is that it consists of a
series of footnotes to Plato.” [25, p. 39]. This makes it safe to refer to ancient history from Plato, 2500 years ago.

2See for instance the TikTok recommendation engine and its relation with dopamine [27].
3Google this query ‘ “tl;dr” reddit.com’ and replace reddit.com with other domain names.

https://www.google.com/search?q=%22tl%3Bdr%22+site%3Areddit.com
https://www.google.com/search?q=%22tl%3Bdr%22+site%3Areddit.com
https://www.google.com/search?q=%22tl%3Bdr%22+site%3Amedium.com
https://www.google.com/search?q=%22tl%3Bdr%22+site%3Anews.ycombinator.com
https://www.google.com/search?q=%22tl%3Bdr%22+site%3Ascholar.google.com
https://www.google.com/search?q=%22tl%3Bdr%22+site%3Areddit.com
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RQ2 What are defining and contextual characteristics for Continuous Software Development?

RQ3 Which documentation artifacts are required: a) upfront for an individual to start a project or an iteration,
b) while building the software product with team members, and c) afterward by others for deployment,
maintenance, and usage (in short: continuation) of a software product?

1.4.2 Research Methods
The utmost thoroughness of methodological evidence requires meta-studies such as secondary or tertiary liter-
ature reviews because multiple researchers have reviewed the primary literature with assessment criteria. This
type of inter-subjective assessment has the highest degree of objectivity. In the current project, we started with
the second in line: a literature review such as a mapping study. Experimental studies have the next lowest
level of rigor, including randomized controlled trials, quasi-experimental studies, or cohort studies. Observa-
tional studies such as case studies and interviews have the lowest level of rigor, because personal, individual
observations are, by definition, subjective and cannot be verified. See Table 1.1a for research methods in each
study presented in this Ph.D. thesis.

Rigor Research Method ↓ / Chapter → 2 3 4 5 6 7 8 9
1 Systematic Mapping Study ✓ ✓ ✓ ✓

1 Multi-vocal Literature Study ✓ ✓ ✓

2 Document Analysis ✓ ✓ ✓ ✓ ✓ ✓

2 Survey, Questionnaire ✓ ✓ ✓ ✓ ✓ ✓ ✓

2 Design Science (framework) ✓ ✓

3 Expert focus group ✓ ✓ ✓

4 Case Study ✓ ✓ ✓

4 Semi-structured Interviews ✓ ✓ ✓ ✓ ✓

4 Theory generating interviews ✓ ✓ ✓

4 Validation (Design Science) ✓

4 Evaluation (Design Science) ✓

(a) Research Methods used in the Chapters.

1.4.3 The Scientific Aspiration
The objective of science is to come to new knowledge and new models with the discovery of a problem and
the invention of a solution. Most academic studies are applied studies: medicine or law, for example, are
only meaningful when applied to people or (legal) entities. Software development studies are also empirical in
nature.

Exercise in Methodology

The aspiration for scientific research is paved with research methods. Wohlin, Runeson, Höst, et al. propose
guidance on three methods of conducting software engineering [10]. These methods are theoretical, experimen-
tal, and empirical. According to the authors, theoretical methods are used to develop new models, theories,
and frameworks, including approaches. These methods are used to create a conceptual understanding of a phe-
nomenon or problem. Theoretical methods involve a systematic review of literature, conceptual modeling, and
synthesis of existing knowledge. They are used to establish a theoretical foundation for empirical research. We
introduced three approaches (Chapter 8) for knowledge acquisition and knowledge distribution that fits within
the definition provided by Wohlin, Runeson, Höst, et al. Experimental methods, on the other hand, are used to
investigate cause-and-effect relationships in software engineering. These methods are used to test hypotheses
by manipulating independent variables and observing the effect on dependent variables. Experimental methods
involve controlled experiments, quasi-experiments, and case studies. These methods are used to establish causal
relationships between variables. Experimental methods apply to Chapters 8 and 9. Empirical methods are
used to study software engineering phenomena in natural settings. These methods involve collecting data from
real-world situations using observation, surveys, interviews, and other methods. Empirical methods, including
case studies, surveys, and field experiments, were employed in Chapters 2 through 7 to collect data. These
methods are used to understand the context in which software engineering practices are applied and to identify
factors that influence software development outcomes. The methods used in this research project have already
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been mentioned in Table 1.1a and will be demonstrated in the referred studies. Typically, these methods
support a paradigm to do empirical research for collecting and analyzing data, followed by interpreting results.

Models, Logic and Causal Relations
Abstraction can be defined as leaving out everything that is not required to understand a problem. A model
adds relations to the abstractions for a certain domain. As such, it describes an abstraction of entities, relations,
and attributes of the entities and relations. These relations are either logical or causal. Logical relations are
deductive, inductive, or abductive. A particular variant of induction and abduction concerns descriptive and
inferential statistical relations. With deductive relations (major to minor premise), no new knowledge is added.
With induction (from individual cases to general rules), new knowledge might be introduced but cannot be
proven. The closest to causal reasoning is abduction, which starts with conjectures that might be rejected but
can never be proven [29].

We use a model to:
1. Individually organize facts and values by filtering, grouping, and order to understand the problem.
2. Individually reason about a problem and candidate solutions.
3. Communicate the problem and candidate solutions with stakeholders and team members.
4. Discuss the problem and candidate solutions.
5. Start building with team members.

A sufficient condition can be identified as a cause.

1.5 How to Read This Dissertation?
Figure 1.1 shows the phases in this research project.

Desk research: what have 
others  researched, published?

Field research: Are outcomes 
from lit. review applicable 

in the industry?

Creating new theories.
Add something new.

Does it work as intended, 
are the assumptions and 

conjectures valid?

Exploring domain and issues in 
academia and industry

Literature 
Review  (Ch. 5)

Case
Studies (Ch. 6-7)

(Ch. 8) Constructing
Novel Approaches

(Ch. 9) Evaluating
Novel Approaches

RQ: 3RQ: 3RQ: 2RQ: 1, 2

RQ: 1, 2

Preliminiary 
Studies (Ch. 2-4)

Figure 1.1: Studies in this research project with phases, chapters, and research questions (RQ).

1.5.1 Phase 1, Chapters 2-4, Preliminary Studies
The preliminary studies [30], [S31], [S32] was limited to investigating the domain and collecting issues, problems,
and candidate solutions. We did not perform exploratory studies to find appropriate methods. From the
start, the phases of exploration, desk research, field research, adding something new, and evaluating novel
approaches, were clear. Three studies were conducted to investigate research question 1, which focuses on
knowledge acquisition and distribution, and research question 2, which examines CSD.

1.5.2 Phase 2, Chapter 5, Literature Review
In the second phase, a Systematic Mapping Study (SMS) [20] was conducted to obtain an overview of pub-
lications on documentation in Continuous Software Development between 2001 and 2019. The result was an
overview of 63 studies, of which 40 were related to documentation practices and challenges, and 23 were related
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to tools in CSD. We decided to conduct a SMS and not a Systematic Literature Review (SLR). A SMS is typi-
cally used when there are few or no secondary studies; the main objective of an SMS is to classify and conduct
a thematic analysis of the literature. In Section 2 of the SMS, other reasons are mentioned that validate the
performance of this type of literature review. Through this study, a more thorough exploration and definition
of both research question 1 and research question 2 were undertaken.

1.5.3 Phase 3, Chapter 6-7, Case Studies
The third phase concerned an overview of practices and challenges for practitioners in the industry [21], [33]. We
used multiple units of analysis -15 individual participants- in five multiple case studies, including departments
within organizations, for validating and extending the SMS. With this study, we validated the SMS and gained
new insights from the industry. In this study, the software development ecosystem was defined, including types
of information and the amount of structure of information. By conducting these studies, research question 2
was addressed, and a definitive definition of CSD was established.

1.5.4 Phase 4, Chapter 8, Novel Approaches
In the fourth phase, we presented three approaches, including a total of 33 artifacts [19]. The three approaches
are ‘Just enough Upfront’, ‘Executable Documentation’, and ‘Automatic Text Analysis’. For the approaches,
conditions were defined, including characteristics for applicability. Characteristics for the approaches cover the
maturity of stakeholder concerns, requirements, technology, processes, and demand for fast TTM distinguish
approaches. By introducing this chapter, we lay the groundwork for tackling research question 3, which concerns
the types of knowledge necessary before deployment versus during deployment, use, and maintenance.

1.5.5 Phase 5, Chapter 9, Evaluating Approaches
In the last phase of this research project, an evaluation was conducted in industry and education to assess the ap-
plicability, hurdles, and requirements for implementing the approaches theunissen2023evaluationapproachesdocumentation.
Our research investigates the idea that there is a notable difference in documentation practices between open
source and closed source. Furthermore, we explore the assumption that there is also another category: closed
classified source, that adds security demands because of a criminal investigation or national defense. Knowledge
preservation is best documented in open-source projects and best kept in hearts and minds in closed classified
sources. Examining these approaches, we tackle and complete research question 3 concerning the upfront and
subsequent knowledge requirements.



Chapter 2

The Disappearance of
Technical Specifications in
Web and Mobile Applications1

Abstract In recent years, we have been observing a paradigm shift in design and documentation
practices for web and mobile applications.There is a trend towards fewer up-front design specifica-
tion and more code and configuration-centric documentation. In this paper we present the results
of a survey, conducted with professional software engineers who build web and mobile applications.
Our focus was on understanding the role of software architecture in these applications, i.e. what
is designed up-front and how; which parts of the architecture are reused from previous projects
and what is the average lifetime of such applications.Among other things, the results indicate that
free-text design specification is favored over the use of modeling languages like Unified Modelling
Language (UML); architectural knowledge is primarily preserved through verbal communication
between team members, and the average lifetime of web and mobile applications is between one
and five years.

Keywords Concept Documentation, Documentation Practices, Free Text Documentation, Mobile
Application Design, Verbal Communication

2.1 Introduction
In recent years, we have been observing a paradigm shift in the software engineering community. Professional
software development projects traditionally relied on upfront planning and design, distinct software phases
and often a clear separation of roles and responsibilities within project teams. Ever growing time-to-market
constraints, however, leads to high innovation pressure, which brought forth methods and techniques like agile
project management, continuous delivery, and DevOps, which break with the traditional way of approaching
software projects. Apart from this, primarily for web and mobile application development, developers now need
to deal with an increasingly heterogeneous tool and language stack. In that domain in particular, software is
often designed ad hoc, or at best by drawing informal sketches on a white board while discussing with peers.
The reasons for this are multifold: where applications must be developed and rolled out quickly, designers do
not seem to see the value of spending much time on modeling and documenting solutions. A second reason is
that software engineering has no guidelines for efficient modeling of heterogeneous multi-paradigm applications.
This is partly due to the fact that software engineering curricula at universities are still heavily focused on

1This work was originally published as:
T. Theunissen and U. van Heesch, “The Disappearance of Technical Specifications in Web and Mobile Applications,” in Soft-
ware Architecture, vol. 9839, B. Tekinerdogan and U. Zdun, Eds. Springer International Publishing, 2016, pp. 265–273. doi:
10.1007/978-3-319-48992-6_20.
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traditional object-oriented analysis and design using UML, which is not a good fit for applications that are
not purely object-oriented. In this paper, we describe a questionnaire-based survey, conducted to understand
current design and documentation practices that companies use for developing web and mobile applications.
Our investigation leads to the conclusion that in the design phase, "experimentation" with proof of concepts
has the highest score, and "free-text documentation" is more used than technical documentation (UML, Entity
Relationship Diagram (ERD)). The continuity of knowledge is primarily achieved using free-text documentation
and verbal communication.

The study is part of a larger research project, in which we develop an architecture framework that is stream-
lined for modern web and mobile applications. In the framework, we plan to provide just-enough architecture
and design specification for supporting agile web and mobile application development, while preserving core
decisions and design for re-use in subsequent projects.

The rest of this paper is organized as follows. Section 2 describes the research questions and presents and
motivates the study design. Section 2 presents the results of the questionnaire and our interpretations with
respect to the research questions. The next section presents potential threats to validity. Finally, we conclude
and present directions for future work.

2.2 Study Design
In this section, we present our research questions and the study design.

2.2.1 Research Questions
As described in the introduction, the goal of our research project is to develop an architecture framework that
optimally supports software engineers in building and maintaining web and mobile applications. The study
presented was conducted to settle the baseline process and to get a better understanding of current design
and documentation processes, as well as developers’ concerns in the industry. In particular, we address the
following research questions:
RQ1 How are web and mobile applications designed and how is design knowledge preserved in the industry?
RQ2 Which parts of the software architecture are re-used across web and mobile applications within a devel-

opment team?
RQ3 What is the average life expectancy of web and mobile applications?
The first question aims at finding out how web and mobile applications are designed, i.e. which modeling
languages, or more generically: which approaches, are used to support the design process. By design, we
refer to activities conducted prior to technical implementation. The second objective of RQ12 is to find out
how architectural knowledge about these applications is maintained. This includes decisions made during the
architecting process, as well as information about the problem and solution space.

RQ2 originates from the conjecture that development teams partially reuse architectural design from pre-
vious projects. Architectural reuse improves development efficiency, which contributes to fast time-to-market
of features. Furthermore, reuse is a means for risk mitigation [34]. Here, we want to find out which parts of
an architecture are typically re-used.

The third question concerns the time span, developers expect their applications to reside on the market
before they are discarded or subject to a major re-engineering. This is relevant because the cost-effectiveness
of documentation effort is proportional to the expected lifetime of an application.

2.2.2 Methodology
A survey was conducted to collect data for our research questions. We chose to use a web-based questionnaire
over individual interviews, because we wanted to reach a sufficiently large subject population. Questionnaire-
based surveys additionally exhibit a higher degree of external validity than interviews [35]. When used with
closed-ended questions and fixed response options, data gathered with questionnaires can easily be processed
automatically. This is in contrast to interviews, which have high costs in terms of time per interview, traveling
and processing the results. On the other hand, interviews provide greater flexibility and allow for more in-depth
exploration of the respondents’ answers. As described in Section 2, we plan to conduct interviews with a small

2Because of space limitations, in this paper, we bundled two of our original research questions into one.
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number of the subjects at a later stage to get more in-depth insight in the phenomena we observe through the
questionnaire.

We conducted a pilot study with three members from the target population to improve the wording, order
and answering options of the questions.

2.2.3 Participants and Sampling

The target population of this study is professional software engineers who develop web and/or mobile appli-
cations. We used snowball sampling, i.e. the questionnaire was sent out to members from our professional
network using e-mail. We asked the receivers to forward the questionnaire to colleagues and peers from their
own network, which is a means to achieve a more randomized sample [36]. The questionnaire was distributed
by an online form.

2.3 Data Analysis and Interpretation

This section presents the data analysis and interpretation. We primarily use descriptive statistics to analyze the
collected data. The section is divided according to the three research questions. Table 2.1 maps the research
questions to the questions from the questionnaire.

A total of 73 subjects responded to the questionnaire. From these respondents, 39.7% completed the ques-
tionnaire and answered all questions. For reasons of space limitations, we only report on the most interesting
findings of our study.

The questionnaire has four sections. The first section (A) includes questions about the organization, role
of the respondent and previous experience. The second section (B) concerns the applications developed. The
third section (C) addresses the design, development and maintenance. The last section (D) concerns priorities
regarding software development and software maintenance.

2.3.1 Participants and Sampling

The target population of this study is professional software engineers who develop web and/or mobile appli-
cations. We used snowball sampling, i.e. the questionnaire was sent out to members from our professional
network using e-mail. We asked the receivers to forward the questionnaire to colleagues and peers from their
own network, which is a means to achieve a more randomized sample [36]. The questionnaire was spread in
form of an online form.

2.4 Data Analysis and Interpretation

This section presents the data analysis and interpretation. We primarily use descriptive statistics to analyze the
collected data. The section is divided according to the three research questions. Table 2.1 maps the research
questions to the questions from the questionnaire.

A total of 73 subjects responded to the questionnaire. From these respondents, 39.7% completed the ques-
tionnaire and answered all questions. For reasons of space limitations, we only report on the most interesting
findings of our study. Our study database, which contains the questionnaire and all responses, can be found
on http://2question.com/q1q3/.

The questionnaire has four sections. The first section (A) includes questions about the organization, role
of the respondent and previous experience. The second section (B) concerns the applications developed. The
third section (C) addresses the design, development and maintenance. The last section (D) concerns priorities
regarding software development and software maintenance.

In the remainder of this section, we present the results and most relevant answers for every research
question. Additionally we discuss results of supporting questions and control questions. This section ends with
an interpretation of the results, discussion and expected and remarkable outcomes.

http://2question.com/q1q3/
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No Question RQ1 RQ2 RQ3
A1 What is the number of employees working in your orga-

nization?
✓

A2 How many employees are working on Software Develop-
ment in your organization?

✓

A3 How many employees are working on your currently run-
ning project?

✓

A4 Which of the following activities do you perform within
your organization?

✓

B1 What is the average number of users per day as antici-
pated at design time?

✓

B2 What is the peak number of concurrent users during op-
erations?

✓

B3 Which of the following components are used in your web
application?

✓

B4 Which of these aforementioned components are obtained
from a Cloud Service?

✓ ✓ ✓

B5 Suppose you start a new project or a major re-engineering
of an existing application, which of these aforementioned
components will you use again for Web applications that
have been rebuild or evolved?

✓

B6 What is the average lifetime of your application in num-
ber of years?

✓

B7 Within your organization how many applications share
the same overall architectural design?

✓

B8 How often do you release new features? ✓

C1 Which of the following activities are typical for software
projects you have worked on?

✓ ✓

C2 Which of the following process methods are used in your
projects?

✓

C3 What types of tools do you use during your design pro-
cess?

✓ ✓

C5 How do you ensure that knowledge about features, im-
plementations, design decisions etc. is maintained?

✓

D1 What are your three top priorities in software develop-
ment?

✓ ✓ ✓

D2 What are your three top priorities in software develop-
ment when you need to successfully maintain software in
the long term?

✓ ✓ ✓

Table 2.1: Mapping of Questions and Research Questions

2.4.1 Analysis RQ1: How Are Web and Mobile Applications Designed
and How is Design Knowledge About These Applications Preserved in
the Industry?
The questions most relevant to RQ1 are "What types of tools do you use during your design process?" (C3)
and "How do you ensure that knowledge about features, implementations, design decisions etc. is maintained?"
(C5).

In question C3, we asked participants to specify the tools3 used for design, the time they spend on each of
these tools (as a percentage of the total time spent on design activities), and the quantity of results (number
of occurrences or number of produced deliverables). The design approaches, where participants spend most
time on are "Experimenting, building proofs of concept" (26%), "Documented concepts in written language
like Word documents" (22%) and "Sketches like annotated block / line diagrams" (19%). With 11% of total
design time, technical documentation (e.g. UML, SysML, ERD, Database models) received the lowest score.
In terms of quantity, the top three answers were "Verbal communication" (14), "Sketches like annotated block
/ line diagrams" (6) and "Experimenting, building proofs of concept" (3).

For knowledge preservation (question C5), the top three methods used in terms of spent time (percentage
of overall time spent on knowledge preservation) are "Documented concepts in written language like Word
documents" (26%), "Documented code (with tools like JavaDoc, JSDoc or no tools)" (26%) and "Verbal
communication" (17%).

3The term tool is used in a wide sense here, covering among others UML, free-text, but also conversations and informal
whiteboard sketches
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Additionally, we asked participants about their top three priorities during software development (question
D1) and software maintenance (D2). During development time, the top three priorities are "Quality" (7,2%),
"(Functional) requirements" and "time-to-market" (both 6,6%), and "Maintainability" (4,8%). During main-
tenance, the top three priorities are "Documentation" (18%), "Code quality" (17%) and both "Architecture"
and "Maintainability" (6,8%).

2.4.2 Questions Related to RQ2: Which Parts of the Software Archi-
tecture Are Re-Used Across Modern Web Applications?
The most relevant question that relates to this research question is B5: "Suppose you start a new project or a
major re-engineering of an existing application, which of these aforementioned components will you use again
for Web applications that have been rebuilt or evolved?"

The top three results from C5 are "Webservice Application Programming Interface (API) (eg. RESTful,
SOAP)" (86%), "SQL Database(s)" (83%) and "Server side web frameworks" (79%)

A supporting question is B7: "Within your organization how many applications share the same overall archi-
tectural design?" 76% of the applications share between 21% and 80% of the overall architectural design. This
is equally distributed over the three categories. 21% are from applications that share almost all components.
The rest (1%) does not share any component. Another supporting question is B3 where participants where
asked about the types of software components they typically use in applications. The components mentioned
most prominently (53%) are: Build Tools, Test tools, Server Side Frameworks, and Web Services.

2.4.3 Questions Related to RQ3: What is the Average Life Expectancy
of Modern Web Applications?
The most relevant question related to this research question is B6: "What is the average lifetime of your
application in number of years?".

62% of the applications have a lifetime between 1 and 5 years. 14% of the applications have a lifetime
of more than 10 years. The lifetime of an application determines the selection of components. For start-up
companies, the initial application architecture will be sufficient for the first period. When growing in number
of customers, transactions, and processes, we expect that the initial application has to be replaced with a
scaleable architecture and infrastructure.

2.4.4 Interpretation RQ1-RQ3
In this section, we discuss the results regarding all three research questions.

In many software engineering curricula, students are taught to use (semi-)formal modeling languages like
UML for designing software before coding. In contrast to this, we found that technical documents are not
intensively used for design purposes in the software engineering industry. Instead, at least for mobile and web
applications, the design process is primarily driven by verbal communication and informal sketches. This is in
line with Sonnenburg [37], who describes software design as a collaborative creative activity [37], which benefits
from approaches that are not constrained by fixed notations and formalisms.

On the other hand, we found that projects create more output in the shape of technical documentation
than in other forms. This may be surprising at first, as less time is spent on technical documentation. On the
other hand, there may be a causal relationship between those two aspects, i.e. software engineers spend less
time on technical documentation, because they are reluctant to spend time on non-engineering activities, i.e.
activities that are no integral part of the built process.

In question C5, we assume a typical division between development and maintenance, in which developers
in a project are not responsible for deployment and maintenance of applications. In this scenario, documen-
tation is crucial for deployment and maintenance, as well as for managing responsibilities [38]. However, most
participants chose "Verbal communication" as the primary method for handing over the code to other team
members. In discussions with software engineers in the pilot group and remarks from participants, we found
that engineers rather rely on proven practices in their teams, rather than formal methods, to design, develop
and maintain applications. One of these proven practices is the use of verbal communication in weekly team
meetings to discuss code and design. These discussions aim at improving the quality of the code by reviewing
the contributions for that week and sharing the concepts and implementations.

In line with [39]–[41], we did not expect that webservice APIs (Simple Object Access Protocol (SOAP),
RESTful) would be the most re-used architectural assets (question B5). We had rather expected that data
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would have a higher value both for business and for software engineers and thus would be more often re-used
that services.

With B6, we expected that the average life time of an application will be within 3 to 5 years (as in
[42]). This is related to IT expenditures that are typically budgeted from capital expenditures. Capital
expenditures have a typical amortization of 5 years. Nowadays, companies do not have to invest in costly server
infrastructure anymore (capital expenditure). Instead, web and mobile applications are typically deployed in
cloud environments, in which infrastructure is payed for as-a-service and is thus operational expenditure [43].
Furthermore, software engineers typically change their employer or job-role between 2 years [44] and 4.6 years
[45]. Finally, software engineers typically favor building from scratch over brown-field applications that have
been patched over the years. In the latter cases, the technical debt exceeds the cost of re-building from scratch.

2.5 Threats to Validity
In this section, we discuss possible threats to the internal and external validity of our findings. A common threat
to internal validity in questionnaire-based surveys stems from poorly understood questions and a low coverage
of constructs under study. The former threat was mitigated to a large extent by piloting the questionnaire
with three participants form the target population. We asked these participants to fill in the questionnaire.
Afterwards, they were asked to describe their interpretations of the questions and their answers. We used this
input in multiple iterations to revise the questions and answering options. We addressed construct validity by
explicitly mapping the questions of our questionnaire to the research questions (see Table 2.1) and by making
sure that each research question is covered by multiple questions in the questionnaire.

External validity is concerned with the degree, to which the study results can be generalized for a larger
subject population [46]. We used statistical methods to analyze whether our results are significant. Mason et
al. postulate that, as a rule of thumb, questionnaires require between 30 and 150 responses in order to yield
valid responses [47].

We had a total of 73 respondents; 39.7% of whom answered all questions. Thus, we suppose that the
number of respondents is sufficient.

Two remarkable outcomes from the questionnaire (questions C3 and C5) are 1) that technical documentation
is less popular than plain text documentation and 2) that continuity of knowledge is achieved primarily through
verbal communication. We calculated the variance and standard deviation of our responses. For C3 the variance
is 0.2 and thus very low; for C5 the calculated mean is 423, the standard deviation is 193 and the weighted
value for verbal communication is 425. The actual weighted value deviates by 2 points only. Thus, the results
with respect to our most surprising outcomes are statistically significant.

2.6 Conclusions and Future Work
In this paper, we investigated how web and mobile applications are designed and documented. We found that
verbal communication and informal sketches are clearly preferred over modeling languages. To preserve and
transfer application-specific knowledge, companies deem code documentation equally important as technical
documentation. Furthermore, for many companies, verbal communication is the primary approach for trans-
ferring knowledge within teams. This may be surprising at first as it bears the risk that knowledge gets lost,
because of key employees leaving the company or a lack of communication in teams. However, web and mo-
bile applications are primarily developed in small teams using agile development processes. Such development
approaches rely heavily on verbal communication, and practices like daily stand ups in Scrum achieve that
knowledge is widely spread within the development team.

Another remarkable outcome is the very high degree of architectural re-use across projects. In particular,
we found that web-service APIs, SQL databases and server-side frameworks are re-used across projects in more
than 80% of the cases. This is certainly impacted by the focus of our research on web and mobile applications.
Teams build up knowledge and expertise in certain technologies and exploit this knowledge to a large degree
for reasons of efficiency.

Regarding the average expected life-time of web and mobile applications, we found that most applications
(∼60%) are built for being rather short-lived (1-5 years). Further investigation is required to understand the
reasons for this phenomenon.

As explained in the introduction, we will use these results for creating an architecture framework streamlined
for web and mobile applications. The framework will anticipate the reluctance to produce (semi-)formal
documentation and the high degree of technological re-use. We will conduct further research to understand
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the impact of the short life-times of such applications on the effort found reasonable for producing written
documentation.

We started this research with a questionnaire to obtain quantitative data. The next phase in our research
plan is to conduct interviews to collect qualitative and more in-depth data.
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Chapter 3

Specification in Continuous
Software Development1

Abstract The procession of Lean, Agile and DevOps development processes introduces new chal-
lenges and offers new chances regarding software specification and documentation. Challenges for
instance because specifications, just like code and applications, are subject to continuous change;
chances, because continuous software processes make use of a high degree of automation which
also introduces efficient means for specification and documentation.
In this paper, we describe the continuous software design specification pattern, which contains
guidelines and principles for specification in continuous development processes. In these processes,
a software system is an evolution of life cycles where each iteration has a start, continuation and
end of defining specifications. Therefore, the pattern explicitly distinguishes specifications to
be created at the start of an iteration, specifications during an iteration, and a specification-
refactoring at the end of each iteration. Apart from the pattern description, this paper describes
the principles of continuous software development derived from lean software development, Agile,
and DevOps.

Keywords Agile, Continuous Development, DevOps, Lean, Software engineering

3.1 Introduction
In our previous research, we have been investigating practices in design and documentation in web and mobile
applications [30]. Our focus was on understanding the role of software architecture in these applications.
Among other things, we tried to find out what is designed up-front (i.e. prior to implementation) and how.
Among others, our results indicate that verbal communication plays a significant role in the preservation of
knowledge. We also found that many companies struggle with the distinction between specification up-front
and documentation afterwards. While specification and documentation are often seen as one, many approaches
are either a good fit for specification or for documentation, but not for both.

The software projects, in which we observed these phenomena were predominantly governed using lean, agile
or DevOps process models. The leading principle of lean software development [2] is to avoid efforts that do
not increase value for the customer. Agile software development [1] tries to exploit the full potential of human
collaboration in closely-interacting teams, thereby relying on short improvement cycles to achieve frequent
delivery of working software. In DevOps [48], development teams are formed in way that members in each
team cover the full set of competences, skills and responsibilities required to develop, operate, and maintain a
software product. Because the development team is responsible for the entire product life cycle, it becomes more

1This work was originally published as:

T. Theunissen and U. Van Heesch, “Specification in Continuous Software Development,” in Proceedings of the 22ND European
Conference on Pattern Languages of Programs, New York, NY, USA, 2017, pp. 1–19. doi: 10.1145/3147704.3147709.
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sensitive to operation concerns like security, scalability, performance, and portability. Additionally, DevOps
aims at avoiding unnecessary transfers of artifacts between different teams, as such transfers usually require a
significant communication and documentation overhead.

Lean, Agile, and DevOps all have certain principles in common that imply a paradigm shift regarding
software specification and documentation: efficiency and effectiveness, learning, flexibility of the team, short
iteration cycles, people skills, improvement and involvement of customer, and commitment of the organization.
As opposed to many traditional software projects, which have a defined start and endpoint (which can be a point
in time or a specific result), lean, agile and DevOps were designed to support continuous software development,
in which continuity (i.e. the absence of a predefined end-point) is one of the major characteristics. This is
primarily supported by rather short iterative development cycles.

In this paper, we elaborate specifically on the difference between specification and documentation in software
projects that embrace the previously mentioned principles. The pattern continuous software design
specification differentiates specifications required at the beginning of an iteration, specifications required
during an iteration and documentation of important results. Applying this distinction is a way of separating
the concerns that developers have in specification. Not one size fits all, but instead, certain elements like
information whiteboard sketches are only required temporarily, while other specifications need to last longer.

The rest of this paper is organized as follows: In Section 2, we describe the three process models lean, agile,
and DevOps and identify principles they have in common. Section 3 describes the continuous software
design specification pattern. Finally, Section 4 identifies areas of future work.

3.2 Background
In this section, we present background work on agile software development, lean, and DevOps. These processes
form the basis of what we later refer to as Continuous Software Development. Many of the described principles
are enablers for a more lightweight way of software specification and documentation, which we describe in the
pattern continuous software design specification below.

3.2.1 Lean
Lean was originally developed as a manufacturing practice for cars. In the meantime, lean practices have been
adopted by many other engineering discipline, among others by the software engineering discipline. Follow-
ing Poppendieck and Poppendieck [2], Lean software development entails the following principles:

1. Eliminating waste Eliminating waste is the most fundamental lean principle. Waste refers to any-
thing that does not produce value for a customer. Examples of waste in physical products are motion,
transportation, and inventory. In software engineering, waste includes task switching of team members,
defects (bugs), processes that do not have an immediate benefit, and paperwork.

2. Amplify learning This principle stems from the idea that development is rather a creative process than
a systematic process. Developing software is a learning process with progressive insights, trial and error
and reconsidering decisions based on tacit knowledge and implicit skills.

3. Decide as late as possible This principles, which primarily targets concurrent development of complex
systems, advocates the exploration of decision options and delaying the final decision until it can be based
on facts rather than speculation. In some situations, this may require building variation points into the
system so that development can continue while decisions are postponed.

4. Deliver as fast as possible Deliver as fast as possible is required for fast time to market. Customers
like fast delivery. For software development, this often translates to more flexibility. In the first place,
this may seem contradictory to Decide as late as possible. In the reality, it rather complements this
principle. While the former principle causes decisions to be delayed, the latter principle makes sure that
decisions are nevertheless made frequently. In combination, this means that decisions are delayed to the
last possible moment (with a release being the last possible moment).

5. Empower the team Empower the team by trusting the capabilities of an experienced team. Decisions
should be made inside the team and not be imposed on the team. As a consequence, teams need a certain
level of maturity. It is not easy to assemble a team that is both experienced and has junior developers,
has a lot of knowledge and is also willing to and capable of learning.

6. Build integrity in Users, customers, and developers all just see one aspect of a software product. The
aspect of integrity aims at one integral system where perceived and conceptual integrity is built-in. The
perceived integrity is about user experience and tries to anticipate future use cases. A software system
has integrity, if it has a coherent architecture, high usability, is maintainable, adaptable, and extensible.
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7. See the whole People who are experts in a specific area of software engineering tend to maximize the
performance of the part of the software they are most knowledgeable about, while loosing sight of the
system as a whole.

Many of the above principles can be related to specification and documentation efforts. The most prominent
one being Eliminating waste, as specification and documentation that does not provide an immediate benefit
and that on contrary even causes rework effort for keeping it in-sync with the system is considered waste.

3.2.2 Agile
In 2001, the agile manifesto [1] gave rise to a new way of thinking and collaborating in software projects. Since
then, several process models (the most prominent being Scrum [49] and XP [50]) evolved that embrace the
principles postulated in this manifesto:

1. Customer Satisfaction Satisfy the customer by delivering software early and continuously.
2. Welcome changes Anticipate frequently changing requirements.
3. Frequent releases Deliver working software in short iteration cycles.
4. Collaborate with business people Collaborate with business people daily.
5. Trusted Individuals Form teams of motivated people and trust them to get the job done.
6. Face-to-face conversation Face-to-face communication is most efficient and effective.
7. Working software is progress Measure progress by the amount of working software developed.
8. Sustainable pace Processes should be sustainable in a way that the team can keep up pace.
9. Technical excellence Good design and technical excellence enable agility.

10. Simplify Favor simplicity over complexity. Avoid unnecessary work.
11. Self-organizing teams Empower teams to manage themselves.
12. Regular adjustments The team reflects on process regularly to become more effective.

Likewise lean software development, many agile principles relate to specification and documentation. The
principles Face-to-face conversation and Trusted Individuals for instance express that verbal communication
between skilled individuals is better than communication via specifications and documentation. Additionally,
the agile manifesto even explicitly promotes ”Working software over comprehensive documentation”, which is
a direct hint towards the amount of documentation required in agile projects.

3.2.3 DevOps
The term DevOps, coined in 2009, is a concatenation of Development and Operations. The following principles
were derived from a literature study on DevOps, conducted in 2014 [48]. Culture The primary characteristic
of a DevOps culture is increased collaboration between the roles of development and operations [51]. Another
important element is shared responsibility. Likewise agile and lean, the DevOps culture advocates an organi-
zational shift to autonomous teams, who strive for a continuous improvement of their process. Additionally,
Walls [52] emphasizes open communication, alignment of incentives and responsibilities, respect, and finally,
trust. Automation A cornerstone of DevOps is a high degree of automation. Automation facilitates the other
characteristics of DevOps. Typical automated steps in a CI/CD pipeline are agile development, integration,
delivery, deployment and operations. Measurement DevOps promotes the introduction of reliable measures to
get hold on the development process. [HP 2016] mentions four dimensions of metrics that should be covered in
any DevOps process: velocity, quality, productivity, and security. This principle is covered in the solution where
at the finish of an iteration, the evaluation is described. Evaluation implies a set of measurements. Sharing In
DevOps, sharing refers to knowledge, tools and successes [53]. Sharing knowledge in a DevOps team is the basis
for efficient collaboration. Sharing coding styles, development tools and implementation techniques to develop
features and maintain environments and infrastructures are key to be and stay successful. Teams should also
share success, e.g. by celebrating important releases together. Services The principle of services represents the
trend that software companies are moving from a product model to a services model. Key characteristics for
services are intangibility, inventory, inseparability, inconsistency and involvement [54]. Quality assurance Team
needs to build quality into the development process. Because iterations are short, the new code is brought
easier and faster into production. This includes cross-functional concerns such as scalability, performance and
security. To increase quality, it is required that both developers, operations and customers have a close rela-
tion to have a better understanding of issues, enablers or risks. Furthermore, monitoring processes, including
development metrics and end-user actions, enables early detection of problems [55]. Structures and standards
DevOps is not just a team issue, but requires standards that the whole organization embraces. Shifting to
DevOps is a major organizational effort that requires commitment from all participating parties. Culture is the
DevOps principle that has the greatest impact on specification. This principle embraces the standards, values,
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and ways of working that are manifested in collaboration, shared responsibility, and autonomous teams. These
DevOps values lead to less or at least loose specifications.

3.2.4 Principles of Continuous Software Development
In this section, we revisit the principles of lean, agile and DevOps to extract a common set of principles that
among others have an impact on the way teams deal with specification and documentation practices. In the
remainder of this paper, we will refer to development processes that exhibit these shared principles as CSD.
The principles are:

1. Efficiency, effectiveness In continuous software development, one strives for an optimal balance be-
tween efficiency and effectiveness. Effectiveness refers to the desired outcome, i.e. the percentage (quality)
that the result matches the objectives. Efficiency means the amount of resources (money, time, people)
used to realize the results. Furthermore, there are two limitations related to effectiveness and efficiency.
First, resources like time, money and people, are limited. Second, even adding virtually unlimited re-
sources to a project could not force desired results. Brooks states that adding people to a project takes
time to become productive, adding people increases communication overhead, and there is a limited
divisibility of tasks [56]2. Because of these limitations and dependencies, there is a trade-off between
maximizing effectiveness and maximizing efficiency. The ambition is to achieve as much as possible for
both efficiency and effectiveness without losing the balance. Regarding efficiency, the primary means in
lean is eliminating waste. Effectiveness refers to delivering working software, achieving customer satisfac-
tion, and simplicity. Additionally, measurements are required for checking if development and operations
are on the right track. Both, efficiency and effectiveness should strive for a sustainable pace.

2. Learning, improvement Learning and improvement are about progressive insights; and planned and
unplanned improvements. The objective is to continuously improve the development process as well as the
learning outcome. Therefore, perform regular feedback sessions like e.g. a sprint retrospective in scrum,
encourage learning by doing and learn from mistakes. The process models achieve this by promoting
short feedback loops, sharing ideas, uncertainties and mistakes, and a culture of trust.

3. Flexibility Flexibility is about possibility and willingness to adapt to new situations. The objective is to
benefit from actual insights and agreements. Therefore, teams need to welcome changes and establish a
culture that embraces uncertainties and last minute changes and is able to think out of the box. There is
no necessary requirement for learning with flexibility. It might well be possible that one trivial situation
must be changed for another trivial situation. The core message of flexibility is the ability to adapt to
new (unforeseen) situations.

4. Time-to-market Time-to-market refers to short delivery cycles or frequent releases. The objective is
to deliver features as fast as possible. Improvements will start earlier and there is a better fit between
end-user, customer, organization, and development team. To accomplish this fast TTM, a high degree of
automation from development to deployment is required.

5. Trust, attitude Trust and attitude refer to: 1) the trust given to the team and 2) the team’s attitude to
show that they are worth the given trust. This trust is reciprocal; all parties should trust and live up to
the given trust. The objective is to let everyone excel in their competences, but also to think outside the
box by involvement from other parties. This requires a specific organizational structure and standards.
Typically, these types of organizations have little management with a high degree of autonomy for the
teams.

6. Competences Competences refer to highly skilled people who are experienced in a wide range of tech-
nology. The objective is to build teams capable of bringing together the concerns from the team, the
customer, and the organization. Within the team, there should be a shared and coherent view on the soft-
ware product. Additionally, quality management processes are required to make sure that competences
and capabilities match or exceed the requirements.

7. Competitive advantage This refers to the risk that people tend to excel in a specific skill while at the
same time losing sight of the big picture. Face-to-face conversation between parties and team members
reduces the risk of losing sight. As part of this view, teams should focus on delivering added value, while
leave commodity solutions to service providers. The objective is achieve a competitive advantage by
focusing on core competences and outsource commodity services.

8. Involvement This includes involvement from end-user, customer, developers and operations. The ob-
jective is to share common goals. This requires shared principles and priorities, and understanding of

2“If one woman delivers a baby in nine months, then nine women can’t deliver a baby in one month”
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one’s concerns and standards.
In appendix A we show a table that maps the principles of continuous software development to Lean, Agile

and DevOps.

3.3 Pattern: Continuous Software Design Specification
This pattern describes a lightweight manner to deal with specifications in a continuous software development
process.

3.3.1 Context
You have deliberately chosen to apply the principles of continuous software development. Your team has worked
together on multiple software products. The people in your team know each other well and have an established
communication culture. The team members are also knowledgeable about the technological domain, in which
the software product to be developed resides.

You have already settled a proven build pipeline, which includes for instance a set of build tools (e.g.
Maven3 or Gradle4), a distributed version control system (like Git5), a document management system and wiki
(for instance Confluence6), and a task and project tracking tool (see for instance Jira7).

3.3.2 Problem
The developers in your team strive for omitting the creation and maintenance of artifacts that are not immedi-
ately required for building a high-quality software product. You consider maintaining a specification document
beyond the realization that provides just another view on a software product that is already specified by the
source-code itself as wasted effort. Totally omitting specification, however, comes with certain downsides:

• Specifications are needed as a basis to reason and communicate about architectural challenges.
• Specifications are needed as input for task-planning activities, e.g. for setting up a work breakdown

structure.
• Specifications are required to settle agreements regarding interfaces between modules developed by dif-

ferent team members, or other teams working on other parts of a larger software system.
Thus, the problem is: How to provide just-enough adequate specifications for reasoning about architectural
problems, supporting planning activities, and defining interfaces between team members?

3.3.3 Forces
The following forces need to be considered:

1. Shaping thoughts The process of specifying contributes to a better understanding of the problem and
envisioned solution of an application.

2. Progressive insight During a software development process, developers continuously gain new insights
that they want to or need to consider in the implementation. As a specification is a kind of implementation
plan, new insights either need to be woven into the specification before they are implemented (which can
be seen as wasted effort in lean terminology), or the implementation derives from the specification.

3. Specification gaps require assumptions to be made Things that are not explicitly specified (i.e.
written down) require assumptions to be made by developers during the implementation. Silent assump-
tions bare the risk that individual team members make decisions that interfere with or even contradict
each other.

4. Hidden disagreement Related to the previous force, relying primarily on oral communication bears
the risk of hidden disagreement. That is, developers discuss a problem or an envisioned solution and
actually talk across purposes without realizing.

3https://maven.apache.org
4https://gradle.org
5https://git-scm.com
6https://www.atlassian.com/software/confluence
7https://www.atlassian.com/software/jira
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5. Overestimated competences and underestimated complexity People tend to overestimate their
own competences and skills [57]. This leads to an underestimation of the problem complexity. When
extensive specification is omitted prior to implementation, the real complexity of the software problem
may be uncovered only piecemeal during the implementation, which may lead to significant rework.

6. Time to market Ever increasing demands for faster time-to-market require faster deployment and
therefore shorter development cycles. Often, there is no time for extended technical specification upfront
and complete documentation afterwards.

7. On-boarding of new team members When new team members enter the development team, or the
entire software product is transferred to or picked up by a new team, the software design needs to be
transferred to the new people in charge.

8. Explored design space The required coverage degree and formalism of specifications relates to the
degree to which the design space of the application is already explored by patterns, frameworks, libraries
and other assets. Applications which can be built upon existing frameworks or high-level programming
languages, for instance, require less specifications than applications in domains that are not (yet) covered
by such assets. In those cases, the abstractions introduced by the frameworks, templates and libraries,
form a vocabulary for developers that allows them to communicate more efficiently and they induce
structure to software systems that can be understood by studying the framework rather than having to
study the application built upon the framework. Other examples are (parts of) applications that need to
interact closely with custom hardware and or custom communication protocols. These applications may
also require a higher degree of specification.

3.3.4 Solution
Instead of aiming for providing a single self-contained and comprehensive specification document, align your
specification process with the continuous development process. Therefore, split the specifications created into
three different types of specifications that serve different purposes and address different concerns:

Specifications at the start of an iteration
→

Specifications during an iteration
→

Refactored specifications at the end of an iteration

In the evolution of a system, each iteration has a life cycle where specifications are created at the beginning
of an iteration, altered during development, and some specifications become obsolete at the end of an iteration.
Specifications are not deleted, but are kept in a repository without further intervention, unless deletion is part
of a specification refactoring. Only those specifications that are relevant to the next iteration or maintenance
survive an iteration.

We refer to specification as an artifact created prior to or during the realization of a piece of software.
Specifications do not necessarily cover a whole system, but they can also concern a small part of the system
(e.g. a part required for the implementation of a user story). Here, specification is a prescription meant to
support and constrain the implementation. Documentation, on the other hand, is a description of the actual
implementation for preserving and sharing rationale and knowledge about the implementation. Documentation
is just another deliverable, if it is valuable, doing it is not free and probably displaces something else, e.g.
development time. In the following sub-sections, we describe each of those types in detail.

Specifications at the start of an iteration.
Specifications required to effectively start an iteration (e.g. a sprint in a scrum-project) should include the
following items:

1. A list of requirements to be addressed in the iteration.
2. An architectural vision.
3. A description of the technological ecosystem in which the software will be developed.
4. Information about the most important architectural concerns (i.e. quality attribute requirements and

business drivers), which determine the priorities of decisions to be made.
It is not advisable to aim for providing a comprehensive specification covering the aforementioned aspects in

all detail; instead the specification should be deliberately limited to information required to start a development
iteration thereby taking into account the skills, knowledge and experience of the development team. Some of
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the mentioned artifacts may already exist when they were created in a prior iteration. In such cases, the
artifacts are only revisited and adapted if required.

Requirements to be addressed in an iteration (1) are typically captured in a task planning tool. It is not
advisable to duplicate requirements, i.e. to also specify them elsewhere.

Figure 3.1: A product backlog in Jira [58].

Figure 3.1 shows a product backlog created on a scrum-board in Jira. Requirements to be addressed in the
next iteration are shown underneath the heading Sample Sprint 2. Underneath this so called Sprint Backlog, the
Product Backlog contains a list of all other requirements to be addressed in the future. The product backlog is
continuously maintained and must be seen as a living artifact that always shows the current state of potential
requirements. Note that the requirements captured here are usually primarily functional requirements, or
even concrete development-related tasks derived from functional requirements. We will get to non-functional
requirements below.

The second and third items required to start an iteration are an architectural vision and a description of
the technological ecosystem. Often, the space available on a regular whiteboard is sufficient for this kind of
specification. Figure 3.2 shows an example.

The whiteboard shows a specification created by a scrum-team at the beginning of Sprint-0. The team
created this specification together to settle agreements required to start with the first development iteration.
The example contains both of the aforementioned items:
High-level architectural vision The whiteboard shows an informal sketch of a three-tier layered architec-

ture with a mobile application client and a web-application, a restful service facade, and a relational
database. Sub-systems are not specified formally, but in a way that is sufficient for the team members
to understand each other.

Technological Ecosystem The whiteboard sketch also gives hints regarding the technological ecosystem,
in which the system will be developed. In this case, the back-end uses Java technology combined with
open-source database management systems, a cross-platform framework for the mobile application, and a
client-side JavaScript framework for the development of the web application. Note that some technologies
are marked with a question mark, which indicates that a final decision has not yet been made. However,
the diagram provides enough information to get an idea of the target ecosystem. Subsequent decisions
can be made during the development iteration itself.
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Figure 3.2: Whiteboard drawing of architecture vision.

The fourth and final item required to start an iteration is information about the most important architectural
concerns to be considered during the iteration. Usually, agile or lean teams focus on functionality while
assuming typical requirements regarding quality attributes. Only in situations, in which special requirements
exist that derive from the typical needs of the type of application developed (in which the team is experienced),
the quality attributes and other architectural concerns are captured. In this case, Figure 2 only mentions a few
important concerns in a very informal way. The different envisioned sub-systems will be provided as containers,
which need to be deployed to a cloud service. The whiteboard mentions a target availability of 99,999%, which
needs to be guaranteed by the cloud provider. Furthermore, the diagrams shows the envisioned life-time (TTL
in the diagram) for the different parts of the system. As no more concerns are mentioned, the team assumes
typical concerns for mobile and web application regarding performance, scalability, security and the like.

Specifications during an iteration.

Specifications to continue development during an iteration cycle should codify agreements made between
individual team members or between multiple teams working on the same larger application.

Examples of such specifications include, but are not limited to (RESTful) API specifications, data models,
user interface specifications, and (architectural) design decisions which need to be considered by stakeholders
other than the decision maker her or himself. Examples of such decisions are the technological choices mentioned
on the whiteboard shown in Figure 2. Of course, as this pattern concerns continuous development, these
specifications are continuously adjusted if required to serve the aforementioned purpose.

As mentioned above, the specifications are not part of a single self-contained document. You should rather
create each specification artifact where it is either naturally used as part of the software development process,
or it is automatically generated and updated from something that is part of the development process. We
show two examples that demonstrate this principle of a single source of truth. The first example is an API
specification in Yet Another Markup Language (YAML). The second example concerns tests written with
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Cucumber8. Both specifications are stored in a git repository.

Figure 3.3: REST API definition with swagger.io.

Swagger.io9 is a tool for defining a REST API, including (required) input parameters, output parameters,
types of parameters and descriptions. The description language of the API is provided in YAML directly within
the source code of the application. From this API specification in YAML, the tool generates code for testing
or further development. Developers can always rely on this API specification as it is the single source of truth.
Figure 3.3 shows an example of swagger in use. So the code itself serves as specification.

Another example for a tool using the same principle is Cucumber. Cucumber is a BDD [59] test tool. BDD
was preceded by TDD [S60]. In these types of development, tests are the specifications for the development
team.10 Cucumber is used for behavior-driven development in automated acceptance tests. Typically, a team
with customers, developers and testers explore the area, each from it’s own perspective and competences. After
clearing up misunderstandings and explicating assumptions, this results in a set of specific examples that are
typical for the problem domain. An example of a feature description in Cucumber is shown in Figure 3.3.

The principles also apply for many other types of artifacts generated using specific tools (e.g. UMLtools,
database management systems, or UI-frameworks). Always strive for creating the specs in the tool, which is
also used for the development and do not duplicate artifacts. If however, no tool is available that automati-
cally generates more readable versions of such specifications, then the source code itself should be used as a
specification.

A special role is taken by decisions made by developers during the iteration. Many of these decisions
are primarily relevant for the developer himself and do not necessarily need to be shared with other team
members. Examples are decisions about design patterns (assuming they do not have architectural implications)
used, libraries that do not induce implications for modules developed by other developers, or design principles
applied by the developer to structure the code. Certain decisions, especially those having architectural impact,

8https://cucumber.io/
9http://swagger.io/

10We focus on the test as specification and do not present merits and (dis)advantages of test-first development methods
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Figure 3.4: Feature description in Cucumber for a Dutch train travel website.

should be specified and shared with relevant stakeholders. Candidates for such decisions are architectural styles,
patterns and tactics and other decisions that have a significant impact on quality attributes and externally
visible interfaces of the system. Not all of these decisions must be documented though. Only document decisions
that are non-obvious to the team and that cannot be recovered from artifacts already created as part of the
development process. Examples of decisions that do not have to be documented per se are used frameworks
and third part libraries, if such information can be easily retrieved from a build file (e.g. a pom.xml file from
Maven), for instance. As a rule of thumb you should spend documentation effort primarily on decisions that
were hard to make, caused a lot of discussion, seem counter-intuitive, were significantly impacted by people
external to the team, and also on decisions which turned out to be not good after the implementation. One
way of documenting decisions in a lightweight manner is using specific architecture decisions views [S61], [62].

Figure 3.5 shows an example of a decision-relationship-view [S61], which shows relationships between deci-
sions made and their status. A relationship view in combination with a decision-forces view [S61]. Figure 3.6
captures sufficient information of decisions to support the team during the iteration, in which the decisions are
made.

Finally, as specification items are spread over multiple different locations, it is advisable to provide an
overview page which contains links to the diverse locations of the specification items. A natural place for such
an overview page is the team’s wiki. Note again that information should not be duplicated on the wiki. Instead
the wiki should contain links to locations that do not change frequently. Otherwise the risk remains that the
information on the overview page gets outdated quickly. Figure 3.7 shows an example of such an overview page
created in Confluence.
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Figure 3.5: Example of a decision relationship view.

Refactored Specifications at the End of an Iteration.

At the end of an iteration, you should revisit specifications created and updated during the iteration and decide
explicitly on items relevant

Fig. 5: Example of a decision relationship view
Fig. 6: Example of a decision forces view
for the next iterations. The process we propose here is roughly comparable to a refactoring process for source

code. It can be seen as a kind of specification refactoring. During this process, all artifacts that exclusively
serve documentation purposes are revisited and either kept unchanged, simplified, or thrown away. Specification
items that could be kept unchanged are documented decisions that are still valid or an architectural vision
that is still valid. Some specification artifacts can be simplified or made more concise with the knowledge a
developer gained during the iteration. Examples of artifacts that can be thrown away are UML-or box-and-line
diagrams of software parts that were fully implemented in the meantime. In such cases, the code itself is often
a better and more accurate specification of the system than the diagrams could be. This is the same as the
architecturally-evident coding style, used by [63].

Fig. 7: Overview page with links to specifications relevant during a specific iteration
Especially the documented decisions should be revisited as the status of decisions frequently changes

throughout an iteration. We suggest to cleanup the decision views and only keep those decisions that are
still in a decided state. Furthermore, important decisions or decisions that required long discussions should
be described in more detail, for instance using a decision detail view from van Heesch, Avgeriou, and Hilliard
[S61]. This view is independent of a specific iteration. It should be up-to-date at the end of each iteration.
Additionally, as iterations in agile or lean teams are often accompanied by one or more releases, specifications
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Figure 3.6: Example of a decision forces view.

should cover a description of (automated) steps to test, deployment and operations. Again, make use of the
principles mentioned above. It is better to point to a provisioning script on a wiki, rather than describing a
deployment process verbally. Along with every release, the current state of all documentation artifacts should
be kept, e.g. to cope with situations, in which multiple versions of a software are used by customers.

3.3.5 Consequences
In the following, we will discuss the consequences of applying the continuous software design specifica-
tion pattern.

1. Shaping thoughts The process of specifying contributes to a better understanding of the problem
and envisioned solution of an application. When applying the pattern, developers discuss the envisioned
architecture of the system and the technological ecosystem typically using a whiteboard. The whiteboard
sketch only serves as a means to support the discussion. It is not meant as a documentation. As a
consequence, the whiteboard sketch becomes less and less useful the more time passes. This effect is
deliberately accepted here. The iteration start specifications are meant only to enable a quick-start to
the iteration and to support planning activities.

2. Progressive insight At any time during the iteration, specifications are only created or updated as part
of the development process. New insights can always be considered. The pattern embraces changes over
following a plan.

3. Specification gaps require assumptions to be made The solution described by this pattern advo-
cates a radical reduction of specifications to a minimum. Naturally, this causes specification gaps which
force the team members to either silently assume problem or solution-related aspects, or to explicitly
discuss them with their team members. As mentioned in the context section, this can only work well
if the team is experienced and has an established communication culture. There is thus a correlation
between the amount and detail of specifications needed and the experience and skills of the development
team. Likewise, this applies for hidden disagreement. Typically, agile and lean process models address
these problems by weaving regular retrospective sessions into development iterations, in which the team
-among other issues also discusses their communication and conflict-management strategies.
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Figure 3.7: Overview page with links to specifications relevant during a specific iteration.

4. Overestimated competences and underestimated complexity As a consequence of no big upfront
specification, the complexity of software problems and solutions is regularly underestimated. The same
holds true for the developers’ competences. Therefore, this pattern should only be applied in teams
using agile or lean principles, which rely on short iterations, review and retrospective sessions. Hidden
complexity is therefore typically discovered and discussed regularly and the team can learn from previous
mistakes and new insights.

5. Time to market Using the pattern, the team does not spend effort on documentation that does not
provide an immediate benefit for the current iteration. It is thus beneficial for achieving shorter release
cycles and within this quicker time to market.

6. On boarding of new team members When applying this pattern, an offline preparation of new
team members is drastically hampered. This is not so problematic for new team members entering
an established team, as new team members can be brought slowly up to speed by taking part in the
regular team ceremonies and picking up simpler tasks in the beginning. For transferring an application
to an entirely new team, the specifications advocated by this pattern are not sufficient. However, the
information documented can serve as a basis for providing a more comprehensive team transformation
document which provides more detail on the architecture, important decisions made and the overall
design of major components.

3.4 Outlook
This paper presents a first effort to describing specification processes for continuous software development
projects. The continuous software design specification pattern can be applied in a context where
a team already built up specific knowledge and skills, e.g. about the development process or the domain
of an application. In the future, we plan to document another pattern that describes how these necessary
preconditions can be achieved by a development team. This pattern will cover knowledge about technology,
knowledge about processes and agreements that need to be made by a team. This includes a way of dealing
with tacit knowledge [64] the developers have. Among others, the pattern to be documented will make use of
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templates, frameworks and libraries to enable continuous development. The processes, context and environment
for this second pattern are described in continuous development principles.
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3.A. Appendices

Principle of ConSD Lean Agile DevOps
1. Efficiency, effectiveness
One strives for an optimal balance
between efficiency and effective-
ness

1. Eliminating waste
Waste is anything that does not
produce value for a customer.
The primary focus for eliminat-
ing waste is minimizing resources
while achieving the same results.

1. Customer satisfaction
7. Working software is progress
Both customer satisfaction and
working software relate to results
for the customer. This includes
short iterations for faster TTM
and reducing risks.

8. Sustainable pace
Strive for maximum effectiveness
and efficiency in short itera-
tions. This avoids the common
phenomenon that goes along
with long iterations where teams
start slowly (thus inefficient) and
get hasty when deadlines are
approaching. The latter comes
with the downside that quality
requirements are neglected and
technical debt is accepted to
deliver within the deadline.

10. Simplify
Simplification relates to efficiency
by focusing on a) a minimum
viable product; b) limiting work
in progress, strive for minimizing
backlog items; c) eliminate
waste by avoiding extra features,
partially done work; d) mini-
mize organizational structure by
reducing the number of roles,
ceremonies, etc. “Maximizing the
amount work-not-done” can be
achieved by coding (standards,
templates, libraries), architecture
(be specific in architecture,
do not strive for generic and
‘beautiful’ architecture), testing
(small unit-tests), automation
(CI/CD pipeline), and standards
(common, shared, proved, easy
to understand)

3. Measurement
In DevOps, the development pro-
cess is monitored using process-
and team-performance-related
measurements. On the one
hand, the measurements pro-
vide a profound basis for direct
process improvements. On the
other hand, these improvements
can be evaluated by analyzing
their impact on the respective
measurements in retrospect.

3. Flexibility
Ability to adapt to new, unfore-
seen, and possible trivial situa-
tions.

3. Decide as Late as Possible
The exploration of decision op-
tions and delaying the final deci-
sion until it can be based on facts
rather than speculation. This im-
plies uncertainties for the team
as long as a final decision is not
taken. The team needs to be flex-
ible to handle these uncertainties

2. Welcome Changes
The team welcomes changes to
give the customer a competitive
advantage.

Structures and Standards
These are the defacto and de
jure values, standards and behav-
iors that contribute to last minute
changes. De jure: what is agreed
upon, either by law, code or con-
duct or agreements.
Defacto: what actually happens.
These two concepts do not nec-
essarily exclude or include each
other.
In some companies, the policy is
to deploy whenever a change is
committed (Amazon deploys 50
times a day) where other com-
panies have a policy for regular
releases (Microsoft’s “patch Tues-
day”).

Continued on next page
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Table 3.1 – continued from previous page
Principle of ConSD Lean Agile DevOps

4. TTM
The lead time it takes from con-
cept to minimal marketable prod-
uct.

4. Deliver as Fast as Possible
Customers like fast delivery.
Therefore, Lean strives for
frequent and fast delivery.

3. Frequent Releases
This includes minimum viable
product (MVP) as well as
minimum marketable product
(MMP). Agile processes strive
for delivering software increments
after each iteration.

2. Automation
Automation in the CI/CD pipeline
includes testing, integration, de-
livery, deployment and opera-
tions. The automated steps from
development to deployment make
delivery fast, repeatable, and pre-
dictable. Furthermore, automa-
tion leads to managing and finally
reducing risk by optimization of
critical steps.

5. Trust, Attitude
All parties trust each other and
live up to the given trust.

5. Empower the Team
Decisions are made inside the
team and not imposed on the
team.

5. Trusted Individuals
Support the team with trust.

1. Culture
The culture of trust can be found
in the while of defacto and de
jure values, standards and behav-
iors within your organization.

6. Competences
Highly skilled people who are ex-
periences in a wide range of tech-
nologies.

This principle is compatible with
the Lean mindset, but not explicit
in the Lean philosophy.

9. Technical Excellence
The development team employs
skills, as well as process-related
skills.

11. Self-organizing Teams
The competent team has clear
objectives of what to achieve but
limited rules on how to achieve
these objectives.

6. Quality Assurance
Defining characteristics that refer
to the desired outcomes, i.e. the
percentage(quality) that the re-
sult matches the objectives. The
team is well aware of the qual-
ity of the result and process that
is required and act according the
standards.

7. Big Picture
The risk that people tend to ex-
cel in a specific skill while at the
same time losing sight of the big
picture.

7. See the Whole
The risk of not having an
overview, is that it may create
an environment where suboptimal
behavior occurs with suboptimal
results. Seeing the whole, or big
picture, reduces suboptimal solu-
tions as the big picture embraces
the individual suboptimal, or or
internal competitions.

6. Face to face Conversation
Face-to-face conversation be-
tween stakeholders and develop-
ment team reduces the risk of
losing sight. The risk of a best
solution for a single developer
that is not supported by other
developers and stakeholders
is mitigated by a continuous
dialogue between developers and
stakeholders.

5. Services
Teams focus on delivering added
value, while leaving commodity
solutions and non-core compe-
tences to others, e.g. service
providers.

8. Involvement
Shared principles and priorities,
understanding of one’s concerns
and standards.

This principle is compatible with
the Lean mindset, but not explicit
in the Lean philosophy.

4. Collaborate with Business
People
Understand each other’s needs,
possibilities and weaknesses.

7. Structures and Standards
There are the defacto and de jure
values, standards and behaviors
within an organization, like e.g.
a code of conduct. The struc-
tures and standards within an
organization encourage involve-
ment, e.g. by training knowledge-
meetings, or tine to experiment
(like Google’s11 and Atlassian’s
20% rule12).

Table 3.1: Principles of CSD mapped to Lean, Agile and DevOps.

11https://abc.xyz/investor/founders-1etters/2004/ipo-letter.htmI
12https://www.atlassian.com/blog/archives/20_time_experiment
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Chapter 4

Software Specification and
Documentation in Continuous Software
Development –
A Focus Group Report1

Abstract We have been observing an ongoing trend in the software engineering domain towards
development practices that rely heavily on verbal communication and small, closely-interacting
teams. Among others, approaches like Scrum, Lean Software Development, and DevOps fall un-
der this category. We refer to such development practices as Continuous Software Development
(ConSD). Some core principles of ConSD are working in short iterations with frequent delivery,
striving for an optimal balance between effectiveness and efficiency, and amplify learning in the
development team. In such a context, many traditional patterns of software specification, docu-
mentation and knowledge preservation are not applicable anymore.
To explore relevant topics, opinions, challenges and chances around specification, documentation
and knowledge preservation in ConSD, we conducted a workshop at the 22nd European Conference
on Pattern Languages of Programs (EuroPLoP), held in Germany in July 2017. The workshop
participants came from the industry and academia.
In this report, we present the results of the workshop. Among others, we elaborate on the dif-
ference between specification and documentation, the special role of architecture in ConSD in
general, and architecture decision documentation in particular, and the importance of tooling
that combines aspects of development, project management, and quality assurance. Furthermore,
we describe typical issues with documentation and identify means to efficiently and effectively
organize specification and documentation tasks in ConSD.

Keywords Agile, Continuous Development, DevOps, Lean, Software engineering

4.1 Introduction
In the last decade, we have been observing a shift in the software industry towards software development
practices that rely on verbal communication, closely interacting small teams, shorter planning and controlling
horizons (often called sprints or iterations), and frequent delivery. Popular approaches include Scrum [49],

1This work was originally published as:

U. Van Heesch, T. Theunissen, O. Zimmermann, and U. Zdun, “Software Specification and Documentation in Continuous Software
Development: A Focus Group Report,” in Proceedings of the 22Nd European Conference on Pattern Languages of Programs, New
York, NY, USA, 2017, p. 35:1—-35:13. doi: 10.1145/3147704.3147742.
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Lean Software Development [2], and more recently DevOps [51]. We refer to collections of these practices as
continuous software design specification [S31] to take into account their predominant characteristics
of continuous, short and time-boxed iterations and incremental refinement. In continuous software develop-
ment, some traditional patterns of software specification, documentation and knowledge preservation are not
applicable anymore. One of the main challenges is dealing with software specifications and documentation in
a continuous development flow. Specifications take many forms, e.g. requirements specification, architecture
specification, design specification, test specification, and deployment descriptors. Team members primarily
value specifications that have an immediate benefit for their own tasks during an iteration (e.g. specifications
of interfaces between sub- systems). However, depending on the type of software and the type of specification,
these specifications may need to serve additional needs. For instance, they may need to support reasoning
about technical risks, help stakeholders understand complex systems, support (offline) communication between
stakeholders, or capture design decisions with long-term impact. In our ongoing work on continuous software
development (see for instance [S31]), we conjecture that the diverse types of specifications and documentation
with different lifespans, different levels of formalism, different levels of detail, and different forms of codification

handled individually and differently so that they can satisfy the diverse needs of stake- holders in contin-
uous software design specification. To further explore relevant topics, opinions, challenges and chances
around specifications and documentation in continuous software design specification (with a focus on
architectural specifications), we organized a workshop at the 22nd European Conference on Pattern Languages
of Programs (EuroPLoP), held in Irsee, Germany in July 2017. In this paper, we report on the results of the
focus group and describe directions for future work on this topic. The rest of this paper is organized as follows:
Section 2 explains the setup of the focus group and the characteristics of the participants. In Section 3, we
present the results of the discussion. Finally, Section 4 presents directions for future work on this topic.

4.2 Workshop Setup and Participants
The workshop took place in shape of a so called focus group, for which the EuroPLoP conference has re-
served time slots of 90 minutes. We announced the focus group prior to and during the conference to attract
participants interested in specification in continuous software design specification. Participation was
voluntary and advance registration not required. To attract peoples’ attention and to scope our own areas of
interest, we posed the following set of initial questions as part of the focus group announcement:

1. What is the difference between specification and documentation? What purposes do they serve and for
whom?

2. What is the role of architecture specification in continuous software development?
3. Should software specifications be organized around self-contained documents?
4. What is the role of models in this context?
5. What alternate forms of organizing specification items could be a better fit for continuous software

development?
6. What is the life cycle and scope of the different types of specifications and how does this life cycle relate

to the agile life cycle, for instance?
7. Refactoring has become a common technique for improving the structure and quality of source- code.

How can similar techniques be used for specifications?
8. What is the role of (architectural) design decisions in this context? How to share, document, or update

them?
9. How to efficiently preserve (architectural) knowledge and skills a development team gained through- out

multiple iterations/projects? What difference exists between generic and application-specific knowledge
and skills?

10. How can agile practices (e.g. sprint retrospectives) be leveraged in this context?
11. How can information needs by external reviewers and auditors be satisfied?
12. What is the impact of business and technical domain specifics in this context?

Additionally, we presented a poster summarizing our previous work on specification in continuous software
design specification (see Appendix A).

4.2.1 Participants
In total, we had 16 participants partly from industry and partly from academia. To find out more about the
background of our participants, we asked them to fill in a questionnaire in the beginning of the focus group. The
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16 responses

31,3%

37,5%

31,3%

Practitioner (it is my primaryjob to be 
involved in software development)

Researcher (it is my primary job to do 
research and/or to teach)

Both (I really cannot make a selection 
between these two)

Do you consider yourself primarily a practitioner or 
researcher/teacher?

Figure 4.1: Affiliation of participants

questionnaire and the results are available online2. As Figure 4.1 shows, roughly one third of the participants
consider themselves as practitioners, the other participants are either academics or related to both industry
and academia. We also asked the participants about the number of years in software engineering experience
(see Figure 4.2). With an average of 13 years of experience, we mainly had senior software engineers in the
workshop. Figure 4.3 shows the tasks, our participants are usually involved in when doing software projects.
Most participants cover a wide range of typical software engineering tasks.

4.2.2 Setup
After a short introduction on continuous software development, we split the participants into four break-out
groups. Each break-out group was moderated by one of the authors. The initial set of questions shown above
served as a rough question guide. However, the discussion was not constrained by these topics. Each break-out
group discussed for one hour and noted insights on a flip-chart. Afterwards, the entire group met again to
discuss the findings. In the following, we summarize the findings of the groups.

4.3 Results
We discussed the difference between specification and documentation; terms which are often used interchange-
ably in the software engineering domain. Documentation, as understood by our participants, is a piece of
writing conveying information about a software artifact, to be consumed after the software artifact was built.
The primary purpose of documentation is to help stakeholders better understand certain aspects of the system,
be it because they need to support or further develop the system, approve certain aspects, review or audit it –
or because they pay for it. Specifications are seen as presentations of information meant to support the develop-
ment process of a software artifact. Specifications are created and consumed before or during the development
of a software artifact. In many cases, specification artifacts are also used as documentation. These cases can
be particularly problematic in continuous software design specification, because specification artifacts
are only maintained while they are necessary (or at least immediately beneficial) for the realization process
of a software artifact. As a consequence, the actual realization regularly derives from the last maintained
state of the specification. When being used as-is as documentation, these artifacts contain inconsistencies and
specification gaps and are thus less usable for the purpose of documentation. In the following sections, we
present additional insights about documentation and specification gained during the focus group.

2https://goo.gl/47NtNf

https://goo.gl/47NtNf
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4.3.1 Specification
Specifications are created upfront and give instructions, rules and guidelines on how software artifacts should
be built or what properties they should have. They are usually prescriptive. Specifications are described as
“living artifacts”, as they are continuously adjusted with progressive insights, as long as they have a benefit for
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the development process. Different types of specifications exist, for instance requirements specifications, test
cases, user interface specifications, architectural specifications, or design specifications (e.g. UML diagrams).

4.3.1.1 Levels of formalism and detail
We found that the degrees of formalism and completeness vary greatly between projects and artifacts. In
continuous software design specification, team members work together intensively, know each other
well, and rely on oral communications. Therefore, informal rich pictures (e.g., white board sketches) are
preferred over formal specifications. Formalisms are only used when being required by tools used (e.g. test
specifications in Cucumber2), or because very detailed interface specifications are required (e.g., between a
hardware team and a software team or between the provider and the consumers of a public API) [65]). Related
to this, teams develop a common body of knowledge, which consists of knowledge about specific technologies,
patterns, and solutions applied in the past. Teams explicitly or tacitly refer to this common body of knowledge
when creating specifications by leaving out details that external consumers of the specifications would require
to form a complete picture, or by using a vocabulary that can be understood by the team members only.
An example of the latter is the use of the term “request controller” in a specification, which if seen out- of-
context, is so generic that it is meaningless for external people, while members of the team know exactly which
component in an existing system is meant by the term. Thus, teams who do not know each other well and do
not share a common body of application-specific and application-generic knowledge, require more formal and
more detailed specifications than teams who share such a body of knowledge. Experienced teams can apply a
kind of specification-by-exception approach, in which only derivations from their standard way are specified.
One participant stated it like this: “We know what we are doing, so no need to write everything down.”. This
phenomenon, in our perception, is independent of the type of specification.

4.3.1.2 Architecture specification
One break-out group explicitly discussed the role of architecture specification in continuous software
design specification. At first, the idea of creating comprehensive up-front specifications may seem to conflict
with the principles of continuous software design specification, such as avoiding waste and being agile.
Nevertheless, the members of the focus group emphasized the important role of architecture reasoning and
architecture specification at the beginning of larger projects or re-engineering efforts. Apart from the often-
cited advantages of architecture like identifying risks and reasoning about quality attributes, architecture
(primarily smart system partitioning) is seen as an enabler for agile working. This is predominantly the case
for larger systems which are too complex to be handled in the working memory of a human being at the same
time. Smaller systems, and/or systems built the same way as other systems in the past, do not require much
architecture specification. One participant said: “Let’s not create large systems!” to express that systems that
do not require architecture specifications to be manageable, are a much better fit for continuous software
design specification. Architecture issues arise mainly in large systems. If large systems are required by the
nature of the problem, then architectural styles that split the system into small parts that can be developed
and comprehended in isolation can be a solution. Microservices are one example of such an approach [65]. In
continuous software design specification, architecture specification is often done using a whiteboard
and primarily describes the system partitioning into sub-systems and major components. For each component,
the responsibilities and interfaces are described. Architectural design is discussed during iteration planning
meetings (e.g. a sprint planning meeting in Scrum) and if required in a special “architectural stand-up” meeting
during iterations.

4.3.1.3 Tooling
Especially in continuous software design specification, teams rely heavily on integrated tool suites
that combine aspects of project management with features of development tools. An example of such a stack
is the combination of an IDE (e.g. IntelliJ3 for Java), Git4, JIRA5 , Confluence6, Jenkins7, and SonarQube8.
With such a tool stack, specification activities, coding, testing, quality management, and project controlling

3https://www.jetbrains.com/idea/
4https://git-scm.com/
5https://www.atlassian.com/software/jira
6https://www.atlassian.com/software/confluence
7https://jenkins.io
8https://www.sonarqube.org/

https://www.jetbrains.com/idea/
https://git-scm.com/
https://www.atlassian.com/software/jira
https://www.atlassian.com/software/confluence
https://jenkins.io
https://www.sonarqube.org/
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are closely intertwined and enable lightweight traceability between the different activities. To give an example,
imagine the following typical flow (using tools mentioned by the participants):

1. A functional requirement is specified in form of a user story with acceptance criteria and an effort estimate
in a backlog in JIRA.

2. When a team member picks up the requirement, (s)he discusses design implications with other team
members using a whiteboard.

3. The team member takes a picture of the whiteboard and shows it on a page in confluence, which further-
more contains agreements (e.g. on interfaces) made with the team members.

4. Directly in JIRA, (s)he then creates a feature branch in the git repository and starts coding in the IDE.
The IDE has integrated git support. (S)he uses the analysis features of the IDE to achieve high test
coverage and to make sure the code conforms to the previously agreed on coding standards, which are
also checked by the Continuous Integration (CI) server, Jenkins in this case.

5. The time spent on the issues is (semi-)automatically logged by JIRA, so that (s)he only needs to approve
the efforts when logging work on an issue.

6. When the feature is readily implemented and tested, (s)he pushes the code to the git repository. The
push triggers the CI-server, which runs tests, checks test coverage and coding standards; furthermore, the
CI server triggers the code quality service (here SonarQube) and reports the results to the developers.

7. Afterwards, the developer creates a pull-request in git, which triggers her team mates to do a code review,
supported by the analytics provided by the SonarQube dashboard.

8. After the pull request was merged with the master branch, the developer marks the JIRA task as done.
A burn-down chart is automatically updated to reduce the remaining required efforts in the current
iteration.

The process sketched above shows how development activities are closely accompanied and sup- ported
by the tool chain. As a side effect, the tool chain provides traceability between requirements, tasks, design
artifacts, code, required time, and code quality. Apart from supporting the realization of software artifacts
(here a functional requirement), the information in the tools also serve documentation needs, as one can easily
click through the history of executed tasks. The process above entails the following forms of specification:

• A requirements specification in form of a user story.
• Acceptance criteria, which likewise serve as acceptance tests.
• An effort estimation for the user story.
• A design specification in form of a white board sketch and additional agreements between developers

specified in Confluence.
• Test specifications in the source code.
• Coding standards to be used in the IDE and in the CI-server.
• Further code quality standards to be used by SonarQube; some of these standards are architectural (e.g.

regarding reliability, security, maintainability, and complexity).
Apart from the design specification on the white board and the Confluence page, all specifications are

required and used by the tools, which apply the specifications automatically to support the developer.
While they are key artifacts for systems built in a model-driven way [66], architecture specifications still

seem to play a tangential role at least in some continuous software design specification communities.
That said, code quality tools support some forms of architectural analysis, as mentioned above. However,
some popular examples exist of tools that use architectural specifications in the same way as the specifications
described above. Ansible9, for instance, is a tool for automating deployment tasks using so-called play- books:
text-based specifications of how production, staging, test, and development machines are set-up. Apart from
automating deployment tasks, Ansible can be used for checking standard compliance, e.g., regarding security
measures.

4.3.2 Documentation
As described above, we define documentation as artifacts meant to be consumed after a software artifact was
realized. Especially in continuous software design specification, the need and the effort spent on
documentation is a sensitive topic, because developers strive for avoiding efforts that do not provide immediate
value. Additionally, it can be stated that the vast majority of software developers does not like creating
documentation [67]. The focus group discussions related to documentation dealt with the following questions:

9https://www.ansible.com

https://www.ansible.com
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1. For which purpose do we create documentation and what types of documentation do we observe in
continuous software design specification?

2. When should we create documentation and how much is enough?
3. What is the role of architecture decision documentation in continuous software design specifica-

tion?
4. What problems can be observed regarding documentation?
5. How to effectively and efficiently provide documentation in continuous software design specifica-

tion?
In the following sections, we summarize the results for each of those questions.

4.3.2.1 Purpose and types of documentation in continuous software design specification
Generally, documentation is meant to explain aspects of software artifacts to stakeholders. Consequently,
different types of documentation exist to address the diverging information needs of the stakeholders. Basically
every type of specification mentioned above has a corresponding type of documentation. As one example, design
specification is used to support the initial creation of a software artifact, while design documentation is used
to explain the design of a realized artifact to developers who need to maintain or further develop the software
artifact. One participant stated that “places with rapid staff turnover more urgently feel the need for elaborate
documentation”. Additionally, for some types of applications, documentation is required for getting market
admission (e.g. for medical or safety-critical systems), or documentation is a contractual deliverable.

As in the context of specification, the participants said that missing documentation is most problematic
in large systems (without further discussing what large means exactly). Smaller systems could usually be
comprehended by analyzing configuration files and source code. Regarding architecture documentation, a
participant stated that “architectural design documentation is not needed very often during the development.
When it is required, you pull the architecture.”. Pulling here refers to generating architectural overviews from
other existing artifacts, e.g. UML component diagrams from source code.

To support the automatic generation of design documentation, the participants in different break- out groups
mentioned the tool Doxygen10. Doxygen is an example for a tool that creates documentation from source code
and special annotations used in source code. Apart from providing textual explanations on modules, methods,
parameters and the like, Doxygen can generate several graphs and diagrams to explain the structure of the
software in terms of modules and packages. This approach is compatible with the mindset of the software
craftsmanship school of thought, who proclaim that the truth is only in the code [68].

4.3.2.2 When is documentation created and how much is enough
As described above, documentation is meant to be consumed after the realization of a software artifact. After,
in this context, can mean during a subsequent task, in the next iteration, as part of an approval process by
stakeholders, or during maintenance, for instance. Most participants explained that they use items created
as specification also as documentation. In such cases, they plan for extra time close to releases for updating
specifications so they are self-contained and consistent with the current state of the software. Documentation is
treated as a piece of technical writing that needs to use the language of the prospective consumers. Especially
in cases where documentation is a contractual deliverable, documentation tasks are taken over in the task
planning and controlling system, efforts are estimated, and the results are reviewed to increase the quality of
the writing. However, the participants agreed that the time spent on documentation must be limited to the
minimum responsible amount. For reasons of efficiency, one participant advised: “Do slightly less than you
think is required”, so that if stakeholders complain that information is missing, this can easily be added, but
no time is unnecessarily spent on documentation.

4.3.2.3 Architecture decision documentation
Architecture decision documentation is a special type of documentation. The literature advocates thorough
documentation of architecture decisions, e.g. using decision templates (e.g. [69], [70]) or dedicated decision
views (e.g. [S61], [71]). During the focus group, the participants agreed that some form of architecture decision
documentation is needed. However, the detail level and required comprehensiveness of architecture decision
documentation was discussed controversially. Some participants stated that only the outcome of decisions is
documented, but not the rationale behind the decisions and not the considered alternatives. One participant

10https://www.doxygen.nl

https://www.doxygen.nl
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explained that he would “not document rationale because it is transient.”. What he meant was that decisions
are made in a specific context that can quickly change over time. Part of the context is the knowledge and
experience of the people who made the decisions, the available technologies at that time, current software hypes,
and approaching dead- lines, to name a few. He concluded that the rationale would most likely not be (fully)
valid anymore and that therefore the effort you would need to spent on thoroughly documenting rationale is
not reason- able. Another participant added that “having rationale too explicit can also cause people not to
think carefully themselves”. These statements of course could be seen as self-serving assumptions, because the
participants might be developers themselves who do not enjoy creating documentation.

Interestingly, the participants mentioned that most decisions are documented in the beginning of iterations,
while other types of documentation are delayed to the last responsible moment where the documentation needs
to be delivered. Especially for architecture decisions, it would be more beneficial to document them after
the software artifacts were realized and evaluated, because this gives new insights regarding the fitness of the
decisions, which could be processed in the documentation. This is particularly the case for decisions that would
not have been made with the progressive insight available.

4.3.2.4 Recurring problems of documentation

We also discussed typical problems with documentation and identified the following recurring issues (or ”doc-
umentation smells” to pick up a term from refactoring). Participants reported incidents such as:

• Version maze. Often, documentation is not explicit about the version of the software it describes. It is
then unclear to the reader whether the information provided is still up-to-date. Even worse, documen-
tation is sometimes compiled of items that describe different versions. In such cases, the documentation
drastically looses merit.

• Cyclic references. Documentation items often consist of multiple items or documents referencing each
other intensively. Sometimes, important aspects are not thoroughly described, because documentation
items reference each other in a cyclic way without actually providing the information at some place.

• Incompleteness. The participants experienced that documentation often contains “TODOs” and gaps,
i.e. parts of the system, or aspects, that are not described. This could be related to the phenomenon
that many people write documentation incrementally rather than iteratively. The writer starts with a
high level of rigor and comprehensiveness, but eventually misses time or motivation to continue in the
same fashion. As a result, the documentation becomes more and more inaccurate, or contains large gaps.
When wikis are used, empty pages or page stubs with ”under construction” as only content are a symptom
of this issue.

• Copy/paste of code or raw specification. Sometimes, documentation writers take over large large
snippets of code or design artifacts that are too detailed to effectively serve as documentation. One
participant gave an example “A large class diagram with hundreds of classes, methods and parameters
thrown at the reader has no value”. Sometimes, production data ends up in external documentation by
accident; usage of text that violates Netiquette or is not politically correct has also been reported and
qualifies as a specification/documentation smell as well.

• Presentation planet. Very often, documentation is prepared in form of a slide-based presentation.
This can easily be explained by the fact that managers and other non-technical stakeholders appreciate
short summaries with a language they understand. Using slide-based presentations as the only means
to document comes with several downsides. Presentations are often way too abstract for many purposes
(especially for developers and operators), the slides alone are ambiguous and require the “voice-over” to
be understood, and they typically do not contain references to the realized items they document. Info
decks, as described by M. Fowler11can be a reasonable compromise.

• Zombie specifications. Also known as dead documents. Specifications and documentation items might
not have any readership and might not have been updated in a long time. You can tell from missing
references to them in meetings and other specification/documentation items, as well as from access logs.
Such items qualify as waste from a lean management point of view; they should either be updated and
improved to meet an information need in a particular target audience, marked as ”stalled” and archived,
or discarded.

11see https://martinfowler.com/bliki/Infodeck.html

https://martinfowler.com/bliki/Infodeck.html
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4.3.2.5 How to effectively and efficiently provide documentation in continuous software
design specification?

To remedy some of the aforementioned problems, the focus group participants discussed how the effort for cre-
ating documentation artifacts in continuous software design specification can be minimized, while still
providing the necessary information to the stakeholders. In other words, how can documentation be created
effectively and efficient? At first, the idea is intriguing to simply reuse specification artifacts as documentation.
However, as mentioned above, this comes with the downside that the documentation may contain gaps and
inconsistencies. One idea to tackle this problem was to apply practices known from source code refactoring also
to the documentation process. In software development, refactoring refers to the process of restructuring exist-
ing source code to make it more effective, or to make it more maintainable without changing the behavior of the
software. Likewise, refactoring specification into documentation would apply to improving the expressiveness
and suitability of existing specifications so that they can be used as documentation. Refactoring specifications
leads to documentation without changing the design of the software. We discussed the following (initial and
incomplete) specification refactoring:

• Split to stick to single responsibility. The single responsibility principle is taken over from agile
software development [72]. Interpreted in the context of documentation, the principle states that every
specification or documentation item should cover one specific aspect or part of the software that should
entirely be encapsulated by this documentation item. Groups of stakeholder concerns addressed by
viewpoints can be used to source these responsibilities.

• Apply open/closed principle. When refactoring specifications, make sure they are open for ex-
tension, but closed for modifications. This principle is adapted from the corresponding principle used by
the agile software development community [72]. Applied to specifications, you need to make sure that
adding additional information does not require (major) rework of the existing documentation. Semantic
versioning12 should be applied to specifications and documentation items just like for code.

• Remove repetition. Do not repeat yourself is a lean and agile tenet, so one should not provide the
same piece of information in different documentation artifacts. Repetition results in increased efforts and
higher risk of inconsistency when information is changed. The ”definition of done” for specifications and
documentation should include a check whether the same things have already been said elsewhere.

• Replace specification by realization. Related to the previous item, once a specified software artifact
was realized, refer to the realization instead of providing the same information in a different way. To give
examples, instead of describing object interaction using a UML-sequence diagram, let the code speak
for itself. Contemporary Integrated Development Environment (IDE)s have become so powerful that
exposing source code in the IDE is preferred by many developers over reading sequence diagrams.

• Document general structure instead of concrete realization. Instead of repeating information
that is also provided by the source code itself, describe the general structure of a software artifact or pick
one example and explain how the example can be adapted to other cases, as well.

• Throw specifications away. Some specifications have fully served their purpose when a software
artifact was realized. These specifications can be thrown away in the sense that they can be deleted and
only kept in the history of the knowledge management tool (e.g. Confluence as mentioned above).

• Provide yellow pages. Instead of striving for one large self-contained and complete document, split up
documentation items into smaller coherent chunks and provide overview pages with links to these smaller
chunks. A documentation chunk can be text, source code, a diagram, a model, a whiteboard sketch or
anything else that has value as documentation.

We also discussed when and how this process could take place in continuous software design specifica-
tion. Most participants said that the end of an iteration would be the most suitable point in time. Ideally,
documentation refactoring is done in pairs to decide when a documentation artifact is clear enough for the
indented audience. Reading the text out loud during the pair documentation refactoring session can be an
intense and highly productive experience. When preparing documentation, one should make good use of the
features provided by the typical tool suites used in continuous software design specification, e.g., for
cross-referencing between wiki pages, tasks, requirements, code, and quality metrics.

12see http://semver.org/

http://semver.org/
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4.4 Future Work
We plan to perform further research on how architecture specification and documentation can be better aligned
with continuous software design specification practices and tools. As part of this research, we will in-
vestigate further into the purposes, efforts, and differences between specifications and documentation, including
the preservation of rationale that went into architectural decisions made. In particular, research on DevOps
and continuous delivery in relation to architecture is interesting here, as well as ensuring that architecture
models are closer aligned to other software engineering artifacts like source code and configuration files, for
instance. The research results will be used to develop a lightweight architecture framework that embraces the
principles of continuous software development.
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The problem is how to provide just-enough adequate specifications.

The solution describes a rule how conflicts within the forces can be 
resolved.

Forces are the factors of influence that should be taken into account 
when deciding on a solution for the problem at hand. Forces are 
often conflicting.

The context describes a situation where the problem occurs and the 
solution is applied, i.e. specification in continuous software 
development.

Uwe van Heesch  ● Theo Theunissen ● July 2017

Principle Lean Agile DevOps
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10. Simplify
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2. Learning 2. Amplify Learning 12. Regular adjustments 4. Sharing

3. Flexibility 3. Decide as late as 
possible

2. Welcome changes 1. Culture

4. Time to market 4. Deliver as fast as 
possible

3. Frequent releases 2. Automation

5. Trust, attitude 5. Empower the team 5. Trusted individuals 7. Structures and standards

6. Improvement, 
competences

6. Build integrity in 9. Technical excellence
11. Self-organizing teams

6. Quality assurance

7. Big picture 7. See the whole 6. Face-to-face conversation 5. Services

8. Involvement - 4. Collaborate with business people 7. Structures and standards

Specification in Continuous Software Development

● Developers strive for omitting artifacts that are not 
immediately required for building a high-quality software 
product. 

● Just another view on a software product that is already 
specified by the source-code is considered as wasted effort.

● Issues when specifications are not sufficiently defined:
○ Reasoning about architectural problems;
○ Supporting planning activities;
○ Defining interfaces between team members.

1. Specifications at the start of an iteration
a. A list of requirements to be addressed in the iteration.
b. An architectural vision.
c. A description of the technological ecosystem in which the software will be developed. 
d. Information about the most important architectural concerns (i.e. quality attribute requirements 

and business drivers), which determine the priorities of decisions to be made.

2. Specifications during an iteration
a. Specifications to continue development during an iteration cycle should codify agreements made 

between individual team members or between multiple teams working on the same larger 
application.

3. Refactored specifications at the end of an iteration
a. Revisit specifications created and updated (refactored) during the iteration and decide explicitly on 

items relevant for the next iterations;
b. A description of (automated) steps to test, deployment and operations.
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1. What is the difference between specification and documentation? What purposes do they serve 
and for whom?

2. What is the role of architecture specification in continuous software development?
3. Should software specifications be organized around self-contained documents?
4. What is the role of models in this context?
5. What alternate forms of organizing specification items could be a better fit for continuous software 

development?
6. What is the life cycle and scope of the different types of specifications and how does this life cycle 

relate to the agile lifecycle, for instance?
7. Refactoring has become a common technique for improving the structure and quality of 

source-code. How can similar techniques be used for specifications?
8. What is the role of (architectural) design decisions in this context? How to 

share/document/update.. them?
9. How to efficiently preserve (architectural) knowledge and skills a development team gained 

throughout multiple iterations/projects? What difference exists between generic and 
application-specific knowledge and skills?

10. How can agile practices (e.g. sprint retrospectives) be leveraged in this context?
11. How can information needs by external reviewers and auditors be satisfied?
12. What’s the impact of business and technical domain specifics in this context? 

DISCUSSION ITEMS

PRINCIPLES OF CONTINUOUS SOFTWARE DEVELOPMENT
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1. Shaping thoughts
a. The process of specifying contributes to a better understanding of the 

problem and envisioned solution of an application.

2. Progressive insight
a. During a software development process, developers gain new insights that 

they need to consider in the implementation

3. Specification gaps require assumptions to be made
a. Silent assumptions bare the risk that individual team members make 

decisions that interfere with or even contradict each other.

4. Hidden disagreements
a. Developers discuss a problem or an envisioned solution and actually talk 

across purposes without realizing the agreements.

5. Overestimated competences and underestimated complexity
a. People tend to overestimate their own competences and skills

6. Time to market
7. On-boarding of new team members

a. Application-specific design knowledge needs to be transferred to the new 
people in charge

8. Explored design space
a. Preserved knowledge from the past like templates, frameworks and libraries.

1. You have deliberately chosen to apply the principles of 
continuous software development;

2. Your team has worked together on multiple software 
products;

3. The people in your team know each other well and have an 
established communication culture;

4. The team members are also knowledgeable about the 
technological domain, in which the software product to be 
developed resides.

WHITEBOARD SKETCH

SPECIFICATIONS

DECISIONS

● Developers strive for omitting artifacts that are not 
immediately required for building a high-quality software 
product. 

● Just another view on a software product that is already 
specified by the source-code is considered as wasted effort.

● Issues when specifications are not sufficiently defined:
○ Reasoning about architectural problems;
○ Supporting planning activities;
○ Defining interfaces between team members.
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● Just another view on a software product that is already 
specified by the source-code is considered as wasted effort.

● Issues when specifications are not sufficiently defined:
○ Reasoning about architectural problems;
○ Supporting planning activities;
○ Defining interfaces between team members.

● Developers strive for omitting artifacts that are not 
immediately required for building a high-quality software 
product. 

● Just another view on a software product that is already 
specified by the source-code is considered as wasted effort.

● Issues when specifications are not sufficiently defined:
○ Reasoning about architectural problems;
○ Supporting planning activities;
○ Defining interfaces between team members.
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Chapter 5

A Mapping Study on
Documentation in Continuous
Software Development1

Abstract Context: With an increase in Agile, Lean, and DevOps software methodologies over the
last years (collectively referred to as Continuous Software Development (CSD)), we have observed
that documentation is often poor.
Objective: This work aims at collecting studies on documentation challenges, documentation
practices, and tools that can support documentation in CSD.
Method: A systematic mapping study was conducted to identify and analyze research on docu-
mentation in CSD, covering publications between 2001 and 2019.
Results: A total of 63 studies were selected. We found 40 studies related to documentation
practices and challenges, and 23 studies related to tools used in CSD. The challenges include:
informal documentation is hard to understand, documentation is considered as waste, productivity
is measured by working software only, documentation is out-of-sync with the software and there is
a short-term focus. The practices include: non-written and informal communication, the usage of
development artifacts for documentation, and the use of architecture frameworks. We also made
an inventory of numerous tools that can be used for documentation purposes in CSD. Overall,
we recommend the usage of executable documentation, modern tools and technologies to retrieve
information and transform it into documentation, and the practice of minimal documentation
upfront combined with detailed design for knowledge transfer afterwards.
Conclusion: It is of paramount importance to increase the quantity and quality of documentation
in CSD. While this remains challenging, practitioners will benefit from applying the identified
practices and tools in order to mitigate the stated challenges.

Keywords Agile, DevOps, Documentation, Continuous Software Development, Lean, Systematic
mapping studies, Systematic reviews

5.1 Introduction
In recent years, we have seen an increase in the adoption of Lean and Agile software development, as well as
DevOps. In our previous work [30], [S31], [S32], we have introduced the term Continuous Software Development
(CSD) as an umbrella term to collectively refer to such development processes and other processes that share

1This work was originally published as:

T. Theunissen, U. van Heesch, and P. Avgeriou, “A Mapping Study on Documentation in Continuous Software Development,”
Information and Software Technology, vol. 142, p. 106733, 2022, doi: 10.1016/j.infsof.2021.106733.
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the following characteristics:
1. it covers the values, principles and practices from Agile ([1]), Lean ([2]) and DevOps.
2. it embraces activities from the whole life cycle of a software product, from concept to end-of-life. In

addition to Agile and Lean software development, it includes maintenance activities. In addition to
DevOps, it includes continuous architecting activities ([3]).

3. it considers the continuously changing state of the software product and progress, such as progressive
insights (e.g. regarding process, design, implementation), changes in contextual factors, new features,
bug fixes, or other unforeseen factors.

4. it distributes information about software development across multiple tools, because of demands for fast
time-to-market, as well as the need for a software development ecosystem for automated tests, deployment,
and monitoring. Thus, no central repository for all information is available.

One of the main challenges in CSD is that documentation is poor [1], [2], [73]. This challenge hinders
knowledge transfer [S74], has a bad impact on maintenance [S75] and introduces a steep learning curve [S76]
for new team members. We elaborate further on these consequences. First, knowledge transfer is hindered
when knowledge about the software product, such as decisions, bugs, context, and practices, remains implicit
in the minds of developers and is only informally written in whiteboard sketches. As a result, knowledge walks
literally out the door at the end of a daily stand-up or even leaves the company (many companies have high staff
turn-over) [77]–[79]. Second, it is hard to act when bugs show up, new features or non-functional requirements
arise. Developers are forced to make assumptions about decisions, interfaces, or priorities; such assumptions
are often wrong [80]–[82]. Third, the system is hard to understand for the different stakeholders, including
developers. Especially, when the team scales up, or team members switch to other projects, newcomers go
through numerous trial-and-error attempts before they can contribute well [83]–[85], [S86].

There is plenty of information in the different tools that are used, but that is mostly related to implementa-
tion, deployment and operations. The following, exclusively distinctive types of information are often lacking,
incomplete, out-of-date, or of low quality [21]:

1. Stakeholders and their concerns. This is key in prioritizing requirements and mitigating risks. A stake-
holder is anyone who has an effect on the system or is affected by the system [87], [88].

2. Risks. Risks can endanger the project [63], and manifest as incomplete information, lack of information,
or factors that are out of control of the development team.

3. Assumptions and constraints. Both delimit the solution space, but are very often tacit or implicit [S89].
4. Context and environment. This includes anything that has an effect on the system but is not included in

the primary goals, such as legal2 and environmental issues3 [90].
5. Design decisions and their rationale. The rationale typically concerns trade-offs between qualities, busi-

ness factors, in-house expertise etc. [S61], [69].
6. Design and/or architecture specifications. Even if design specifications are created, they are typically not

updated according to changes in requirements and context, and thus become out-of-sync with the actual
code [91].

As a first step in addressing the problem of poor documentation in CSD, we decided to look into the current
state of practice as reported in scientific literature. Specifically, we conducted a systematic mapping study on
identifying the challenges of documentation in CSD as well as the practices and tools that can potentially
support documentation. We selected to study these aspects in order to shed light into both the problem
(documentation challenges) and the solution (practices and tools); we note that practices and tools are the
primary means for architecture documentation [92]. Our aim is to shed light on what is currently on offer for
documentation purposes in a CSD context, as well as what is still lacking.

Our results indicate that documentation is considered waste in Lean development when it does not con-
tribute to the end product. Consequently, developers tend to minimize documentation or leave it out. Further-
more, documentation is often out-of-sync with the software, irrespective of whether documentation is within
the source code or documented in wiki-like systems. Moreover, the focus is only short-term: knowledge about
design decisions, practices, and lessons learned are within a team, primarily when the team is gathered in a
single geographical location. The practices we discovered are that written documentation is left out, and com-
munication is informal, while development artifacts are used as a specification. Finally, the use of architecture
frameworks can also support sound documentation.

We decided to conduct a SMS instead of a systematic literature review (SLR). SMS are typically used
for newer research topics where there are few or no secondary studies and the main objective is to classify

2For instance privacy as defined in the General Data Protection Regulation (GDPR).
3E.g. low CPU consumption.
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and conduct a thematic analysis of literature [93], [94]. Further motivation for the use of SMS versus SLR is
provided in the beginning of Section 5.

5.1.1 Research Questions
We formulate the goal of the study using the format of the Goal-Question-Metric (GQM) approach [95]: Ana-
lyze literature for the purpose of exploration, characterization and analysis with respect to documentation
challenges, practices, and tools from the point of view of researchers and industry practitioners in the
context of Continuous Software Development. Based on the aforementioned goal, we have set the following
research questions:

RQ1 What are the documentation challenges and specific practices in CSD?
We already know of several challenges in CSD. We have established that poor documentation hinders
knowledge transfer [S74], which, in turn, has a bad impact on maintenance [S75] and introduces a steep
learning [S76] curve for new team members. Furthermore, documentation seems to have a lower value in
CSD, than in traditional software development processes such as Rational Unified Process (RUP) [96].
For example, the Agile Manifesto explicitly values working code over written documentation; face-to-
face communication is considered the most effective way of conveying information [1]. In Lean software
development, documentation is often considered waste, as it does not directly contribute to customer
satisfaction [2]. In DevOps, infrastructure is key to fast deployment and information is represented as
code [73], rather than written documentation. With this research question, we aim at understanding in
more depth such challenges that work against documentation in CSD. We also strive to uncover potential
practices that result in successful documentation in the context of CSD.

RQ2 Which tools from the Continuous Software Development ecosystem can be used for documentation
purposes?
CSD relies heavily on tooling in order to achieve faster deployment, continuous testing, and monitoring
quality [S97]. These tools contain much information about source code and configuration (e.g. git),
test cases (e.g. Cucumber), deployment (e.g. Docker or Jenkins) and quality (e.g. SonarQube). This
information would typically also be documented in software design description documents. With this
research question, we want to understand which tools are used in CSD and how they could additionally
be exploited for documentation purposes.

5.1.2 Related Secondary Studies
There are several secondary studies on the topics of Lean, Agile and DevOps. In the following, we describe
those studies that discuss documentation in Lean, Agile and DevOps. We also present the reason why they
are related and which gap our study attempts to address. These five studies address issues, describe industry
practices, and propose and explore processes, tools and methods.

Rodríguez, Haghighatkhah, Lwakatare, et al. [98] analyze the body of knowledge in Continuous Deploy-
ment [98]. They give an overview of concepts and typical characteristics of continuous deployment, such as
fast and frequent releases, and continuous automated testing. The authors emphasize the importance of tools
for supporting continuous integration and continuous delivery, but they do not address the relation between
tooling and documentation.

Diebold and Dahlem [99] looked into agile practices in the industry under different circumstances, such as
different project types, domains, or processes [99]. They found that agile practices appear in most projects
across several industry domains. Such agile practices are used in methods like Scrum, Kanban, and eXtreme
Programming (XP). The study focuses specifically on the development activities that lead to the first major
release, whereas maintenance concerns are not particularly taken into consideration. The study does not cover
documentation in agile projects.

In two different secondary studies on requirements engineering in agile software development, Heikkilä,
Damian, Lassenius, et al. [100] and Curcio, Navarro, Malucelli, et al. [101] independently found that there is
no clear line on how requirements engineering activities should be performed in agile processes; the overall
understanding of requirements engineering in agile software development is still rather immature. Both studies
report that an agile development team usually comprises highly skilled and experienced developers who act on
their knowledge and skills; this knowledge and the thought process of developers is usually not written down in
documents, i.e. agile teams rely mainly on tacit knowledge. Furthermore, these highly skilled professionals are
often required for other jobs and frequently switch teams. New team members, who might be less qualified and
experienced, do not know the decisions and actions taken. Heikkilä, Damian, Lassenius, et al. [100] suggest
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that knowledge should be written down for new team members [100]. Neither the study of Heikkilä, Damian,
Lassenius, et al. [100], nor the one of Curcio, Navarro, Malucelli, et al. [101] discussed documentation practices,
and tools.

Shafiq and Waheed [102] found that agile development teams often make use of predefined document
templates as a means for efficient standardization [102]. For instance, Feature-Driven Development (FDD) uses
templates for use cases and functional requirements, Scrum uses user stories (as <role>, I want <objective>
because of <rationale>). Generally, agile teams avoid recording long, complex, strictly-defined or rigid pieces
of information in textual documents.

In summary, documentation concerns in CSD are gaining attention within the research community. How-
ever, there is currently no consensus on concrete documentation practices. There is no practice or documented
tooling that can be used for documentation purposes; instead, information is distributed across software devel-
opment tools.

5.1.3 Paper Structure and Reference Styles
The remainder of this document is structured as follows: in Section 5, we present the study design. Section 5
provides demographic information about the selected primary studies. In Section 5.11, we discuss the results
and provide our own interpretation, as well as implications for researchers and practitioners. Finally, we discuss
potential threats to the validity of this work in Section 5.11.

We use two styles of references in this study. One style refers to the primary studies that are analyzed to
answer the research questions. These references are denoted with an S (for study) and a number within square
brackets, e.g. [S123] refers to study 123 that is shown in 10. The other style of reference is without the ‘S’; it
refers to papers that do not belong to our set of primary studies but are used for other purposes (for instance
in the Related Secondary Studies section) and can be found in the References.

5.2 Study Design
As a method to conduct this literature study, we considered a SLR, as well as a SMS. Table 5.1 is adapted
from Kitchenham, Budgen, and Brereton [93] and compares typical characteristics of the two methods.

Characteristic SLR SMS
Goals Identification of best practices Classification and thematic analysis of

literature
Research Questions Specific - related to outcomes of empir-

ical studies
Generic - related to research trends

Search process Based on research questions Defined by topic area
Scope Focused - outcomes of empirical studies Broad - includes non-empirical studies
Search strategy requirements Exhaustive - all relevant studies should

be found
Less stringent

Quality evaluation Important. Results must be based on
best-quality evidence

Not essential. Non-empirical studies
may make quality evaluation hard

Results Using outcomes of primary studies to
answer specific research questions

Categorization of papers into dimen-
sions

Table 5.1: Comparison of typical characteristics in literature research methods

Using these seven characteristics, we justify why we used the systematic mapping study as follows:
1. Goals. We want to present a broad overview of literature and to categorize this literature in dimensions.
2. Research Questions. We address broader research questions regarding the trends in documentation

challenges, practices, and tools in CSD.
3. Search Process. We are looking into a specific topic area: documentation in CSD.
4. Scope. We focus on both empirical and non-empirical studies. The topics of Agile, Lean and DevOps

are very practitioner-oriented, thus we expect that, at least part of literature is not empirical.
5. Search strategy requirements. We are looking at trends, so we can afford to be less stringent.
6. Quality Evaluation. The combination of non-empirical and empirical studies makes it complicated to

evaluate the quality of primary studies.
7. Results. We aim at classifying papers into dimensions.
Based on these reasons, we chose a systematic mapping study over a systematic literature review. We follow

the guidelines of Petersen, Feldt, Mujtaba, et al. [103] for systematic mapping studies [103]. Figure 5.1 depicts
the steps of the study as well as the steps of the study protocol. Arrows pointing in both directions indicate
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Figure 5.1: The study process and the protocol

that steps were performed iteratively. In the following sections, we briefly describe each of the steps of the
study protocol (right part); the steps of “Phase 2: Execute study”(left part) are elaborated in Section 5.

Figure 5.1 shows the contributions for all team members for each process step. The team comprises four
researchers (labeled A, B, C, and D), varying in seniority. Two researchers selected studies, read the title,
keywords, abstract and full paper. This resulted in a raw result set with candidate studies. Two other
researchers read only the title, keywords and abstracts of the studies in the raw result. Studies that did
not contribute to answering the research questions were rejected from the final result set. Finally, all team
members read papers from the final result set. In Figure 5.4, we made a distinction between raw results with
candidate studies and final result sets with studies that contribute to answering research questions. Thus, it
shows results per step and studies that were read concerning titles, keywords, abstracts, and full papers. By
making a distinction between raw results and final results, we established a process for reaching consensus.

5.2.1. Search Strategy
The search process combines a manual process with automated search. A manual search process typically has
a higher accuracy than automated search, because it focuses on targeted venues, but it also has a risk of bias,
because of the researcher’s personal preferences. Additionally, it is more time-consuming. Other criteria such
as transparency and reproducibility are hard to achieve with a manual search, even if all quality and evaluation
criteria are explicitly defined [104], [105]. Furthermore, automated search is typically more comprehensive
than manual searches [104], [105]. We therefore decided to apply a combination of both methods. The manual
search process, as well as the automated search will be further elaborated in Section 5.

5.2.2 Scope of Search and Sources Searched
The scope for this study is limited by the following criteria:

1. The study is published between January 2001 (i.e. the publication of the Agile Manifesto ([1]) and
February 2019 when the writing of this report started;

2. The study can be found in scientific databases in the field of software engineering, that include journals,
conference papers, and workshop papers; the following sources were used: ACM, IEEE, ScienceDirect,
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SpringerLink and WebOfScience. These databases are quite commonly used in secondary studies in
Software Engineering [106].

5.2.3 Inclusion and Exclusion Criteria
Inclusion and exclusion criteria help to make a transparent and reproducible selection of papers in the mapping
study. Papers are included if they meet all of the inclusion criteria and excluded if they meet any of the exclusion
criteria. The criteria are exhibited in Tables 5.2 and 5.3.

ID Inclusion criteria
I1 PDF or full text must be available
I2 Domain or discipline must be software engineering
I3 Study must be written in English
I4 Study must be peer reviewed
I5 The search terms must appear in title, keywords or abstract

Table 5.2: Inclusion criteria

ID Exclusion criteria
E1 Study is a duplicate of another study in scope

Table 5.3: Exclusion criteria

5.2.4 Search Process
The search process follows the steps in the execution phase (see Figure 5.1, left part). The study was conducted
by four researchers. The data collection was done by the corresponding author with the assistance of a
master student; the analysis and interpretation was performed by all authors. We began the process with the
snowballing technique by following Wohlin [107] guidelines (see Figure 5.2) [107]. Specifically, we formed an
initial set of papers on subjects, topics, and authors we found relevant for this SMS. Additionally, we asked
subject-matter experts from academia and industry to come up with papers they deem primarily relevant for
this study (see appendix 5.11). With the resulting set of papers, we conducted the snowballing technique until
no more relevant publications could be found.

The resulting set of papers was used to define a Quasi-Gold Standard (QGS), which is a “well-known” set of
papers that are relevant to evaluate the results and to establish a search string for an automated search ([108]).
The search string was based on the QGS. The performance of the search string was performed by comparing
the results of the automated search with the QGS: all papers from the QGS were returned from the automated
search.

Subsequently, we defined the search string, based on the words from the title, keywords and abstract from
the papers in the QGS. We used the n-gram procedure to assist us in establishing the search string [109].
Specifically, we first removed 1,000 common English stop words4. Next, from the remaining words we took
sequences of words to cover the domain (CSD) and the research questions. A manual step was required to
adjust the search string to make it more efficient by removing unnecessary terms. Especially for RQ2, we added
a wildcard to leave the single “document” out, as searching for “document” resulted in too many irrelevant hits.
The resulting search string we used for the automated search is:

-- domain
( lean
OR agile
OR DevOps
OR "continuous software"
OR scrum
OR "extreme programming"

4https://gist.github.com/deekayen/4148741

https://gist.github.com/deekayen/4148741
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Figure 5.2: The snowballing search process (adopted from Wohlin [107])

)
-- RQ1
AND (
documenti*
OR documenta*
)
-- RQ2
AND (tool*)
)

With the search string defined, the execution of the database search was performed. For this, we scraped
the meta-data from the online libraries to store it locally in our database. The reason for local storage is to
compare studies equally. In the first place, the online search engines all do have a different query language
which look similar when it comes to syntax, but the one online library is more precise in targeting than the
other online library, especially the discipline (e.g. SpringerLink) or domain (e.g. ACM). Second, the online
libraries do not use the same data model for the bibliographical data, for instance, the meta-data has a different
format (BibTeX, RIS). Another difference is the type of the fields, such as the fields for “authors”, “titles” and
“keywords” might either be a string or a list. The third reason is to be able to add tags, labels and comments
for answering research questions.

5.2.5 Data Extraction
For each study, the information shown in table 5.4a was collected. The attributes for the title (F1), keywords
(F2) and abstract (F3) where used for snowballing and calibration of the search string. We used Mendeley5

5https://www.mendeley.com

https://www.mendeley.com
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ID Attribute Usage
F1 Title snowballing, search string calibration, synthesis
F2 Keywords snowballing, search string calibration
F3 Abstract snowballing, search string calibration
F4 Full text exploration
F5 Publishers database inclusion / exclusion
F6 Year inclusion / exclusion
F7 Documentation, documenting, architecture framework RQ1
F8 Tools, tooling RQ2

(a) Data Extraction Form

for storing and tagging the papers during the initial phases. With the tags it was easy to select the papers.
We commented the papers with keywords and comments for relevance, as well as terms that can be used for
the search string. The suggestions for studies from external experts were also stored in Mendeley and tagged
accordingly. During snowballing and establishing the Quasi-Gold Standard, Mendeley was used to store,
comment the papers and add keywords. With the automated search, the results were too many to store in
Mendeley, thus we used a database to store them. The database was structured according to the basic BibTex
bibliographic references6, supplemented with extra fields for additional keywords, categories, and concepts.

The attribute full text (F4) was used in exploring the research area in the pilot search. The attribute values
for publishers database (F5) and year (F6) were required by the inclusion and exclusion criteria. Attributes F7
and F8 were used for answering the two research questions.

5.2.6 Data Analysis
For the analysis of quantitative data, we used descriptive statistics. For the analysis of qualitative data, we
adapted the approach of Schwandt [110], as depicted in Figure 5.3. As supporting tooling, we used Atlas.ti7.
We started with the studies from the final result set. Next, we read the studies and marked text when it
answered or contributed to a research question. This resulted in marked text. In the second step, we coded
the marked text with keywords that characterize the fragment. The keywords could be individual words from
the marked text but also other words that are typical for the marked text. We also used an online thesaurus
and used Google to come up with additional or alternative keywords. The result of the coding step is a list of
keywords. The third activity was grouping keywords into categories. Categories are a higher-order abstraction
of the keywords. The result of the grouping of keywords is a list of categories. The fourth activity concerns
identifying relations between categories. The relations denote connections among categories. The types of
relations are derived from UML: activity edges, associations, dependencies, generalizations, realizations, and
transitions. We kept the number of relations to a minimum to have clear distinctions between the resulting
concepts. The activities for keywords, categories, relations, and concepts were iterated until no more refinement
was possible. The last activity was the mapping of the concepts on the systematic map (see Figure 5.7).

5.3 Results
This section describes the results of the mapping study, according to the guidelines of Petersen, Feldt, Mujtaba,
et al. [103]. First, we show the demographic data of the identified studies (Section 5). Then we classify the
studies according to our research questions using a facet map (the systematic map) in Section 5. Finally, we
discuss the results in the context of each individual research question: RQ1 in Section 5 and RQ2 in Section 5.

5.3.1 Demographic Data
As described in 5, we used a two-fold search strategy comprising 1) a purely manual search based on input
from subject-matter experts and snowballing and 2) an automated search. The results from both search types
were merged, resulting in 58 unique papers that were used for answering our research questions. Figure 5.4
illustrates this process again together with the numbers of papers resulting from each individual step. The
initial set of four papers was relevant content-wise, but did not pass our inclusion criteria, because they are not

6https://en.wikibooks.org/wiki/LaTeX/Bibliography_Management
7https://atlasti.com/

https://en.wikibooks.org/wiki/LaTeX/Bibliography_Management
https://atlasti.com/
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Figure 5.4: Overview of search results per step.

scientific studies. Nevertheless, they served as a basis for the snowballing procedure, together with the input
from the external experts, who suggested 39 articles in total (see Appendix 5.11), out of which three papers
matched our criteria. The snowballing procedure delivered 92 studies. We studied these articles to select a set
of nine studies (shown in Table 5.5) that we consider a Quasi-Gold Standard.

The QGS was used to validate the search string for the automated search, i.e. we tweaked the search string
iteratively until all studies in the QGS ended up in the results of the search. Table 5.6 shows the search string,
its relation to the research questions, and the number of hits in abstracts, keywords, or title, respectively. The
column Intersection shows the number of papers in which the search term was found in all three parts of the
studies. In total, we ended up with 58 unique papers that relate to our research questions (i.e. 40 for RQ1
plus 23 for RQ2 makes a total of 63 non-unique papers).

Table 5.7 shows the papers identified during the manual search, Table 5.8 shows the automated search
results. The union resulted in 58 unique studies (see Table 5.9) that were analyzed in the next step.

The distribution of studies according to publication types is displayed in Figure 5.5. About 80% studies
are from conferences.

Figure 5.6 plots the publication years of all identified studies. Clearly, the topic is increasingly gaining
attention in the research community. decided to look into the current state of practice
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Figure 5.6: Distribution per year
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ID Publication
[S111] A Study of Documentation in Agile Software Projects - Voigt, Stefan;

von Garrel, Jorg; Muller, Julia; Wirth, Dominic
[S112] A study of the documentation essential to software maintenance - de

Souza, Sergio Cozzetti B; Anquetil, Nicolas; de Oliveira, Káthia M
[113] Agile Documentation: A Pattern Guide to Producing Lightweight Doc-

uments for Software Projects; A. Rüping
[S32] Software Specification and Documentation in Continuous Software De-

velopment: A Focus Group Report - Van Heesch, U.; Theunissen, T.;
Zimmermann, O.; Zdun, U.

[S31] Specification in Continuous Software Development - Theunissen, T.,
Van Heesch, U.

[S114] SprintDoc: Concept for an agile documentation tool - Voigt, Stefan;
Huttemann, Detlef; Gohr, Andreas

[S115] Supporting agile software development through active documentation
- Rubin, Eran; Rubin, Hillel

[S116] Towards the essentials of architecture documentation for avoiding ar-
chitecture erosion - Gerdes, Sebastian; Jasser, Stefanie; Riebisch,
Matthias; Schröder, Sandra; Soliman, Mohamed; Stehle, Tilmann

[S117] Using design rationales for agile documentation - Sauer, T

Table 5.5: The Quasi-Gold Standard

RQ Query Abstract Keywords Title Union Intersection
(BASE
QUERY)

(lean OR agile OR DevOps OR
'continuous software' OR scrum
OR 'extreme programming')

8,286 4,552 4,361 9,817 2,708

RQ1 QUERY AND ('documenti*' OR
'documenta*')

138 32 29 143 18

RQ2 QUERY AND (tool*) 465 68 89 485 29

Table 5.6: Automated search results per RQ and abstract, keywords or title

RQ Found Studies
RQ1 38 [S118], [S119], [S120], [S121], [S74], [S122], [S123], [S124], [S112], [S125],

[S126], [S116], [S127], [S128], [S129], [S130], [S131], [132], [S133], [S75],

[S134], [S135], [S115], [S136], [S117], [S137], [S138], [S139], [S76], [S111],

[S140], [S141], [S142], [S143], [S144], [102], [S31], [S145]

RQ2 18 [S146], [147], [S148], [S118], [S121], [S149], [S150], [S86], [S151], [S152],

[S153], [S134], [S136], [S114], [S140], [S154], [S155], [S97]

Table 5.7: Studies contributing to answering the research questions from the manual search

RQ Found Studies
RQ1 40 [S118], [S119], [S120], [S121], [S74], [S122], [S123], [S124], [S112], [S125],

[S126], [S116], [S127], [S128], [S129], [S130], [S131], [132], [S133], [S75],

[S134], [S135], [S115], [S136], [S117], [S137], [S138], [S139], [S76], [S31],

[S111], [S140], [S141], [S156], [S142], [S143], [S144], [102], [S31], [S145]

RQ2 23 [S146], [147], [S148], [S118], [S157], [S121], [S149], [S150], [S86], [S151],

[S158], [S152], [S153], [S134], [S159], [S136], [S160], [S114], [S140], [S154],

[S155], [S161], [S97]

Table 5.8: Studies contributing to answering the research questions from the database search

5.3.2 Classification Scheme Using a Systematic Map
As a next step in the analysis, we classified the studies using a systematic map, as described by Petersen,
Vakkalanka, and Kuzniarz [94] and Petersen, Feldt, Mujtaba, et al. [103]. Each study was categorized using
three facets: 1) a contribution facet covering the type of contribution to the software engineering domain, 2)
a research type facet describing the type of study and 3) a context facet that maps the content of the studies
to our research questions. Figure 5.7 shows the resulting map using two bubble charts. The size of the bubble
represents the number of studies falling into the corresponding categories. The absolute number of studies is
shown in the centers of the bubbles followed by a letter that refers to the list of studies that can be found
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RQ Found Studies
RQ1 40 [S118], [S119], [S120], [S121], [S74], [S122], [S123], [S124], [S112], [S125],

[S126], [S116], [S127], [S128], [S129], [S130], [S131], [132], [S133], [S75],

[S134], [S135], [S115], [S136], [S117], [S137], [S138], [S139], [S76], [S31],

[S111], [S140], [S141], [S156], [S142], [S143], [S144], [102], [S31], [S145]

RQ2 23 [S146], [147], [S148], [S118], [S157], [S121], [S149], [S150], [S86], [S151],

[S158], [S152], [S153], [S134], [S159], [S136], [S160], [S114], [S140], [S154],

[S155], [S161], [S97]

Table 5.9: Final set of studies that contribute to answering the research questions

Year RQ1 RQ2 Total
2001 1 0 1
2002 1 0 1
2003 3 0 3
2004 0 1 1
2005 3 0 3
2006 0 0 0
2007 0 2 2
2008 4 5 9
2009 0 4 4
2010 5 1 6
2011 4 2 6
2012 4 2 6
2013 5 2 7
2014 9 3 12
2015 1 2 3
2016 6 8 14
2017 12 5 17
2018 2 7 9
Total 60 44 104

Table 5.10: Publications per year for RQ1, RQ2 and totals per
year and RQ

in Appendix 10. For example, in the coordinate plane between the Context Facet “Documentation subjects:
architecture” and Research Facet “Solution Proposal”, the bubble represented by the letter “k” shows that 17
studies have been found. Studies can appear in multiple facets. The total number of 58 unique studies has
been mapped 200 times.

For the contribution and research facets, we used existing classification schemes by Petersen, Feldt, Mu-
jtaba, et al. [103], and Wieringa, Maiden, Mead, et al. [162], respectively. The classification scheme for the
Contribution facets from Peterson [103] describes the potential categories of a paper’s contribution: Metric,
Tool, Model, Method, and Process. For our Systematic Mapping Study, we moved the Tool category to the
Context facet, because RQ2 concerns tools. The classification scheme for the Research facets from Wieringa,
Maiden, Mead, et al. [162] includes six types, four of which were found in our primary studies:

1. Validation Research. The investigation of a problem or implementation of a technique in practice.
2. Evaluation Research. The validation of a solution proposal that has not yet been investigated.
3. Solution Proposal. This type of papers contains solution proposals without validation.
4. Experience Papers. This type of papers describe what has been experienced by the author as matters

of fact, and do not describe the reasons why.
The categories of the context facet evolved while doing the data extraction. We merged categories where

appropriate to keep the number of categories small so we could plot them against the other two facets. In the
following, those categories are briefly described. Additionally, we assign each category to one of the research
questions:

1. Documentation life cycle: aspects of creation, maintenance and management of documentation artifacts
(RQ1).

2. Documentation subjects: architecture: architecture related documentation such as design, solutions and
architecture description (RQ1).

3. Documentation subjects: source-code: the documentation of source-code and source-code related aspects
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Figure 5.7: Mapping of classification facets with papers

such as version control (RQ1).
4. Documentation subjects: auto generated documentation: the storing and retrieval of documentation that

is scattered throughout a software ecosystem and is stored in tools such as git commits, Jira tasks or
wiki-like documents (RQ1). Please note that we omitted the term “documentation” in the bubble chart
to ease readability.

5. Documentation subjects: decisions: software architecture decisions and their rationale (RQ1).
6. Tool : how tools are used in supporting documentation in continuous software development (RQ2).
Figure 5.7 shows that architecture documentation is a popular topic within the studies (42 papers in total),

predominantly as solution proposals (21 papers) and evaluation research (18 papers). The documentation
life cycle is also found in many studies (28 papers), as well as source-code documentation (25 papers), again
primarily in the shape of solution proposals or evaluation research.

The most frequent contribution types of the identified studies are method (44 papers), metrics (35 papers),
and models (27 papers); all three are mostly found on architecture documentation. It is notable that the
least number of studies map to the tool category, which we consider counter-intuitive as continuous software
development is a discipline that makes vast use of tool-ecosystems and automation.

5.3.3 Results for RQ1: Documentation Challenges and Practices
This section describes the results of our analysis on studies assigned to RQ1 (What are documentation practices
and resulting challenges in CSD? ). Table 5.9 lists all studies considered in this analysis. Continuous software
development, as mentioned in the Introduction section, is not a development process model on its own; it
is rather an umbrella term for existing methods that share certain characteristics. The papers found in this
mapping study cover the following specific process models and methods:

• Lean Software Development [2],
• Scrum [1],
• Extreme Programming (XP)[S163],
• Feature-Driven Development (FDD) [S164],
• Crystal Clear [S165],
• Adaptive Software Development (ASD) [S166],
• Dynamic systems development method (DSDM) [102], [S167],
• Microsoft Solution Framework (MSF) [102], [S168],
• Agile Unified Process (AUP) [102], [169],
• and Test Driven Development [S60].
In the context of these process models and methods, we identified the documentation challenges listed

below. By documentation challenges, we refer to obstacles that developers face towards documenting knowledge
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about the system or keeping it up to date.
1. Informal documentation is hard to understand. As stated above, the sparse written documentation

in CSD is often informal and volatile (e.g. white board sketches and drawings [S138], [S126]). Prashant
Gandhi, Haugen, Hill, et al. [S126] refer to the different backgrounds from architects, reviewers and other
stakeholders and note that it is rather cumbersome for one stakeholder to understand and improve the
informal documentation of another [S126]. Such types of informal documentation artifacts require a kind
of “voice-over” or additional explanation to be effective for knowledge transfer[S139].

2. Documentation is considered waste. Generally, documentation is considered waste when it does not
contribute to the end product [2], [S135]. Documentation is only created if it is required to create the
end product, or to raise the quality of the end product. Prause and Durdik [S135] differentiate between
documentation for developers and for end-users. Documentation for developers does not contribute to the
end product and is therefore neglected. The source code itself is considered the "ultimate documentation".
An example of documentation that does contribute to the end product is a user-manual, for instance
[S135]. As a result, design knowledge, reasoning knowledge, as well as knowledge about the problem
space are typically not preserved in CSD in any written form.

3. Productivity is measured by the amount of working software only. In CSD, productivity is
measured by the amount of delivered working software over development time. Beck and other founders
of the agile manifesto state that working software is valued over comprehensive documentation [1],
[S145], [170], [S171]. Thus, they emphasize that working code is the ultimate measure of productivity;
documentation has value, but its comprehensiveness is less important. Stettina and Heijstek [S138] note
that documentation is rather seen as a burden, than a (co-)created artifact [S138]. This attitude causes
developers to generally consider documentation as counter-productive, which in turns causes knowledge
loss.

4. Documentation is out-of-sync with the software. In CSD, developers don’t keep documentation
in sync with the actual software [S172]. This applies to both documentation outside the code such as
in Microsoft Word documents and wiki-like tools, but also to source code documentation, e.g. regarding
the objectives of methods or their parameters. Especially source code documentation is often outdated
because CSD emphasizes the continuous update of code, but not its documentation. This is an issue, as
stakeholders lose confidence and trust in the documentation [S126], which makes the sparse documen-
tation even less useful. A lack of up-to-date documentation is particularly problematic in the context
of architecture design decisions, as it leads to a loss of rationale behind design choices and considered
alternatives; it thus become increasingly difficult to understand and judge solutions during software
evolution [S173].

5. Short-term focus. Producing comprehensive documentation is a resource-intensive task that interferes
with other short-term tasks like sketching diagrams or programming. Primarily, the short term goals of
design, programming or maintenance tasks can be achieved without documenting important decisions,
documenting rationale, consequences or alternatives [174], [S76]. However, this focus on achieving mostly
short-term goals has an adverse effect: all the knowledge that is required for those goals disappears
over the following iterations with changing context, new objectives and new team members. Nawrocki,
Jasinski, Walter, et al. [S75] state that in XP there are three sources of knowledge about the software
that are required but are hard to maintain in the long run [S75]: the code, test cases and the memory of
the developers.

Despite, the aforementioned challenges, we were also able to observe documentation practices. In this
study, a “practice” is defined as an activity that is usually or regularly conducted, e.g. as a habit, tradition,
rule, or organizational culture.

1. Non-written and informal communication. In CSD, verbal communication is often used to achieve
a mutual understanding between team members (e.g. in [S163]) rather than written documentation.
Verbal communication is also one of the twelve principles in the agile manifesto [1], which states that
face-to-face communication is both most effective and most efficient within a development team. For
agile development in general and XP in particular, Prause and Durdik [S135] state that knowledge is the
result of collaboration and is spread by different means ([S135]), other than written documentation. Often
only sketches and informal drawings are used to support the verbal communication. One exception to
this rule is requirements, which are typically documented in the format of user stories [175]. The sparse
documentation that is deliberately created for documentation purposes is usually created afterwards and
describes the state of the software “as is”, rather than the software “to be” [S143]; this has the advantage
of being up-to-date.

2. Usage of development artifacts for documentation purposes. Apart from artifacts created solely
for the purpose of documentation, some artifacts created as part of the development process can also
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serve as a type of documentation. TDD and BDD [S31], for instance, lead to executable specifications of
the software to be built [S176]. Another form of executable documentation is “infrastructure as code”, as
mentioned by Callanan and Spillane [S177]. Infrastructure-as-code refers to any executable description
of the infrastructure that is not part of the application itself [73]. This can be achieved with tools like
Ansible, or Puppet, for instance.

3. Architecture frameworks Although architecture knowledge often evaporates in CSD projects, we
have seen one particular documentation format, namely architecture frameworks, being used in practice.
We briefly describe two examples of frameworks that qualify as architecture frameworks according to
the definition in ISO/IEC/IEEE 42010 [90], while specifically addressing concerns of continuous soft-
ware development. Di Nitto, Jamshidi, Guerriero, et al. [S125] proposed a framework called SQUID
(Specification Quality In DevOps), an extension of Kruchten’s 4+1 view model [S178] with additional
viewpoints for dealing with DevOps-related concerns [S125]: an Operations Viewpoint, a Monitoring
Viewpoint, a Deployment Viewpoint, and a Quality Verification Viewpoint. Similarly, the continuous
integration and delivery architecture framework (Cinders), described byStåhl and Bosch [S179], is an
architecture framework specifically designed to deal with architectural concerns in continuous integration
and delivery [S179].

5.3.1.1 Interpretations of the Results

We think that challenges lead to practices, and vice versa, as illustrated in Figure 5.8. The first relation

• Informal documentation is hard to under-
stand

• Productivity is measured by the amount of 
working software only

• Documentation is out-of-sync with the 
software

• Documentation is considered waste

• Non-written and informal communication

• Architecture frameworks

• Usage of development artifacts for docu-
mentation purposes

• Short-term focus

Challenges Practices

1

2

3

4

5

Figure 5.8: Possible relations between challenges and practices. The green box indicates a positive effect on
the contribution to better documentation.

is between the challenge of short-term focus (1) that leads to non-written and informal communication. In
turn, the non-written and informal communication leads to documentation that is hard to understand (2), and
documentation being considered waste when it does not contribute to the end product (3). Using development
artifacts for documentation purposes leads to the challenges that productivity is measured by the amount of
software only (4) or that documentation is out-of-sync with the software (5). Furthermore, only the practice of
architecture frameworks might be considered a practice to contribute to better documentation (see the green
box in Figure 5.8).

5.3.1.2 Implications for Practitioners

The demand for fast time-to-market leads to fewer artifacts with lower quality. In small teams that are
geographically located in one building or one room with long-term employees, informal knowledge is built
up in the team. For larger teams, geographically distributed or with changing team members, building up
knowledge about the software product and processes might be challenging. A typical practice for documentation
is that a whiteboard sketch, and formal API documentation are considered sufficient instead of big upfront
documentation with many UML diagrams. Apparently, these informal documentation practices are just enough
to start an iteration. At the same time, however, these practices are not sufficient for operations, maintenance,
or knowledge transfer. Another candidate approach to overcome these challenges is executable documentation;
for TDD, this is a common practice.
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5.3.1.3 Areas for Future Research
Future research is required to investigate if just enough upfront documentation can be limited to shaping
thoughts by using informal whiteboard sketches, together with the codified API documentation. The upfront
documentation should be accompanied by design-when-done after an iteration is completed. Anything that
can be generated or reverse-engineered is not required to document because it is available anytime. Relevant
for operations, maintenance, and knowledge transfer are decisions, considerations about the software product
and process, and team organization.

A second area for future research is executable documentation. The practice of TDD, which is one example
of executable specification, is a non-intrusive way of documenting requirements as part of the development
process. This, however may not be the case for other types of executable specifications. In general, the question
how executable documentation can be best produced and consumed by developers is subject to further research.

5.3.4 Results for RQ2: Tools Used in CSD
In RQ2, we investigated, which tools are used in CSD with respect to documentation. The studies we considered
for answering this research question are listed in Table 5.9. The studies from the final result are presented in
Figure 5.7 and Appendix 10. As already discussed, the sparse documentation in CSD is scattered over the
entire tool ecosystem, mainly in the form of executable specifications. This concerns up-front documentation
(mainly requirements), as well as design, code, and deployment information. Table 5.11 lists tools typically
used in CSD practices for documentation purposes, along with the type of documentation (mark-down, binary,
drawings), and what is documented (decisions, annotations, commit messages).

An ideal tool for documentation, according to Cannizzo, Marcionetti, and Moser [S180], would support
four main practices: status visibility (build tools), extensive automation (i.e. automating as much as possi-
ble), effective communication (collaboration and communication tools, metrics tools), and tools for immediate
feedback (test tools) [S180]. Other researchers have proposed simple solutions that can be readily used. For
preserving reasoning information, Borrego, Morán, Palacio Cinco, et al. [S74] suggest a simple tagging mech-
anism [S74]. Buchmann [S181] propose a tool for automatically transforming handwritten sketches on paper
and whiteboards to high-fidelity UML drawings (tool: Valkyrie) [S181]. Aguiar [S146] prefers wikis for docu-
mentation, because wikis and agility share goals like simplicity, flexibility, and open collaboration, thus being
natural documentation tools to agile projects [S146]. Waits and Yankel [S140] observe that binary files, such
as Microsoft Word or PowerPoint files, are hard to maintain, hamper velocity and can’t make efficient use of
a version control system (VCS), because changes cannot efficiently be tracked [S140].

Tool Short description Type of information What is documented? Studies
Word, Excel, PowerPoint
etc.

Used for reports and in-
tended for long term us-
age

Binary files Decisions, drawing,
sketches, pictures of
whiteboard drawings

[S180],[S137], [S182],
[S120], [S121], [S74],
[S183], [S126], [S184],
[S134], [S135], [S159],
[S138], [S76], [S32],
[S114], [S185], [S140],
[S186], [S187], [S188],
[S180], [189], [S141],
[S190], [S191], [S142],
[S143], [S192], [S193],
[S144], [S167], [S194],
[S195], [S196], [S197],
[S198], [S199], [S31],
[S200]

Wiki Wiki-likes, Confluence Short descriptions in the
format of the tool, e.g.
xml, html

Tasks, how-to’s, SRS,
SAD, SDD, info on PoCs,
Prototypes, Releases

[S120], [S121], [S74],
[S183], [S126], [S184],
[S134], [S135], [S159],
[S76], [S32], [S114],
[S185], [S140], [S186],
[S187], [S180], [189],
[S141], [S190], [S191],
[S192], [S193], [S144],
[S194], [S196], [S197],
[S198], [S199], [S31],
[S200], [S137], [S138],
[S182], [S188], [S142],
[S143], [S167], [S195]

Source control Tools for Git, Mercurial,
SVN

Source-code, annotations,
commit messages

Source-code, commit
messages

[S138], [S140], [S142],
[S136], [S74],

Scripts Executable lines of code
to run tasks

Human readable text Infrastructure-as-code:
Tests, integration, and
deployment including in-
stallation, configuration,
data import, and security

[201], [S124], [S76],
[S141], [S142], [S32],
[S31], [S131], [S145]

Continued on next page
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Table 5.11 – continued from previous page
Tool Short description Type of information What is documented? Studies

Markdown editors Light weight text editor,
often used without editor
but edited directly

Human readable text Anything that can be doc-
umented in Word, Excel,
PowerPoint, or Wikis in-
cluding configuration files

[S140], [S202]

Verbal communication The proverbial water-
cooler conversation.

Face-to-face No document, knowledge
remains tacit

[S143], [S138], [S142],
[S31], [S128], [102],
[S145]

Table 5.11: Documentation Tools in CSD retrieved from the studies for RQ2.

Apart from tools used for the purpose of documentation, many tools used in CSD for other purposes also
have documentary value. Kersten found that the number of different tools used in CSD is rapidly growing. He
explains this phenomenon with a "democratization" of the toolchain, i.e. practitioners choose their own tools
for different tasks rather than being obliged by a top-down control model for the tool ecosystem [S97]. This is
also the case for documentation. There is no one-size-fits-all documentation tool; on the contrary, practitioners
in CSD document what they like, wherever the like.

In the following, we discuss such CSD tools that can be used for documentation purposes. Specifically,
we present a list of tool categories together with the type of documentation information associated with each
category. The list is compiled from documentation usages found in four primary studies: Kersten presents a
landscape for tools and tool-categories [S97]; Partial tool-chains are presented by Poth, Werner, and Lei [203],
and Wettinger, Breitenbücher, Kopp, et al. [S155], who both focus on tools used in CI/CD pipelines; Mäkinen,
Leppänen, Kilamo, et al. [204], present elements of a modern development toolchain [204].

1. Development tools

(a) Requirements management tools (e.g. Blueprint, RequirementONE)
The documentation information includes stakeholder concerns, risks, constraints and context for-
mulated as specifications: these are typically codified instructions, sufficient for developers to start
an iteration. Such specifications range from very informal and abstract (e.g. user stories and high-
level use-case descriptions) to formal and concrete (e.g. detailed use-case descriptions with pre- and
post-conditions, or Cucumber in combination with Gerkin).

(b) IDEs (e.g. IntelliJ, Eclipse, Cloud9)
The documentation information include the source code of the software, often annotated with com-
ments, meant for developers to understand the code. The annotations in the code are also used for
the automated generation of documentation for APIs.

(c) Agile Management tools (e.g. Active.collab, Agile bench, JIRA)
Agile management tools are used to support developers in applying agile methods like Scrum, Lean,
or Kanban. The tools typically capture information about requirements (e.g. user stories or use-
cases), tasks, progress (e.f. burn-down charts), planned and achieved goals for iterations, develop-
ment speed (e.g. team velocity), and the provide traceability between requirements, tasks, and code
(e.g. a JIRA board on which tasks fall under use-cases and are linked to source-code using Git
branches and pull requests).

(d) Development Analytics tools (e.g. SonarQube, Metrixware)
The documentation information includes metrics, as well as actionable data that can be used by
all roles in the software development including managers, developers, and maintainers. Typical
examples of actionable data are quality measurements in SonarQube (a static source code analysis
tool) along with concrete suggestions for fixing the quality rule violations.

(e) Repositories / Development Communities (e.g. GitLab, StackShare, StackOverflow)
The documentation information that repositories hold are the source code ready for review, or
deployment and commit messages where every push to the repository (ideally) includes a meaning-
ful comment on the changes. In development communities (e.g. Stack Overflow of GitHub), the
information contains questions and answers for software development topics. As such, it can be
considered as a knowledge base.

2. Test tools
(a) Performance / Load / Stress test tools (e.g. JMeter and SmartStorm)

These types of test codify specific QoS requirements (typically quality attribute requirements in the
categories of performance efficiency, reliability, and security (see ISO/IEC/IEEE 25010 ([205]).

(b) Functional Automation, Virtualization tools (e.g. Cucumber and Appium)
The documentation information includes: the test object (method, component, API, UI); the test
strategy with guiding values, principles, and objectives for stakeholders; and test tactics, and types
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with techniques (e.g. destructive/UI tests), processes (e.g. CI/CD) and approaches (e.g. man-
ual/automated testing) applied to specific test tasks.

(c) Continuous testing tools (e.g. test.ai, buildbot)
Continuous testing is a software testing type that involves a process of testing early, often, every-
where, and automatically (to the best possible extent). The objective of continuous testing is to
find defects and support immediate response to the defects during the whole development cycle,
including requirement specification, development, and maintenance. The documentation informa-
tion refers to any phase that delivers measurable software or software artifacts. Test-specifications
written for automation purposes (e.g. unit-tests, integration tests and automated end-to-end tests)
are functional specifications for source-code units. They can be seen as formal specifications of
functional requirements. Often, test-cases also cover QoS-parameters, e.g. the maximum accepted
response time of a rest-endpoint.

(d) Service Virtualization testing tools (e.g. Smartbear, Parasoft)
Service virtualization is used when the system makes use of an API that is not controlled by the
development team. The Service virtualization emulates behavior of the external system, external
APIs, cloud-based applications, service-oriented architectures or micro-services that are out of con-
trol of the development team. This documentation information includes data, (non-)functional tests
or behavior that emulates the external system.

3. Deployment tools
(a) App Automation tools (e.g. Ansible, Puppet, Chef)

The documentation information includes instructions for installation, updates and configuration of
software, the import of data, and hardening of systems. This information is typically defined in
CI/CD scripts. This type of scripts assists in the automation of (complex) IT tasks into repeatable
playbooks. Although the scripts contain information for a range of tasks, they are typically configured
for a single task such as installation or phase such as test.

(b) CI/CD (e.g. CircleCI, Jenkins)
The documentation information includes the relation between single tasks and the results of executing
these tasks. The automation considers the execution of single tasks from App Automation into a
set of scripts for multiple tasks (e.g. installation, configuration, import, hardening) and for multiple
stages (e.g. development, test, integration, deployment) whether on premise or in the cloud. The
test results show developers or release managers the sanity of the builds in a comprehensive visual
overview.

4. Service execution tools
(a) Cloud / Container Orchestration / Management (e.g. Docker, Mesos)

The documentation information includes metrics about non-functional requirements such as, but
not limited to availability and reliability. It includes also installation and configuration scripts for
the software as well as scripts for automated up- or down scaling. This can refer to a single container
as well as the orchestration of containers. Infrastructure monitoring tools provide visibility of the
complete infrastructure and allow for troubleshooting and resource optimization.

5. Monitoring tools
(a) Monitoring & Management (e.g. DataDog, RunDeck)

In CSD, a lot of processes, and (supporting) applications run at the same time which can lead
to a chaotic software development ecosystem as well as a hard to manage deployment pipeline
and production environment. The monitoring and management tools support the team to have
control of processes and software products. The documentation information captured in the tools
contains desired and actual quality-of-service parameters, as well as standard operating procedures
for incidents.

6. Security tools
(a) Container Security (e.g. AppArmor, Cloud Insights)

The documentation information for container security involves the build scripts for the container
and the additional security policies (such as non-root user, application isolation, and authentica-
tion/authorization).

(b) Application Security (e.g. Threat Stack, HyTrust)
Containerized applications typically make use of a micro-service architecture. The information
comprises infrastructural security, information on the security aspects (confidentiality, integrity,
non-repudiation, accountability and authenticity), information on the distribution of the multiple
applications in multiple containers including functionality, data, subsystems, and APIs.

(c) DevSecOps (e.g. Cigital, CheckMarx)
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DevSecOps refers to the processes and practices to merge the security that is used in development
process into processes in operations and vice versa with the purpose of faster deployment with secu-
rity measures in place. The documentation information includes authentication, and authorization
with roles for users (where applications are also defined as a user that needs to be authenticated to
obtain authorization). It also includes information about technical (software and hardware) security,
as well as test procedures to force and validate security measures.

7. API management tools and directories
(a) API management tools (e.g. Smartbear, Mashape, RapidAPI, OpenAPI)

These tools document the definition of the resource description, endpoints with methods, parameters,
often a request and response example, and sometimes a playground for testing the API.

(b) API directories (e.g. ProgrammableWeb)
These provide a directory of external APIs that include a description, documentation for developers,
SDK, “How to” instructions, (optional) libraries, and information from the community and thus also
capture general documentation information about APIs and underlying technologies.

Apart from tools used for the purpose of documentation, many tools used in CSD for other purposes also
have documentary value. Kersten [S97] found that the number of different tools used in CSD is rapidly growing.
He explains this phenomenon with a "democratization" of the tool-chain, i.e. practitioners choose their own
tools for different tasks rather than being obliged by a top-down control model for the tool ecosystem [S97].
This is also the case for documentation. There is no one-size-fits-all documentation tool; on the contrary,
practitioners in CSD document what they like, wherever the like.

In the following, we discuss such CSD tools that can be used for documentation purposes. Specifically,
we present a list of tool categories together with the type of documentation information associated with each
category. The list is compiled from documentation usages found in four primary studies: Kersten [S97] presents
a landscape for tools and tool-categories [S97]; Partial tool-chains are presented by Poth, Werner, and Lei [203],
and [S155] , who both focus on tools used in CI/CD pipelines; Mäkinen, Leppänen, Kilamo, et al. [204], present
elements of a modern development tool-chain [204].

1. Development tools

(a) Requirements management tools (e.g. Blueprint, RequirementONE)
The documentation information includes stakeholder concerns, risks, constraints and context for-
mulated as specifications: these are typically codified instructions, sufficient for developers to start
an iteration. Such specifications range from very informal and abstract (e.g. user stories and high-
level use-case descriptions) to formal and concrete (e.g. detailed use-case descriptions with pre- and
post-conditions, or Cucumber in combination with Gerkin).

(b) IDEs (e.g. IntelliJ, Eclipse, Cloud9)
The documentation information include the source code of the software, often annotated with com-
ments, meant for developers to understand the code. The annotations in the code are also used for
the automated generation of documentation for APIs.

(c) Agile Management tools (e.g. Active.collab, Agile bench, JIRA)
Agile management tools are used to support developers in applying agile methods like Scrum, Lean,
or Kanban. The tools typically capture information about requirements (e.g. user stories or use-
cases), tasks, progress (e.f. burn-down charts), planned and achieved goals for iterations, develop-
ment speed (e.g. team velocity), and the provide traceability between requirements, tasks, and code
(e.g. a JIRA board on which tasks fall under use-cases and are linked to source-code using Git
branches and pull requests).

(d) Development Analytics tools (e.g. SonarQube, Metrixware)
The documentation information includes metrics, as well as actionable data that can be used by
all roles in the software development including managers, developers, and maintainers. Typical
examples of actionable data are quality measurements in SonarQube (a static source code analysis
tool) along with concrete suggestions for fixing the quality rule violations.

(e) Repositories / Development Communities (e.g. GitLab, StackShare, StackOverflow)
The documentation information that repositories hold are the source code ready for review, or
deployment and commit messages where every push to the repository (ideally) includes a meaning-
ful comment on the changes. In development communities (e.g. Stack Overflow of GitHub), the
information contains questions and answers for software development topics. As such, it can be
considered as a knowledge base.

2. Test tools
(a) Performance / Load / Stress test tools (e.g. JMeter and SmartStorm)
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These types of test codify specific QoS requirements (typically quality attribute requirements in the
categories of performance efficiency, reliability, and security (see ISO/IEC/IEEE 25010 ([205]).

(b) Functional Automation, Virtualization tools (e.g. Cucumber and Appium)
The documentation information includes: the test object (method, component, API, UI); the test
strategy with guiding values, principles, and objectives for stakeholders; and test tactics, and types
with techniques (e.g. destructive/UI tests), processes (e.g. CI/CD) and approaches (e.g. man-
ual/automated testing) applied to specific test tasks.

(c) Continuous testing tools (e.g. test.ai, buildbot)
Continuous testing is a software testing type that involves a process of testing early, often, every-
where, and automatically (to the best possible extent). The objective of continuous testing is to
find defects and support immediate response to the defects during the whole development cycle,
including requirement specification, development, and maintenance. The documentation informa-
tion refers to any phase that delivers measurable software or software artifacts. Test-specifications
written for automation purposes (e.g. unit-tests, integration tests and automated end-to-end tests)
are functional specifications for source-code units. They can be seen as formal specifications of
functional requirements. Often, test-cases also cover QoS-parameters, e.g. the maximum accepted
response time of a rest-endpoint.

(d) Service Virtualization testing tools (e.g. Smartbear, Parasoft)
Service virtualization is used when the system makes use of an API that is not controlled by the
development team. The Service virtualization emulates behavior of the external system, external
APIs, cloud-based applications, service-oriented architectures or micro-services that are out of con-
trol of the development team. This documentation information includes data, (non-)functional tests
or behavior that emulates the external system.

3. Deployment tools
(a) App Automation tools (e.g. Ansible, Puppet, Chef)

The documentation information includes instructions for installation, updates and configuration of
software, the import of data, and hardening of systems. This information is typically defined in
CI/CD scripts. This type of scripts assists in the automation of (complex) IT tasks into repeatable
playbooks. Although the scripts contain information for a range of tasks, they are typically configured
for a single task such as installation or phase such as test.

(b) CI/CD (e.g. CircleCI, Jenkins)
The documentation information includes the relation between single tasks and the results of executing
these tasks. The automation considers the execution of single tasks from App Automation into a
set of scripts for multiple tasks (e.g. installation, configuration, import, hardening) and for multiple
stages (e.g. development, test, integration, deployment) whether on premise or in the cloud. The
test results show developers or release managers the sanity of the builds in a comprehensive visual
overview.

4. Service execution tools
(a) Cloud / Container Orchestration / Management (e.g. Docker, Mesos)

The documentation information includes metrics about non-functional requirements such as, but
not limited to availability and reliability. It includes also installation and configuration scripts for
the software as well as scripts for automated up- or down scaling. This can refer to a single container
as well as the orchestration of containers. Infrastructure monitoring tools provide visibility of the
complete infrastructure and allow for troubleshooting and resource optimization.

5. Monitoring tools
(a) Monitoring & Management (e.g. DataDog, RunDeck)

In CSD, a lot of processes, and (supporting) applications run at the same time which can lead
to a chaotic software development ecosystem as well as a hard to manage deployment pipeline
and production environment. The monitoring and management tools support the team to have
control of processes and software products. The documentation information captured in the tools
contains desired and actual quality-of-service parameters, as well as standard operating procedures
for incidents.

6. Security tools
(a) Container Security (e.g. AppArmor, Cloud Insights)

The documentation information for container security involves the build scripts for the container
and the additional security policies (such as non-root user, application isolation, and authentica-
tion/authorization).

(b) Application Security (e.g. Threat Stack, HyTrust)
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Containerized applications typically make use of a micro-service architecture. The information
comprises infrastructural security, information on the security aspects (confidentiality, integrity,
non-repudiation, accountability and authenticity), information on the distribution of the multiple
applications in multiple containers including functionality, data, subsystems, and APIs.

(c) DevSecOps (e.g. Cigital, CheckMarx)
DevSecOps refers to the processes and practices to merge the security that is used in development
process into processes in operations and vice versa with the purpose of faster deployment with secu-
rity measures in place. The documentation information includes authentication, and authorization
with roles for users (where applications are also defined as a user that needs to be authenticated to
obtain authorization). It also includes information about technical (software and hardware) security,
as well as test procedures to force and validate security measures.

7. API management tools and directories
(a) API management tools (e.g. Smartbear, Mashape, RapidAPI, OpenAPI)

These tools document the definition of the resource description, endpoints with methods, parameters,
often a request and response example, and sometimes a playground for testing the API.

(b) API directories (e.g. ProgrammableWeb)
These provide a directory of external APIs that include a description, documentation for developers,
SDK, “How to” instructions, (optional) libraries, and information from the community and thus also
capture general documentation information about APIs and underlying technologies.

As shown in the list above, documentation information is scattered throughout an entire eco-system of
tools rather than being provided in a single self-contained document. As a consequence of the scattering,
stakeholders who need to understand the vision and long term goals, architecture decisions, risks, constraints,
interface definitions, deployment instructions etc., need to dig into the entire tool-stack [S112], [S126]. There
is no single source of truth, but there are many sources of truth, each holding information on a relevant part
of the software product ([98]).

5.3.4.1 Interpretations of the Results

There are many tools used in CSD, for every phase (e.g. design, implementation, and testing), as well as every
activity (e.g. drawing, collaborating, writing, and constructing). The amount of structure of the information
is strongly related to the tool. Some information is easy to capture and easy for human communication such
as whiteboard sketches or conversations in chats. At the same time, these types of information are hard for
automatic processing. Source code on the other hand, can be automatically processed.

5.3.4.2 Implications for Practitioners

For the construction of the software product, the tools support the developers. As such, the tooling has a
positive effect on the productivity. However, with the increase of the number of tools, information about the
software product, processes and organization is distributed across these tools.

5.3.4.3 Areas for Future Research

A candidate area for future research could be to organize the documentation into yellow pages (wiki, git, mark-
down) that contains references to relevant documentation for designated stakeholders. For instance PowerPoint
slides for conveying ideas about the software product, design documentation for developers and infrastructure-
as-code for operations.

5.4 Discussion
In this section, we interpret our results and provide implications for practitioners and researchers. To begin
with the interpretation of the results, the software engineering discipline has always been struggling with
documentation. Parnas, for instance, reported back in 1994, that documentation - if written at all- is usually
poorly organized, incomplete and imprecise [206]. The human factors that caused this problem back then, are -
to the same extent- responsible for the issues reported over documentation in Continuous Software Development
today. The difference is that missing or poor documentation was traditionally seen as the result of negligence
or even misconduct of developers; in continuous software development it is deliberately promoted to a desired
behavior. In other words, CSD puts many obstacles in the way of properly documenting the different aspects of
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created knowledge (e.g. considering documentation as waste, having a short-term focus, measuring productivity
through working software only).

In CSD, with a few mentioned exceptions like documenting requirements, dedicated documentation (i.e.
documentation that does not serve as development artifact also) is informal (e.g. white board sketches) and
needs to be supported by face-to-face communication. This may not be ideal, but we argue that it can be an
effective and efficient approach to support the design reasoning process. However, it cannot effectively preserve
knowledge and thus not serve as documentation; this is not a surprise as informal artifacts are not created for
the purpose of documenting, but for the purpose of supporting a design discussion.

Knowledge-preserving documentation that stands on its own requires a certain level of formalism and needs
to be created for the purpose of describing something unambiguously. Such documentation is very rarely
created in CSD projects. Thus, in our opinion, the documentation practices in CSD -or lack thereof- do
not contribute to solving the traditional problems related to knowledge loss and missing information during
maintenance activities. Unfortunately, we have not seen evidence of new or emerging practices that can alleviate
this problem.

Although the results we found regarding dedicated documentation practices in CSD are sobering, there
is also good news. With the rise of Lean, Agile and DevOps projects, we observe a drastic boost in tool-
ecosystems, which mainly stems from the goal to automate software-related processes as much as possible.
This also enables new ways of thinking about documentation. The specifications required for automating
processes (we refer to them as executable specifications), at the same time serve as documentation of the
process. This essentially urges us to refine Robert Martin’s statement that the truth can only be found in the
code: now the truth can also be found in test scripts, provisioning scripts, build pipeline configurations, and
cloud platform configurations, to name just a few.

5.4.1 Characteristics of Executable Documentation
Executable specifications have a lot of potential for serving as documentation in CSD. Their characteristics are
in line with the principles of CSD, and at the same time address the previously mentioned traditional problems
that come with missing documentation. We highlight the following characteristics of executable documentation
that require further research.

Types of Executable Documentation

Types of executable documentation include: requirements, such as “Specification by Example” [207], test-cases
resulting from Domain-Driven-Design[208] or TDD [S115], [S142], [S176], [S209] , database scripts with Data
Definition Language (DDL) and Data Manipulation Language (DML), deployment scripts with Ansible [S31]
or infrastructure-as-code [210].

Executable Documentation is never Out-Of-Sync

Executable documentation is never out-of-sync, it’s evolution is naturally connected to the evolution of the
other parts of the software. Executable documentation does not just describe the software, but it is part of the
software.

Executable Documentation can be Tested

Executable documentation can be tested. If it does not lead to the desired results, then something must be
wrong. In that respect, executable documentation is just like source-code.

Executable Documentation is Non-Intrusive

The process of creating executable documentation is not intrusive, i.e. developers do not stop their work to
take care of documentation; coding and documenting are part of the same task.

In future research, these items will be investigated. Questions remain, for example, how can software de-
velopment teams use such executable specifications? This could include a considerable amount of unstructured
(and unrelated) data.
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5.4.2 Implications for Practitioners
In the following, we present some implications for practitioners who want to benefit from the potential of CSD
to document the created knowledge.

Tools, Tool-stacks, and Software Development Ecosystems

Support your entire development process by a tool-chain that seamlessly supports all activities in the process.
Eliminate manual or interactive steps in the development process to the greatest possible extent. Manuals
for developers describing process steps to follow (or the need for such manuals) should be considered as bad
smells [211] that should be transferred to executable specifications interpreted by tools. Executable specifi-
cations are always up-to-date and at the same time document processes in an unambiguous way that can be
interpreted by both machines and humans.

Informal Sketches

Use informal sketches (that are minimally intrusive) to support your design reasoning process and discussions
with team members. The reasoning process and discussions ultimately lead to decisions that are implemented
(e.g. in source-code or executable specifications). Consider briefly documenting the rationale behind those
decisions that may not be obvious to other stakeholders (including future developers). Examples of obvious
decisions are choices of tools or combinations of tools that are very popular for certain purposes, e.g. the
combination of Elasticsearch, Logstash, and Kibana for distributed logging and analytics.

Use of Version Control

Keep everything under version control. Use project management tools or wikis as a central entry point for all
information related to the project; otherwise, stakeholders may easily get lost in the great amount of project
locations, tools and URLs. Also consider providing high-level overviews of the designed sub-systems, and link
the respective executable specifications to the sub-systems to facilitate access for stakeholders.

5.4.3 Future Research
In terms of research, the results of this mapping study have shown that documentation in CSD, has not yet
gained the required attention by the research community8. In the following, we describe three areas for future
research:

1. The individual tools in a CSD ecosystem are mostly created separately, thus having limited interoper-
ability. However, the combination of information from different tools can be “more than the sum of its
parts”, i.e. it can provide insights that capture a greater part of the system and life cycle. Thus research
is required to establish traceability links between the different types of tools and intelligently combine
information from different kinds of executable documentation in dashboards.

2. Traditional architecture documentation approaches seem to come in direct conflict with the identified
documentation challenges in CSD. Research is required to develop architecture documentation and spec-
ification approaches that integrate seamlessly in CSD-practices. For example, architecture frameworks
could be developed that tap the potential of executable specifications, while preserving design rationale,
explaining architecture to stakeholders, linking design decisions to concerns and architectural require-
ments and providing an informational basis for architectural evaluation.

3. The high degree of automation offers rich sources of information that can be mined using Mining Software
Repository techniques, or in general Data Science. Examples of questions that could be addressed using
such approaches in CSD are:

• What is the current technical debt in source code, testing, requirements or other types?
• What design decisions are likely to be outdated soon?
• What is the cost-benefit ratio of specific features?
• What is the optimal point in time for refactoring a specific sub-system?

8In August 2019, “ executable documentation" had the following results: ACM: 9; Google Scholar: 207; IEEE: 2; ScienceDirect:
15; SpringerLink: 35; Web of Science: 3
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5.5 Threats to Validity

We use the framework of Ampatzoglou, Bibi, Avgeriou, et al. [212] that describes potentials threats to validity
for secondary studies. Specifically this framework classifies threats to validity in three categories, as illustrated
in Table 5.12.

Category Description
Study Selection Validity These threats can be identified in the initial search process where the

set of candidate papers for primary studies is selected and the study
filtering where the final set of primaries studies is determined. Typical
examples are the selection of digital libraries, search string construction
and study selection bias.

Data Validity These threats can be identified in the data extraction phase (a data set
is populated) and data analysis phase (the data set is qualitatively or
quantitatively analyzed). Typical examples include data collection bias
and publication bias.

Research Validity These threats can be identified over the whole mapping study and con-
cern the design of the research. Typical examples are generalizability,
and coverage of research questions.

Table 5.12: Classification of validity threats (Ampatzoglou, Bibi, Avgeriou, et al. [212])

5.5.1 Study Selection Validity
Regarding the selection of digital libraries, we have to a large extent addressed this by including the most used
digital libraries in this area (which are also commonly used in secondary studies in software engineering). The
construction of the search string may lead to yielding too many primary studies or missing relevant studies.
We mitigated this threat by calibrating the search string through the quasi-gold standard. Specifically the
QGS was used to assess the performance of the search string and refine it until all primary studies of the QGS
were returned from the search string. The QGS itself was built using the snowballing technique guidelines as
proposed by Wolhin [107].

Furthermore, we have mitigated the risk of an arbitrary starting year, because it was related to the year
of the publication of the Agile Manifesto. With this decision we excluded a historic overview of consecutive
concepts that lead to the Agile Manifesto; however, we did not aim at such a historic overview but a systematic
classification and thematic analysis of literature.

The threat for non-English papers was not mitigated; these papers were excluded. We did however address
the threat of studies not being accessible: we made sure we could access all studies. The threat of duplicate
articles was mitigated by filtering on the Document Object Identifier. If a study appeared in multiple digital
libraries, then the publishers’ digital library was used and the duplicate was ignored. We excluded gray
literature and included only studies from peer reviewed journals, conferences or workshops to have more rigor.
Finally, the potential bias of study inclusion/exclusion was mitigated by discussion among the authors and
accordingly revising the inclusion/exclusion criteria.

5.5.2 Data Validity
The risk of retrieving a small sample was mitigated by constructing a search string that could zoom in from
a domain with over approximately 35.000 studies to finally about 200 relevant papers to answer the research
questions. The threat of choosing the correct variables to be extracted was addressed through extensive
discussions between the authors. The threat of publication bias (the majority of identified primary studies
coming from specific venues) was mitigated by using snowballing. Furthermore, we addressed the threat of
inadequate validity of primary studies through the inclusion criteria by only looking at peer reviewed venues.
The threat of biasing the classification schema is mitigated by going through several iterations to refine the
RQs, and redefining the search string and the analysis process. The threat of researchers’ bias was partially
mitigated by doing the analysis with multiple researchers where research and review were different roles, and
by using a combination of manual and automated search.
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5.5.3 Research Validity
The threat of repeatability is mitigated by meticulously documenting the study protocol. In addition, the
retrieved studies, search strings and data are all available on https://theotheunissen.nl/SMS. The threat of
the chosen research method bias is mitigated by extensive discussions among the authors and the rationale
of our decision is clearly described in the study design section. Furthermore, the authors have also discussed
in multiple iterations the choice and coverage of the research questions. Regarding the generizability of our
results, they are only applicable within the scope of documentation in continuous software development.

5.6 Conclusions
We conducted a systematic mapping study to investigate the documentation practices and challenges, as well as
the tooling used in continuous software development (CSD). The study has provided an overview of the relevant
primary studies and has listed a number of challenges, practices, and tools that pertain to documentation in
CSD.

Section 5 elaborates on our findings regarding documentation challenges and practices (RQ1). The chal-
lenges include: informal documentation is hard to understand, documentation is considered waste when it does
not contribute to the end product, productivity is limited to the measured amount of working software, doc-
umentation is easily out-of-sync with the actual code, and there is short term focus. The practices include: a
significant amount of communications happens verbally and informally; there is a positive usage of development
artifacts for documentation purposes, such as TDD; and the use of architecture frameworks might positively
influence documentation quality.

Section 5 discusses an increasing number of tool categories and tools that can be used to support develop-
ment, operations, and maintenance in CSD (RQ2).

CSD is a high-paced evolving and dynamic environment; without tools, development and deployment would
not be possible. An interesting side-effect of the tooling that has not been adequately researched yet, is that
with every tool that is being used, knowledge about the piece of software is stored, maintained and transferred
as well. For example, commits in a repository describe the changes of the source code and test scripts in a test
tool describe the required outcomes of software. Knowledge about the software is scattered throughout all the
tools in a software ecosystem. There is not a single source of truth, but there are a lot of sources of truth, each
holding a small piece of knowledge. The discovery of these pieces of knowledge has not been investigated and
it could be interesting to do further research on how to locate and combine these information sources.

Finally, we identified several implications for practitioners regarding the use of executable specifications in
combination with a high degree of automation. Additionally, we found that architecture frameworks streamlined
for use in CSD and dashboards combining information from the entire development tool chain are important
areas for future research.

https://theotheunissen.nl/SMS
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Appendix A: Mappings in the Bubble Chart

Category A: Method, Documentation life cycle
Papers [S136], [S75], [S118], [S148], [S129], [S134], [S117], [S139]
Found 8

Category B: Method, Documentation subjects: decisions
Papers [S136], [S119], [S148], [S129], [S139]
Found 5

Category C: Method, Documentation subjects: architecture
Papers [S136], [102], [S118], [S119], [S153], [S123], [S120], [S31],

[S148], [S128], [S134], [S124], [S76], [S117], [S139]
Found 15

Category D: Method, Tool
Papers [S136], [S119], [S120], [S128]
Found 4

Category E: Method, Documentation subjects: source-code
Papers [102], [S119], [S148], [S128], [S76], [S139]
Found 6

Category F: Metric, Documentation subjects: source-code
Papers [S112], [S140], [S126], [S114], [S133], [S150], [S137]
Found 7

Category G: Metric, Documentation subjects: decisions
Papers [S112], [S126], [S114], [S133], [S150]
Found 5

Category H: Metric, Documentation subjects: architecture
Papers [S112], [S140], [S126], [S114], [S133], [S151], [S111], [S74],

[S150], [S134], [S137], [S97]
Found 12

Category I: Metric, Tool
Papers [S112]
Found 1

Category J: Metric, Documentation life cycle
Papers [S140], [S126], [S114], [S151], [S111], [S74], [S134], [S122],

[S137]
Found 9

Category K: Metric, Documentation subjects: autogenerated
Papers [S150]
Found 1
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Category L: Model, Documentation subjects: architecture
Papers [S135], [S133]
Found 2

Category M: Model, Documentation subjects: source-code
Papers [S133]
Found 1

Category N: Model, Documentation subjects: decisions
Papers [S133]
Found 1

Category O: Other, Documentation subjects: source-code
Papers [S31]
Found 1

Category P: Other, Documentation life cycle
Papers [S31]
Found 1

Category Q: Other, Documentation subjects: decisions
Papers [S31]
Found 1

Category R: Other, Documentation subjects: architecture
Papers [S31], [S116]
Found 2

Category S: Process, Documentation subjects: source-code
Papers [S138], [S114]
Found 2

Category T: Process, Documentation life cycle
Papers [S138], [S114], [S145]
Found 3

Category U: Process, Documentation subjects: architecture
Papers [S138], [S114], [S121], [S145], [S124]
Found 5

Category V: Process, Documentation subjects: decisions
Papers [S114]
Found 1

Category W: Process, Documentation subjects: autogenerated
Papers [S121]
Found 1

Category X: Process, Tool
Papers [S121], [S145]
Found 2

Category Y: Evaluation Research, Documentation life cycle
Papers [S136], [S140], [S126], [S75], [S114], [S151], [S111], [S74],

[S129], [S134], [S122], [S137]
Found 12

dummy text for layout purposes
dummy text for layout purposes
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Category Z: Evaluation Research, Documentation subjects: decisions
Papers [S136], [S112], [S126], [S114], [S133], [S150], [S129]
Found 7

Category a: Evaluation Research, Documentation subjects: architec-
ture

Papers [S136], [S112], [S140], [S126], [S114], [S153], [S133],
[S123], [S151], [S111], [S74], [S150], [S134], [S116], [S137],
[S97]

Found 16

Category b: Evaluation Research, Tool
Papers [S136], [S112]
Found 2

Category c: Evaluation Research, Documentation subjects: source-
code

Papers [S112], [S140], [S126], [S114], [S133], [S150], [S137]
Found 7

Category d: Evaluation Research, Documentation subjects: autogen-
erated

Papers [S150]
Found 1

Category e: Experience Report, Documentation subjects: source-
code

Papers [102], [S31], [S148]
Found 3

Category f: Experience Report, Documentation subjects: architecture
Papers [102], [S31], [S148]
Found 3

Category g: Experience Report, Documentation life cycle
Papers [S31], [S148]
Found 2

Category h: Experience Report, Documentation subjects: decisions
Papers [S31], [S148]
Found 2

Category i: Solution Proposal, Documentation life cycle
Papers [S136], [S138], [S118], [S145], [S131], [S117], [S139]
Found 7

Category j: Solution Proposal, Documentation subjects: decisions
Papers [S136], [S112], [S119], [S133], [S139]
Found 5

Category k: Solution Proposal, Documentation subjects: architecture
Papers [S136], [S112], [S138], [S118], [S135], [S119], [S121],

[S133], [S123], [S120], [S31], [S128], [S145], [S124], [S76],
[S117], [S139]

Found 17

Category l: Solution Proposal, Tool
Papers [S136], [S112], [S119], [S121], [S120], [S128], [S145]
Found 7
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Category m: Solution Proposal, Documentation subjects: source-
code

Papers [S112], [S138], [S119], [S133], [S128], [S76], [S139]
Found 7

Category n: Solution Proposal, Documentation subjects: autogener-
ated

Papers [S121], [S131]
Found 2

Category o: Validation Research, Documentation life cycle
Papers [S126]
Found 1

Category p: Validation Research, Documentation subjects: source-
code

Papers [S126]
Found 1

Category q: Validation Research, Documentation subjects: decisions
Papers [S126]
Found 1

Category r: Validation Research, Documentation subjects: architec-
ture

Papers [S126]
Found 1
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Appendix B: Input From Experts
The email we send to the experts had this content:

Dear reader,

I am conducting a systematic mapping study to research the
literature on documentation, tooling and existing
frameworks in continuous software development
(or: agile, lean, DevOps, CI/CD).

Your input as an academic researcher or industry
practitioner in this area is appreciated.

BACKGROUND
Documentation of software architecture, design, development and
operations have a long tradition of both storing knowledge and
communicating decisions. At the same time, documentation is
a tedious, time-consuming task that is usually reduced to a
minimum in continuous software development processes
such as lean, agile and DevOps. Continuous software development
has been discussed in. The focus of this mapping study is
on documentation practices in continuous software development
processes such as lean, agile and DevOps. These development
processes are the de facto standards in many small startups as
well as in large enterprises. A mapping study for documentation
in continuous software development processes does not exist.
Because documentation in these processes deviates from textbook
standards that are taught during education, and there is no
prescribed standard but just a practice of documentation,
this study is relevant for both researchers, practitioners,
and educators. This mapping study is an assessment of
existing literature on development processes, documentation
methods, and frameworks -including tools. It aims to find
and classify the primary studies in this specific topic area.

RESEARCH QUESTIONS
RQ1: What studies exist on documentation practices in
continuous software development (CSD)?
Rationale: Documentation plays a major role in preserving
knowledge and communicating decisions in software
architecture and technical implementation. At the same time,
documentation practices in CSD are lacking. With this
research question, an overview of documentation methods
will be presented.

RQ2: What studies exist on tools used in CSD?
Rationale: In the community of practice for continuous
software development, tools are used to speed up
development, monitor quality, and automatic deployment.
This documentation is not exported to a central repository
but kept with the tool, e.g. Jira, GitHub. The focus
is primarily on tools that are described in the literature
but will be extended to tools that are actually used
for architects and developers.

1. A Study of Enabling Factors for Rapid Fielding: Combined Practices to Balance Speed and Stability,
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Stephany Bellomo and Robert L. Nord and Ipek Ozkaya, 2013
2. A Study of the Documentation Essential to Software Maintenance, Sergio Cozzetti B. de Souza and

Nicolas Anquetil and Káthia M. de Oliveira, 2005
3. Agile Architecture Interactions, J. Madison, 2010
4. Agile Architecture IS Possible You First Have to Believe!, M. Isham, 2008
5. Agile Documentation, Anyone?, B. Selic, 2009
6. Agile Documentation: A Pattern Guide to Producing Lightweight Documents for Software Projects,

Rüping, Andreas, 2005
7. Agile in Distress: Architecture to the Rescue, Robert L. NordIpek OzkayaPhilippe Kruchten, 2014
8. Agile software development: the business of innovation, J. Highsmith; A. Cockburn, 2001
9. Agility and Architecture: Can They Coexist?, P. Abrahamsson; M. A. Babar; P. Kruchten, 2010
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2013
14. Architects as Service Providers, R. Faber, 2010
15. Beyond Scrum + XP: Agile Architecture Practice, Ozkaya. Ipek, Robert L. Nord, Stephany Bellomo,

and Heidi Brayer , 2013
16. Climbing the "Stairway to Heaven" – A Mulitiple-Case Study Exploring Barriers in the Transition from

Agile Development Towards Continuous Deployment of Software, Olsson, Helena Holmstrom and Alah-
yari, Hiva and Bosch, Jan, 2012

17. Combining architecture-centric engineering with the team software process, Nord, Robert L and McHale,
James and Bachmann, Felix, 2010

18. DevOps: A Software Architect’s Perspective, Bass, Len and Weber, Ingo and Zhu, Liming, 2015
19. Elaboration on an integrated architecture and requirement practice: Prototyping with quality attribute

focus, S. Bellomo; R. L. Nord; I. Ozkaya, 2013
20. Enabling agility through architecture, Brown, Nanette and Nord, Robert and Ozkaya, Ipek, 2010
21. Enabling Incremental Iterative Development at Scale: Quality Attribute Refinement and Allocation in

Practice , , 2015
22. Evolutionary Improvements of Cross-Cutting Concerns: Performance in Practice, Bellomo, Stephany and

Ernst, Neil and Nord, Robert L and Ozkaya, Ipek, 2014
23. Integrate End to End Early and Often, Bachmann, Felix H and Carballo, Luis and McHale, James and

Nord, Robert L, 2013
24. Making Architecture Visible to Improve Flow Management in Lean Software Development, R. L. Nord; I.

Ozkaya; R. S. Sangwan, 2012
25. Microservices Architecture Enables DevOps Migration to a Cloud-Native Architecture, Balalaie, Armin

and Heydarnoori, Abbas and Jamshidi, Pooyan, 2016
26. Microservices tenets, Olaf Zimmermann, 2017
27. Migrating to Cloud-Native Architectures Using Microservices: An Experience Report, Armin Balalaie,

Abbas Heydarnoori, and Pooyan Jamshidi, 2015
28. Peaceful Coexistence: Agile Developer Perspectives on Software Architecture, D. Falessi; G. Cantone; S.

A. Sarcia’; G. Calavaro; P. Subiaco; C. D’Amore, 2010
29. Presenting a framework for agile enterprise architecture, B. D. Rouhani; H. Shirazi; A. F. Nezhad; S.

Kharazmi, 2008
30. Software Architecture for Developers Technical leadership by coding, coaching, collaboration, architecture

sketching and just enough up front design, Brown, Simon, 2014
31. Software Specification and Documentation in Continuous Software Development: A Focus Group Report,

U. Van Heesch and T. Theunissen and O. Zimmermann and U. Zdun, 2017
32. Sustainable Architectural Design Decisions, Zdun, Uwe and Capilla, Rafael and Tran, Huy and Zimmer-
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33. The DevOps Handbook : How to Create World-Class Agility, Reliability, and Security in Technology

Organizations, Kim, Gene; Humble, Jez; Debois, Patrick; Willis, John, 2016
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Chapter 6

In Continuous Software
Development, Tools Are
the Message for
Documentation1

Abstract In Continuous Software Development, a wide range of tools are used for all steps in the
life cycle of a software product. Information about the software product is distributed across all
those tools and not stored in a central repository. To better understand the software products,
the following media elements must be taken into account: the types of information, the tools,
tool-stacks and ecosystems to manage the (types of) information, and the amount of structure. In
the tile, “tools” refers to the phrase “the medium is the message”, coined by McLuhan and Fiore
(1967) pointing that the medium should be subject of investigation as well as the content of the
message. In this paper the tools include tool stacks, ecosystems, the types of information and
amount of structure; they define the content of the message. Our approach to present relevant
information to different stakeholders is rooted in understanding and utilizing these aspects. In this
respect, the amount of structural variety of information defines the value for information creation
and retrieval, including the tools to process that information. Documentation is considered an
information type that is processed through tools in a software development ecosystem.

Keywords Agile, Continuous Software Development, DevOps, Documentation, Lean

6.1 Introduction
In traditional software development, the main tools for developers are limited to a small number of tools
such as an IDE and Source Control Management (SCM). In modern software development approaches such
as Lean, Agile, and DevOps, an increase can be observed in the overall number of tools developers are using.
There are many tools for project management, ranging from simple task management tools like Trello, to
enterprise project management with Jira, or a wide range of IDEs such as VSCode, Eclipse, or IntelliJ. Even
categories used for classifying tools are manifold, ranging from data management to development tools and
from deployment tools to monitoring tools [S97], [213]. Information about software is scattered throughout all
the tools used in a software development ecosystem. For most software products, there is no single repository

1This work was originally published as:

T. Theunissen, S. Hoppenbrouwers, and S. Overbeek, “In Continuous Software Development, Tools Are the Message for
Documentation,” in Proceedings of the 23th International Conference on Enterprise Information Systems, 2021. doi:
10.5220/0010367901530164.
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that contains all information about the software. For instance, the core concept of a software product may
be presented in PowerPoint-like tools. Information about stakeholder concerns, risks, constraints, and context
may be documented in Word-like documents, modifications on source code are often maintained in git, and
deployment documentation may be defined as executable infrastructure-as-code. These examples show that the
type of information documented has a strong relationship with the tool it is stored in and used with. These tools
often define the format of the information. The format can range from structured text to video. Documentation
in modern software development concerns the creation of information about the software product, conveying
knowledge about the software product, and in some cases even executing the documentation. The scattered
information that is stored in the myriad of tools introduces issues of retrieval and comprehension of relevant
information about the software with respect to the stakeholders involved. The phrase “tools are the message”
concerns:

1. the types of information documented,
2. the amount of structural variety: whether the information is structured (source code, templates) or

unstructured (sketches, text),
3. the myriad of tools used, including tool categories organized into stacks and ecosystems, and
4. comprehensibility support of the software product.
To better understand why tools are the message, we introduce the umbrella term “CSD” that covers the

characteristics of Lean, Agile, and DevOps software development approaches. First, it covers the values,
principles, practices, processes, and tools for Lean, Agile, and DevOps. Second, CSD embraces the whole life
cycle of software as a product, from conception to end-of-life. This includes continuous design and architecting,
and also development until retirement. Third, CSD takes into account the drivers behind the continuously
changing state of the software product, such as progressive insights, contextual changes, new features, bug
fixes, or other unforeseen factors. Last, information about the software is distributed across the many tools
used in a software development ecosystem. “The tools are the message” will be explained by showing how the
types of information documented relate to the tools used for information creation, retrieval, and execution.

The scientific contribution of this paper is the insight that the requirements for documentation in lean,
agile and DevOps are present in values of these methods, as well as in the community of practice of industrial
software engineers. We present the generic requirements and conditions for documenting and communicating
contained in CSD knowledge. Our findings lead to approaches for knowledge preservation in CSD.

In the remainder of this paper, the following subjects will be addressed. In Section 6, the study design is
presented. In Section 6 the data collection, data analysis and data interpretation are shown. In Section 6, the
types of information are discussed. “Tools are the message” is discussed in Section 6. The paper ends with
conclusions in Section 6.

6.2 Study Design
In this study, we use multiple sources for data collection and data analysis to enhance its credibility. We will
use Multivocal Literature Review (MLR) following Garousi, Felderer, and Mäntylä [214] and we follow Yin
[215] for the case study design.

6.2.1 Multivocal Literature Review (MLR)
The motivation for conducting an MLR is that the investigation of documentation in CSD is relatively new.
Many state-of-the-art values, principles, knowledge, practices, tools and processes are shared in, for example,
blogs, (online) lectures, data sets, and (technical) reports. Therefore, it is important to take these sources into
account besides the available body of literature on the topic [214].

6.2.1.1 Quality Assessment Criteria for Data Sources

In Table 6.1, the columns with ‘grey’ and ‘black’ literature types are not ordered by rigour. Added to this
list are git software repositories, as they contain information on documentation about software. The selected
repositories, displayed in Table 6.2, are open source with a hundred to a thousand contributors. They deliver
high quality software that has often been running for years.

6.2.1.2 Inclusion and Exclusion Criteria

Search engines used for the MLR, based on popularity [221] and triangulation, are:
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‘White’ literature ‘Grey’ literature ‘Black’ literature
•Published journal papers •Preprints • Ideas
•Conference proceedings •Technical reports •Concepts
•Peer-reviewed books • Lectures •Thoughts

•Data sets
•Podcasts, Video
•Blogs
•Git SCM

Table 6.1: Types of literature, based on Garousi, Felderer, and Mäntylä [214].

ID Source Type Description RQ1 RQ2 RQ3 RQ4
S1 bash [216] SCM Open source project for a Linux shell ✓ ✓

S2 Mozilla open source
project [217]

SCM Open source project for Firefox, a web
browser

✓ ✓

S3 LATEX open source
project [218]

SCM Open source project for a document
editing tool

✓ ✓

S4a stackshare.io [213] Data
set

Website that collects user generated
data on popular development and de-
ployment stacks

✓ ✓

S4b thoughtworks.com/radar [219] Data
set

An opinionated guide to technology
frontiers

✓ ✓

S4c gartner.com [220] Data
set

Interpreting technology hype ✓ ✓

S5 Case study Data
set

Interviews with practitioners from the
industry

✓ ✓ ✓ ✓

S6 Documents Data
set

Documents that support the inter-
views

✓ ✓ ✓ ✓

Table 6.2: Description of Data sources and Types used in this paper and contribution to answering the research
questions.

• Google. 70.0% popularity on Desktop, 94.0% on Mobile devices.
• Bing. 13.2% popularity on Desktop, 0.7% on Mobile devices.
• DuckDuckGo (DDG). 0.3% on Desktop, 0.2% on Mobile devices.
• Google Scholar (GS). Not mentioned by NetApplications [221]. It was used for triangulation to compare

with academic search engines.

Google Scholar was added to verify the results from the other search engines. Furthermore, if Google Scholar
returns few search results, then search engines like ACM, IEEE, ScienceDirect, Springer or WebOfScience often
also show few results. Other search engines mentioned by NetApplications [221] are powered by Google (AOL)
or Bing (Yahoo) and therefore considered redundant. Only western search engines were included; Asian search
engines were excluded.

Garousi, Felderer, and Mäntylä [214] refers to the extensive assessment of sources, compared to ‘white
literature’. In Table 6.4, the inclusion criteria are presented. For definition of the numbers, the threshold is
randomly selected, or top ranking is applied. The numbers for the thresholds are set to cover the research
questions.

ID Criteria
C1 Open source projects, including number of developers. The threshold is 10 developers.
C2 Open source projects, including number of years existing. The threshold is 10 years.
C3 Open source projects, including format of documentation. Range of formats over

projects are selected to cover the variety of information.
C4 Community generated data data sets including metrics for stacks. The top three are

taken into account.
C5 Community generated data data sets including metrics for companies.The top three

are taken into account.
C6 Community generated data data sets including metrics for developers. The top three

are taken into account.

Table 6.3: Inclusion Criteria, following Garousi, Felderer, and Mäntylä [214] and Kitchenham and Charters
[222].

In Table 6.4, C3 concerning the formats, refers to the following formats: HyperText Markup Language
(HTML), Compiled HTML Help (CHM), Rich Text Format (RTF), Portable Document Format (PDF), LATEX,
PostScript, man pages, DocBook, Extended Markup Language (XML), and ePub.

https://github.com/bminor/bash
https://firefox-source-docs.mozilla.org/index.html
https://firefox-source-docs.mozilla.org/index.html
https://github.com/latex3/latex2e/tree/master/base/doc
https://stackshare.io
https://www.thoughtworks.com/radar
https://www.gartner.com/en/research/methodologies/gartner-hype-cycle
https://google.com
https://bing.com
https://duckduckgo.com
https://scholar.google.com
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6.2.1.3 Search Process

The search terms on all three search engines are: “stacks tools technology”. In the test run, it became clear
that the search results for Google Scholar were useless, unless the term ‘software’ was added. The final search
string was “stacks tools technology software”. Each time, an anonymous browser session was started
to minimize hints from the search engines based on previous searches. Different search engines use different
metrics to calculate the result set. The number designates an indication, not a rank.

Search Engine Number of
hits

Top three results

Google 47.900.000 Stackshare homepage • Popular Tech Stacks from stack-
share • Technology Stack: What it is and how to build
one on mixpanel.com

Bing 141.000.000 Popular Tech Stacks from stackshare • Stack-
share homepage • https://mopinion.com/
tools-for-your-2019-marketing-technology-stack/

Duck Duck Go Not calculated Popular Tech Stacks from stackshare • Stackshare
homepage • Top six stacks from fingent.com

Google Scholar 289.000 “What are developers talking about?” from Springer •
“Singularity: rethinking the software stack” from ACM •
“Managing the Life Cycle of Linked Data with the LOD2
Stack” from Springer

Table 6.4: Inclusion Criteria, based on Garousi, Felderer, and Mäntylä [214].

6.2.2 Case Study
We follow Yin [215] for the case study approach. A case study is appropriate for research that answers “why”
and “how” questions. This study does not require control of behavioral events, and focuses on contemporary
phenomena [215].

The following types of research are derived from Yin [215].
• Explanatory

Description of cause-effect relations used with inductive reasoning and often used with descriptive statics.
This type of research is applicable because, for understanding relations between real-life phenomena, the
interviewees can elaborate on the phenomenon and their relation. Typical questions start with ‘who’,
‘what’, ‘where’, ‘how many’ and ‘how much’.

• Descriptive
Takes the context into account by scientifically reporting observations about situations and events. In
real-life situations, situations and events can not be considered without their context. Typical questions
start with ‘why’ and ‘how’.

• Exploratory
Defines and tests hypotheses for building new theories. For this paper, exploring and building new
theories is not the primary objective, but the collected data can serve in follow-up research. Typical
questions starts with ‘why’ and ‘how’.

Figure 6.1 depicts the case design and units of analysis.

6.2.2.1 Units of Analysis

The units of analysis are individual practitioners from (non-)profit national and international organizations
in senior positions. Professionals in IT-industry are relevant because IT is the domain of research. The
reason for doing individual interviews is that they can provide in-depth information, and individual or even
opinionated perspectives on matters of concern. Also, for practical reasons, it is easier to arrange a meeting
with individuals than with groups. Concerning seniority, practitioners have an overview of the continuity of
software projects over the years, including software products’ evolution. This includes changing the technology
stack, organizational change, and the IT tooling landscape. There is no particular reason for including national
or international organizations. Practical reasons such as availability are decisive in selecting organizations.
The teams’ and organizations’ size is relevant because knowledge about the software product is more present
in larger teams, including historical knowledge about decisions, bugs, and bug fixes.

https://www.google.com/search?q=stacks+tools+technology+software
https://stackshare.io/
https://stackshare.io/stacks
https://stackshare.io/stacks
https://mixpanel.com/topics/what-is-a-technology-stack/
https://mixpanel.com/topics/what-is-a-technology-stack/
https://www.bing.com/search?q=stacks+tools+technology+software
https://stackshare.io/stacks
https://stackshare.io/
https://stackshare.io/
https://mopinion.com/tools-for-your-2019-marketing-technology-stack/
https://mopinion.com/tools-for-your-2019-marketing-technology-stack/
https://duckduckgo.com/?q=stacks+tools+technology+software&t=h_&ia=web
https://stackshare.io/stacks
https://stackshare.io/
https://stackshare.io/
https://www.fingent.com/blog/top-6-tech-stacks-that-reign-software-development-in-2020/
https://scholar.google.com/scholar?q=stacks+tools+technology+software
https://link.springer.com/content/pdf/10.1007/s10664-012-9231-y.pdf
https://dl.acm.org/doi/abs/10.1145/1243418.1243424
https://link.springer.com/chapter/10.1007/978-3-642-35173-0_1
https://link.springer.com/chapter/10.1007/978-3-642-35173-0_1
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Single-case 
DesignsHolistic

(single-unit 
of analysis)

Embedded
(multiple
units of 
analysis)

Mupltiple-case 
Designs

Engineering (1)

COO (1)

Software (8)

Architect (3)

Consultant (4)

COO (1)

Government (2)

Architect (2)

CTO (1)

Finance (1)

COO (1)

Retail (2)

Architect (1)

CTO (1)

Characteristics: 
Law, regulations 
AND fast 
time-to-market

Characteristics: 
Law, regulations
AND fast 
time-to-market

Characteristics: 
Traditional process 
management, IT 
follows

Characteristics: 
Fast time-to-market

Characteristics: 
Continuous 
Software 
Development

CONTEXT
Case 14

CONTEXT

Embedded 
Unit of
Analysis 1

CONTEXT

Embedded 
Unit of
Analysis ...

CONTEXT

Embedded 
Unit of
Analysis 15

CONTEXT
Case ...

CONTEXT
Case 1

CONTEXT (5)
Case

Figure 6.1: Units of analysis -individual practitioners- with cases from multiple types of organizations, including
multiple departments, concerning documentation in CSD.

6.2.3 Objectives and Research Questions
The objective of this study is defined in the main research question:

The objective is to investigate the necessary and sufficient conditions to organize information scat-
tered throughout a CSD ecosystem into comprehensible documentation for designated stakeholders.

The related research questions are:
- RQ1: Which tools are used in the software development ecosystem?
- RQ2: What is the variety of information that is stored in tools?
- RQ3: Which information is stored with what tool?
- RQ4: How can this scattered information be organized into comprehensible documentation?

6.3 Results

In this section, the data collection methods, data analysis methods and data interpretation methods are
presented, together with the data.
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6.3.1 Data Collection
Table 6.2 presents the sources and types for the data used in this paper. From a wide range of popular open
source projects, S1-S3 were selected because of their contribution to answering RQ2 concerning variety of
information and RQ4 concerning organizing information into comprehensible documentation. Sources S4-S6
contribute to answering RQ1, namely which tools are used in which ecosystem. From the publicly available
data sets that present the popularity of tool stacks, stackshare.io was the only viable option. Alternatives,
such as stack.g2.com or www.producthunt.com show limited sets. Sites such as alternativeto.net show only
alternatives for a specific tool. The data from stackshare was compared with information collected from the
interviews. Sources S5-S6 contribute to answering all research questions and were selected to validate and
extend the data collected from S1-S4.

6.3.1.1 Data Collected from the Source Code

The source code from the open source project was selected because repositories with a long development period
also have numerous developers. New developers build on existing code and sometimes need to work through a
wide range of standards and guidelines, architecture, decisions, UI, or enforced coding standards by the use of
code linters (a linter is a static analysis tool that warns for or prohibits deployment when code is not following
styles or constructs, or includes programming errors). Examples are mediawiki and Linux.

The repositories presented in Table 6.2 are selected because they differ in the type of medium for docu-
mentation. This contributes to answering RQ2.

6.3.1.2 Data Collected from the Data Sets

Three sources are used: S4-S6 in Table 6.2. The tools from stackshare.io are used to get an overview of popular
tools and tool stacks. The data retrieved from the interviewees verifies the popularity of tools in tool stacks.
Furthermore, the number of tools in tool stacks mentioned by interviewees is higher and gives insight into the
selection of tools.

6.3.1.3 Interviews

We held 14 interviews (S5 in Table 6.2) with 15 subjects in 5 different cases. The cases were selected based
on the expected motivation for documentation, ranging from fast TTM to following regulations, as mentioned
by Bass, Weber, and Zhu [3]. Figure 6.1 depicts the units of analysis (interviewees) with multiple cases
(organizations with different motivations for documentation).

6.3.2 Data Analysis
In this section, filtering, grouping, ordering, and visualization of data is presented. The filtering applies to
a selection of data that falls within this study’s scope and contributes to answering the research questions.
Discussions and insights in the interviews that do not contribute are not taken into account. The grouping
of the data applies to combine results in aggregated classes with common properties. Part of the grouping
matches with the subsequent research questions. The ordering refers to the relevance of visual properties. With
the visualization, a quick and comprehensive overview is presented from relevant data.

In Figure 6.2, the types of organization are represented. Based on Bass, Weber, and Zhu [3], it was expected
that the motivation for documentation ranges from fast TTM, such as in retail, to required documentation
because of regulations, such as in government or finance. Software companies are defined having IT as their
core competence, and having more than 80% of their revenue generated by IT. Modern companies use their
digital infrastructure platform as their source of revenue, but none of the interviewed companies generates
revenue from a platform.

In Figure 6.3, the functions of the interviewees are represented. All 15 interviewees have senior positions,
either as some kind of manager or some kind of technician. Consultants are technical consultants, not business
consultants although the senior consultants have a wider span of control and skills than IT only. C-level
interviewees all had an education in IT and were seasoned IT practitioners.

Figure 6.4 presents on the x-axis the number of tools in a tool stack, based on numbers from stackshare.io.
The left y-axis represents the number of found tool stacks with the number of tools. Combinations most found
numbers three. There are 95567 combinations of three tools (blue line). The red line depicts the number of

https://stackshare.io
https://stack.g2.com/
https://www.producthunt.com/
https://alternativeto.net/
https://stackshare.io/
https://github.com/wikimedia/mediawiki
https://github.com/torvalds/linux
https://stackshare.io
https://stackshare.io
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Figure 6.2: Types of organization from the interviewees.

Consultant
26,7%

COO
20,0%

CTO
13,3%

Architect
40,0%

Figure 6.3: Functions of interviewees.

most popular combinations. A further analysis of the data is in the Appendix2. The table represents popular
combinations and the number of combinations. The most popular combination is GitHub with nginx and
Redis. This combination is mentioned 47 times by the stackshare.io. If the combination of tools is 11 or more,
there are fewer combinations of tools in tool stacks. Another interesting observation is that productivity tools
are more popular than communication or documentation tools. The first appearance of a communication tool
is the chat application Slack, with a number of 5 tools or more. Trello, as task management tool, is mentioned
when a tool stack is built up of 8 tools or more. The first time a documentation-like tool (Markdown) is
mentioned is when a tool stack consists of 13 tools or more.

Based on the interviews, the number of tools was higher than the popularity index in Figure 6.4. Interviewees
mentioned a full range of tools that are either prescribed and supported or tools that are allowed for individual
developers. An example of this is that the tool stack from JetBrains is prescribed and supported but developers
have the option to use another IDE (VSCode). Another example is Postman for the testing of REST API
endpoints. This tool is allowed, can be highly productive for individual developers but is not supported by the
company. Communication and collaboration tools are not allowed to be individual choices but are prescribed
by the company.

Figures 6.5 and 6.6 were initially compiled from Theunissen, van Heesch, and Avgeriou [20]. The figures
were presented in the interviews for validation and extended with other types of information.

6.3.3 Data Interpretation
With data interpretation, the research questions are answered based on the analyzed data. Also, deviations
from expectations are discussed.

One deviation from the expectation is the motivation for documentation, which affects multiple cases in
the design. Bass, Weber, and Zhu [3] mention a range of motivations between fast TTM for retail to following

2Appendix on https://theotheunissen.nl/tools-are-the-message

https://stackshare.io
https://theotheunissen.nl/tools-are-the-message
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Figure 6.4: Tools and tool combinations, based on stackshare.io and theotheunissen.nl/tools-are-the-message.

regulations for government. This range defines the multiple cases in the design. However, although government
and finance have to apply to strict regulations, the need for fast TTM is immanent. For governmental organi-
zations in the Netherlands, national elections held at least every four years result in new policies that have to
be implemented at short notice. For governmental organizations, no trade-off is possible. These organizations
have to comply to law and regulations, and follow policies. The workaround is to automate development as
much as possible and fill the gaps with manual operations. Financial companies also have to conform to regu-
lations and standards such as AMLD53, GDPR4 or the Gramm-Leach-Bliley Act 5. The notion of ‘fast TTM’
applies to keeping up with regulations. Fast TTM does not refer to adding up-selling and cross-selling features
in a web shop for the financial industry. The effect on the multiple cases in the case study design is that the
cases for governmental organizations and the financial industry are identical and not different cases. However,
this does not affect the answering of the research questions.

A second observation is that interviewees mention many more tools than are mentioned on stackshare. The
sources contributing to answering RQ1 are the online user generated tool stacks with tools from stackshare.io
(S4a). These results where verified, validated, and extended by the interviews (S5) and supporting documents
(S6). Figure 6.4 show that the most popular sets consist of three tools. There are 95567 stacks with three
tools. However, 69262 stacks are only mentioned once with three tools, making the number of popular stacks a
long tail. Interviewees mentioned over 20 tools. This deviation has a small effect on RQ1 -which tools are used-
because the range of tools is retrieved and confirmed with interviewees. For RQ3, which type of information
with what tool, it has a larger effect because interviewees could elaborate on the motivation. Stackshare.io
only shares numbers, not motivations. The interviewees all mentioned more tools than could be extracted from
stackshare and the tools from stackshare are also mentioned by interviewees. The effect from the interviewees is
only qualitative because they can motivate choices, describe relations between tools, or refer to organizational
policies.

6.4 Types of Information
In this section, the types of information in CSD are presented. There is a distinction between information and
documentation. The term information is used to refer to any (set of) symbols that

1. makes a difference [5], [223] and
2. causes one or more effects [6].

The term documentation is used for any written, verbal, visual artifact or activity that transfers knowledge
between stakeholders, related to the software product [S145]. Documentation stems from the etymological
meaning for [4]:

3https://eur-lex.europa.eu
4https://gdpr-info.eu
5https://ftc.gov

https://stackshare.io
https://theotheunissen.nl/tools-are-the-message
https://stackshare.io
https://stackshare.io
https://stackshare.io
https://stackshare.io
https://eur-lex.europa.eu/legal-content/EN/TXT/?uri=CELEX%3A32018L0843
https://gdpr-info.eu/
https://www.ftc.gov/news-events/press-releases/2019/03/ftc-seeks-comment-proposed-amendments-safeguards-privacy-rules
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1. teaching (Latin: docere),
2. pointing out, or
3. instructing with evidence and authority.

The types of information are the distinctive properties for what is actually documented, at what point in the
process in CSD, how it is stored, and why it is relevant to keep the information. Figure 6.5 presents the types
of information, tool categories, and examples of tools.

Requirement Management; Business Tools / Collaboration / Productivity Suite
Markdown, Confluence, Wiki, MSOffice, G-Suite, Ashta (UML drawing tool)

API Development; Utilities / 
Documentation as a Service & Tools
Swagger, Postman

Test; Utilities / Load and Performance 
Testing; DevOps /  Testing 
Frameworks
JMeter, Cucumber, JUnit

Development; DevOps / 
Integrated Development 
Environment
VS Code, IntelliJ

Development; DevOps / 
Integrated Development 
Environment
VS Code, IntelliJ, DocGen

Development; DevOps / 
Integrated Development 
Environment
GitLab, GitHub, BitBucket

Application and Data / Data 
Stores / Databases
MySQL, Postgress, MariaDB, 
MongoDB

Tool Categories (Bold)
Tool examples (italic)

Development / Dev Communities; Collaboration / Group Chat & Notifications
Phone, Skype, Mail, Chat, Slack, Discord, Whiteboard sketches, Pictures

Deployment; DevOps / Continuous Integration
Jenkins, Docker, Kubernetes

Monitoring; DevOps / Monitoring /Monitoring Tools
Nagios, Zabbix, ELK-stack, DataDog, 
Result Planning, Sandwich of Happiness

• Stakeholder 
concerns

• Risks
• Constraints
• Context

• Models
• Sketches

Legenda

• Values and beliefs
• Principles
• Practices
• Processes, 

procedures, 
 and tools

• Knowledge
• Competence and 

skills descriptions
• Descriptions of 

Attitudes 

Requirements
Describes “what”

Source code

Descributions of 
what and how

including

contains

changes
described by

application
related data

Infrastructure-
as-code

Just enough 
instructions to start

leads to

includes
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Type of information

Collection

End user / Developer
documentation

Actionable data

Annotations

Commit messages

Data

Specifications
Describes “how”
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API descriptions

Tests
QA, Functional

Playbooks
(CI/CD)

Medium
Including tools, hearts and minds 

Informal, unstructured (verbal) 
communication

Tool Categories (Bold)
Tool examples (italic)

Figure 6.5: Types of Information, including mapping to tool categories and tools. The medium applies to the
communication of information. Metrics and actionable data apply to all information for insight and control of
processes.

6.5 Tools Are the Message
Marshall McLuhan coined the phrase “the medium is the message” [224]. He pointed out that the medium
should be subject of investigation as well as the content of the message. The subject for this study concerns
both the tools as well as the content of the message, so note that tools are part of the message and not the
only message. “The tools are the message” thus refers to a different message being communicated if tools make
use of different media types such as written, verbal, or visual. The primary concern for this study is the tools,
not the types of information. However, the types of information do have a strong relationship with the tool in
which the information is created, retrieved or updated. In this section, the aspects that establish that tools are
(part of) the message will be discussed. In Section 6 the tools, tool-stacks and software development ecosystems
are discussed. Tools define which tools, stacks or ecosystems are used when information is created, captured,
understood or processed. In Section 6 the variety of information is discussed. The variety refers to the amount
of structure information has. This amount of structure is defined by creation and retrieval of information with
tools. In Section 6, the relation between the types of information, tool (stacks), and the variety of information
will be presented as “tools are the message”.

6.5.1 Tools, Tool Stacks, and the Software Development Ecosystem
In this section, the tools in relation to other tools are described. The tools, tool stacks and their popularity can
be found in Sources S4 (websites), S5 (interviews), and S6 (supporting documents to the interviews), displayed



92 CHAPTER 6. TOOLS ARE THE MESSAGE

in Table 6.2.
In CSD, tools are organized into stacks, and tool stacks are organized into software development ecosystems.

In Figure 6.6, an overview is presented for the relation between Software Development Ecosystems with Tool

Legenda

Tool Stack PLUS

Product community
Jira, git

Component
Examples

Templates, Frameworks, 
Libraries

Django, Angular.js, jQuery

Technologies
Thought Radar, Gartner’s 

Hype Cycle

Concepts
Processes, Knowledge, 

Artifacts, Society

Back-end
PostgreSQL, Typescript, nginx

Front-end
HTML, CSS, JavaScript

Full-stack
Back-end plus Front-end

Development Stacks

Software Systems
Confluence, IntelliJ

Knowledge community
Stackoverflow, Conferences

Learning community
Pluralsight, EDX

Software Development 
Ecosystems

Tool-stacks

Tools

Society
People, Planet, Profit

Other
communities

Company Stacks
Facebook, Google

Solution Stacks
LAMP, MEAN

Tools

Tool-stacks

Software Development Ecosystems

Figure 6.6: Relations between Software Development Ecosystems with Tool stacks and Tools, including com-
ponents and examples.

stacks and Tools, including components and examples. In the next paragraphs, an explanation will be presented
of the figure.

1. Tools A tool is defined as a concept, technology, software system, template, framework, or library to
design, develop, and maintain a software product. The level of freedom can define the difference between
a template, framework, and library. A (technology) template is like a form where the only freedom exists
in filling in the value of variables, such as a Python Django template. A framework is a comprehensive
set of methods that prescribe the purpose and usage of functions and methods. The maximum freedom
is with libraries that provide a set of functions that can be used to speed up development, e.g., jQuery.
Examples for concepts are the nature of technology, such as the processes, knowledge, and artifacts,
including impact on society [225]. For technologies: Technology Radar or Gartners Hypecycle. Examples
for software systems are typical tools like Confluence and IntelliJ.

2. Tool stacks The organization of tools into tool stacks for 1) development stacks including back-end, front-
end or full-stack, 2) solutions stacks, or 3) company stacks. The front end is where the end-user interacts
with the system. For web applications, a limited set of technologies is available. For mobile application
development, there is no dedicated technology to create the user interface, other than supporting tools
to create wireframes or graphic tools to create low-fidelity or high-fidelity User Interface (UIMLR)s. The
stack for back end development concerns databases, applications, and servers. This also includes the
infrastructure the software is running on. This might be on-premise, in the cloud, or hybrid. A myriad
of tools for the back end is available. At stackshare, over 2,000 tools can be found related to back-end

https://jquery.com/
https://www.thoughtworks.com/radar
https://www.gartner.com/en/research/methodologies/gartner-hype-cycle
https://www.atlassian.com/software/confluence
https://www.jetbrains.com/idea/
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development [213]6. The full stack can be viewed as the sum of tools for the back end and front end.
However, this simple sum of tools also includes processes, knowledge, and competences, and other types
of information and not just the tools but also to understand and manage the complexity of this sum of
tools. This fits with the processes in DevOps, where developers and maintainers are the same people. A
solution stack is a specific set of tools to solve a problem where each tool contributes to the solution, and
tools are mutually exclusive. Tools can be exchangeable, for instance MySQL with MariaDB, or Apache
with nginx. A company stack is a stack of tools used by a company for its specific situation, focusing on
fast TTM or following legislation. In this respect, the reason for documentation is relevant. It can lead
to very little documentation in case of fast TTM or to mandatory documentation because of regulatory
reasons, as in the aviation industry, medicine industry, or tax administration.
Examples for 1) are github and intelliJ. Examples for 2), the solution stack, are Linux, Apache, MySQL,
PHP (LAMP), Mongo, Express, Angular, Nodejs (MEAN). For 3), the company stacks, examples are for
Facebook: Hack, React, Cassandra, and GraphQL or Google with Dart, Go, Angular.js, and Material
Design. The stack as a concept is discussed by Jansen, Finkelstein, and Brinkkemper [226], referring to
Software Ecosystems (SECO). This is a set of business functioning as a unit interacting with a shared
market for software and services, including relationships. SECO already points to a context, but the
community takes the context explicitly into consideration as is discussed in the next paragraph.

3. Software Development Ecosystems This is an extension of the tool stacks with communities, op-
tionally outside the team or company. A product community refers to information about specific tools,
including concepts, technologies, software systems, and templates, frameworks, and libraries. The com-
munity for knowledge can be based either on websites where developers gather to exchange questions,
answers, and contemplation, or on conferences where developers from industry and scientists meet. There
are also meet-ups specific for industry developers, that are also attended by scientists. This makes clear
that knowledge sharing involves, besides cognitive activity, also social activity. The learning community
includes sites for Masssive Open Online Course (MOOC)s, either academic or commercial, to learn about
concepts and practicing code, but also classic learning environments for students at universities.
Examples are product or tool sites. Knowledge sharing sites like Stackoverflow, Reddit, or Quora; online
courses from Pluralsight, EDX, or Udemy.

The classification of tools into tool stacks varies from an unorganized landscape such as Kersten [S97] to
layers for Application and Data, Business Tools, DevOps, and Utilities such as Stackshare.io [213]. Other
classifications take into account the processes, infrastructure, productivity (4+1 from Kruchten [S178], or C4
from Brown [210]).

The way the tools are organized into tool stacks, and tool stacks are organized into software development
systems, shows that this “scattering” has a high level of organization. The tools are not randomly picked to
serve a purpose, but are combined to support design, development, and maintenance for a software product
with specific requirements from the industry such as fast TTM or regulations for documentation.

“Tools are the message” concerning the tools, tool stacks and software development ecosystems relates to
the type of information that is stored with each tool. The tools in “tools are the message” define how the
information is created, stored, retrieved, and communicated. The tool stack is comprised of a set of tools in
use by a development team. The software development ecosystem includes the community around individual
tools.

6.5.2 Variety of Information and Contribution to Knowledge Transfer
In this section, the variety of information is discussed, including the relation with tools. This Section is closely
related to RQ2: the variety of information. The data sources are S1-S3 (open source projects), S5-S6 (case
studies) as represented in Table 6.2.

The information in the tools in CSD has a certain amount of structure. Figure 6.7 presents the amount of
structure measured by the creation or capturing on the upper x-axis and the retrieval for human communication
varying to automated processing on the right y-axis. The tools to create or retrieve the information are on the
lower x-axis. The Creation dimension on the upper x-axis varies from constructing to capturing information.
“Capturing” refers to the ingestion of information into a storage medium that is not created with a software
development tool, e.g. whiteboard sketches, drawings, or models. A photograph might be saved in Jira or
Confluence for later usage. The system does captures chat messages or email messages that have a low degree
of structure. Probably the only structure an email message has is the subject and other standard headers such

6For this paper, the data can be found on https://theotheunissen.nl/tools-are-the-message

https://mysql.com
https://mariadb.org/
https://httpd.apache.org/
https://www.nginx.com/
https://github.com
https://www.jetbrains.com/idea/
https://stackoverflow.com/
https://www.reddit.com/r/webdev
https://quora.com/
https://www.pluralsight.com//
https://edx.org/
https://Udemy.com/
https://theotheunissen.nl/tools-are-the-message
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Figure 6.7: Amount of Structure measured by Creation, Retrieval, and Tools used to create or retrieve the
types of information.

as the addressees. “Manufacturing” refers to the manual creation of information, such as source code. The
Retrieval dimension on the right y-axis refers to the usage of the information and varies from the ease of human
understanding to automatic processing. “Ease of human understanding” identifies the cognitive load required
to understand the information involved. “Automatic processing“ refers to the syntax, grammar, and semantics
to compile source code.

“Tools are the message” concerning the variety of information relates to the amount of structural charac-
teristics from the information that is captured, stored, or communicated. Tools enable the creation, storage,
and communication of information while enforcing more or less structure.

6.5.3 Types of Information, Variety of Information, and Tools in a
Software Development Ecosystem
This Section elaborates on RQ3: which information is stored in what tool. The data sources for this section
are S5-S6 (interviews).

In previous sections, an overview was presented of types of information, and of tools including tool stacks
and software development ecosystems. Also, the variety of information was discussed. All this makes clear
that tools are significant in understanding the information and documentation that is created or retrieved.
The main difference concerns the usage of the information stored in the tools, especially if the creators of the
information are not the users of the information. This is most manifest when creator and user are not the same
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person. Examples are teams that are geographically distributed across the world or team members that were
not involved in the conceptualization of the information.

“Tools are the message” (Section 6, Figure ??) in relationship with the types of information (Section 6), the
variety of information (Section 6, Figure 6.7), and tools show that for creation and retrieval of information,
tools make a difference.

For example, the presentation of a concept is better done in PowerPoint-like tools than source code only.
The implementation of an algorithm can better be communicated with the actual source code accompanied
with a model/sketch than in text. The creation and retrieval of information is closely related to these activities.
Figure ?? presents the composition of “Tools are the message” by the types of information, variety of information
and tools including tool stacks.

Considering major open source software repositories, most of the repositories show simple text documenta-
tion, including Mark Down. However, there is a close connection between the software product and the format
of the information. For instance, for the Linux utility “bash”, traditional UNIX man pages are used [216]. For
LATEX, the information about the software is in tex format [218], and for the Firefox browser, the information
is in HTML-format [217]. These specific examples make clear that the software product and format of the
information are strongly related.

6.5.4 How to Organize Scattered Information into Comprehensible
Documentation
This section addresses RQ4. The data sources for this section are S1-S6 (all sources), as represented in Table 6.2.
S1-S3 (open source projects) are used to gain insight in what (values, architecture, interfaces) is documented
in what type of information (text, commit message, pictures) in what tool (Confluence, GitHub, RDBMS). S4
is used to understand the community of software practitioners. S5-S6 (case studies) are used for verification,
validation and extending findings.

In CSD, “tools are the message” refers to the types of information, the variety of information and tools
in software development ecosystems. The tools require or produce information with certain formats. When
combining these aspects, the effort needed to comprehend the information about the software product will
increase, and understanding will go down, in particular for geographically distributed teams, across buildings
or across the globe, or in case of decision making not involving all team members. However, not all information
about the software product is relevant for all stakeholders all the time. For customers, who pay for the
development of the software product, metrics and actionable data are relevant for productivity of the software
product team. For end users, a user manual should be present. If part of the end product, many websites do
not have manuals but are supposed to be user friendly. For managers, metrics for relevant Key Performance
Indicator (KPI)s should be present. For developers, user stories and codified API descriptions should be
present.

The best way to introduce new team members to the software product is definitely not to demonstrate all
tools with their variety of (un)structured information, types of information and tool (stacks). A better solution
is to provide stakeholders with an overview according to their specific interest. For stakeholders, this might be
a PowerPoint-like presentation with the mission and vision. For managers, this might be the metrics on a KPI
dashboard. For developers, this might be the requirements, specifications, or “how to’s”. For end-users, this
might be the user manual. Comprehensive ‘yellow pages’ with an overview of what is relevant for who should
be available. In an investigation of the 20 major public software products, we see that the various types of
information are well presented.

6.5 Conclusions
The phrase “tools are the message” is taken from McLuhan and Fiore [224] “the medium is the message”. He
proposed investigation of the medium instead of only the message. In this paper, the tools, including the type
of information, and variety, are the “medium”.

Tools are the message refers to three aspects. These aspects are:
1. the types of information
2. tools, including tool stacks and software development ecosystems
3. the amount of structure
Based on the research results, five conclusions are drawn. First, there is a strong relationship between the

type of information and the tool. The type of information refers to the properties of the information in terms
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of what is stored (content), how it is stored (format), why it is stored (relevance), and when in the process
the information is stored. Tools are the concepts, technologies, software systems, and frameworks to design,
develop, deploy, and maintain the software product.

The second conclusion is that tools are organized into tool stacks, and tool stacks are organized into software
development ecosystems. A tool stack is an organized set of tools to produce a software product. The software
development ecosystem includes communities outside the team, such as product communities or knowledge
communities.

The third conclusion is that the variety of tools refers to the amount of structure for information. This
amount of structure is defined by the creation and retrieval of the information, together with the tools for
creation and retrieval.

The fourth conclusion is that the combination of these three aspects makes a difference in creating, retrieving,
communicating, and understanding the message. There is a difference in communication and comprehension
when understanding a software product’s core concept through presenting with PowerPoint or through source
code. The same applies when communicating codified agreements for the communication between subsystems
through detailed endpoints, including input and output types, or through a whiteboard sketch.

The fifth conclusion is that the combination of these three aspects, including the core message, creates
complexity concerning finding and understanding relevant information. However, not all stakeholders, including
developers, require all information at any time. As a group of stakeholders, developers require information
to start, continue, and deploy an iteration. This focus on information from specific tools will decrease the
complexity and make it easier to comprehend relevant information.



Chapter 7

Continuous Learning with the
Sandwich of Happiness and
Result Planning1

Abstract With an increase in fast time-to-market and keeping up with fast mandatory legal
changes, we observe a demand for continuous software development which is reflected by the emer-
gence of Lean, Agile, and DevOps approaches. At the same time, we observe the phenomenon of
lifelong learning that is both manifest and propagated by government, industry, and education.
We introduce two patterns that match these two phenomena: the Sandwich of Happiness and
Result Planning. Together, these patterns support learning for students in an educational setting
and continuous learning for professionals in industry, especially in the context of Continuous Soft-
ware Development.

Keywords Agile, Continuous Learning, Continuous Software Development, Documentation, Result
Planning, Sandwich of Happiness

7.1 Introduction

Modern software development comes with continuous changes, reflected in agile methods and through demands
for a fast time-to-market. At the same time, technology innovates in a fast pace and to keep up with these
changes, lifelong learning is fundamental. In this paper we introduce two patterns to adapt to continuous
change in software development by keeping up with lifelong learning. In a continuously changing environment,
with new technology, engineering solutions and processes, lifelong learning is required to match these changes.
The objectives of this paper are to present two patterns that can support this continuous change, and to provide
insights for better comprehension and application of these patterns.

Nowadays, students as well as professionals have to frequently adapt to new situations driven by an ever-
changing world: continuous improvements [227], fast TTM [228] and lifelong learning [229]. This applies
specifically to software engineering that is in a continuous evolution because of innovation [230]. Employees
are required to adapt to an ever-changing world [231].

We will now introduce continuous software development, lifelong learning and the relation between these
two.

1This work was originally published as:

T. Theunissen, S. Overbeek, and S. Hoppenbrouwers, “Continuous Learning with the Sandwich of Happiness and Result Planning,”
in 26th European Conference on Pattern Languages of Programs, New York, NY, USA, 2021. doi: 10.1145/3489449.3489974.
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7.1.1 Continuous Software Development
The primary context for the presented patterns concerns continuously changing software, including technologies,
processes, development and maintenance as can be found in industry. The relation between lifelong learning
and continuous software development is that continuous software development often includes several iterations
of the software product. For example, some parts, such as data, business logic, and the user interface may
persist and other parts, such as a database, the programming language, and a software framework such as
jQuery may be replaced [30]. We refer to this continuously changing state as CSD. The main characteristics
of CSD [S31] are that:

1. it covers values, principles, practices, tools, procedures and processes from Lean [2], Agile [1], and Dev-
Ops [3];

2. it embraces activities from the whole life cycle of a software product, i.e. from concept to end-of-life. In
addition to Agile and Lean software development, it includes maintenance activities. In addition to Dev-
Ops, it includes continuous architecting activities. Continuous Integration and Continuous Deployment
(CI/CD) are part of it;

3. it considers the continuously changing state of the software product and progress, such as progressive
insights (e.g., regarding process, design, implementation), changes in contextual factors, new features or
requirements, bug fixes, or other unforeseen factors;

4. it distributes information about software development across multiple tools. There is no central repository
for all relevant information. Because of high demands for fast time-to-market, process automation comes
with a wide range of tooling for designing, developing, testing, deployment and monitoring.

Second, lifelong learning applies to industry practitioners who are confronted with new concepts, frameworks,
technologies and communities. Furthermore, lifelong learning includes, besides professional development, also
personal, relational and organizational development.

7.1.2 Lifelong Learning
Learning refers to knowledge, skills, and attitude [232]. Of these three, knowledge is relatively easy to assess by
means of tests. Someone taking a test can get the maximum score by answering all answers correctly. Skills are
less easy to test unambiguously, and scores typically fall in broad categories like completed or failed, sufficient
or success. The hardest and and most ambiguously to assess is attitude, because it is based on culture, beliefs,
and values that cause mentors and professionals to judge differently. The Sandwich of Happiness refers
to all three aspects of learning. Students and professionals are primarily stimulated to reflect on knowledge,
skills, and attitude. Furthermore, any comfort or annoyance that influences the results or process can be
reflected upon. Individuals can become better professionals by taking into account personal habits. As we
live in an ever-changing world, and especially for engineers that live by creating innovative artifacts, both
students and professionals have to keep up with these evolving creations [233]. This is reflected in CSD which
implies continuous changes during the lifetime of software as a product. Unskilled people in particular tend
to overestimate their own competences and underestimate problems. This is the so-called Dunning-Kruger
effect [234].

A second aspect of lifelong learning is the continuous balance between skills and challenges, an increasing
number of skills and challenges are in a balanced flow [235]. This is depicted in Figure 7.1. This flow starts
from the first learning experience, includes learning years at school and at the university and continues for
practitioners in the industry. The balance refers to related emotions staying between boredom and anxiety.

7.1.3 Patterns
The objective of this paper is to provide practical guidance for students and practitioners for continuous learning
in CSD. It aims to be operationalized by a handout with practical usage and a theoretical background. To
support this objective, in this section a brief conceptualization is presented for better understanding of the
approach and patterns. In general, a pattern is defined by a proven solution for a problem in a
recurrent context.

7.1.3.1 Alexandrian patterns

The ‘pattern’ concept was coined by Christopher Alexander in the context of problems when designing towns,
buildings or windows. For Alexander, a pattern is defined by the following characteristics [236].

1. A picture which shows an archetypal example of the pattern.
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2. An introduction that sets the context of the problem.
3. The problem in one or two sentences.
4. The body of the problem, including empirical background, evidence, and range of manifestations.
5. The solution is always stated in the form of an instruction.
6. A diagram of the solution that indicates the main components.
7. A relation of the pattern to other patterns in a pattern language.

Ch
al

le
ng

es

Skills

Anxiety flow
channel

time

Boredom

Figure 7.1: Flow is a channel between Boredom and Anxiety based on a balance between Skills and Chal-
lenges [235].

7.1.3.2 Coplien Patterns

Coplien [237] introduced this pattern [237] and was a co-founding member of the Hillside pattern community.
1. The name of the pattern.
2. The alias refers to alternate names or ‘also known as’.
3. The problem describes the goals and objectives to achieve.
4. The context describes the preconditions or applicability.
5. The forces section lists the constraints, and interactions and trade-offs between the constraints.
6. The solution section instructs how to construct the product.
7. The example section illustrates a specific, easy to use, application of the pattern.
8. The resulting context section describes the consequences, post-conditions and side-effects of the pat-

tern.
9. The rationale section justifies and explains the steps and rules how the trade-offs are applied.

10. The known uses section demonstrates the accuracy and firmness of the pattern for recurring problems.
11. The related patterns section relates to other patterns with common forces, initial or resulting context.

In this paper, we select the characteristics that are related to taking decisions: context, problem, forces, solution
and consequences.

7.2 Our Two Patterns

The patterns Sandwich of Happiness (Section 7) and Result Planning (Section 7) have been used for
several years at HAN UAS to support students working on school projects and in internships.

7.2.1 Pattern: The Sandwich of Happiness (SoH)
Continuous learning by answering three questions: what was good, what was bad, what could be better?
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CriticismPraise + + Improvements
• Failures
• Irritations
• Frustrations
• Anger
• Misguided ambitions

• Successes
• Contributions
• Things to be proud of
• Lessons learned

• Adaptability to continuous change
• Balance between
 

• Defined by SMART KPIs

- Overestimated competences
   and underestimated difficulties
- Anxiety and boredom

Assessment

Introspection and Reflection

Figure 7.2: With the Sandwich of Happiness, assessors look backward for praise and constructive criticism.
Assessors look forward to improvements. The bitter pill is in the middle, sandwiched between a positive
evaluation and a positive outlook. The assessment can be performed by a coach or as a self-assessment.

7.2.1.1 Context

An SoH is prepared several times during a process (e.g., in an iteration, at mid-term, during a semester or
regular coaching sessions) because an evaluation only at the end of the project, without the possibility of
improving during a project, would be rather pointless. Typically, it is hard for students and professionals to
be critical of someone’s performance as it may easily turn into non-constructive social dynamics that are hard
to escape. The Sandwich of Happiness aims at eliciting constructive criticism by looking back for positive
and negative results as well as looking forward for improvement.

7.2.1.2 Problem

Learning, improving, and adapting to change is problematic because it involves cognitive aspects, performance,
and attitude [232]. It is a continuous process [229] that starts at university, goes on in professional life and
extends to retirement, in short: it takes a lifetime.

Developments in engineering are a continuous process of improvements, evolutions, and revolutions.
This relates primarily to technology but extends to processes and societies where developments are used. A
mind shift is required to keep up with or stay ahead of these developments.
Scrum, a widely used software development process, has no mechanism for emotional hygiene where
developers can solve personal issues or build on personal characteristics.
There are demands from the market to stay ahead of competition. In an ever faster moving world with
competition from every website, high demands for fast time to market require continuous adapting to change.
There are Legal requirements (e.g. GDPR). Demands for change might come from legislation to implement
the requirements that might be unforeseen when designing a solution.
The team needs to repair design flaws and bug fixes to keep the product functioning as intended.
Feature requests from end users or customers require developers to continuously learn to understand end
users and customers, to translate requirements into executable and manageable tasks.
There are Progressive insights. Once a whiteboard sketch is drawn in a team or a specification is written
down, almost immediately improvements to the sketch or specification emerge.
Refactoring takes place: fixing code that is not broken but improving performance, readability or maintenance
requires changes to the software product.
Peaceful and quiet delivery of requirements in a waterfall process is in strong contrast with high demands
for continuous change.
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7.2.1.3 Forces

Following Kruger and Dunning [234], incompetence makes it hard to reflect on inadequate performances.
More in general, people overestimate their competences and underestimate the difficulties at hand.
Csikszentmihalyi, Abuhamdeh, and Nakamura [235] define a balance between anxiety and boredom that
flows in time. See Figure 7.1.
It is more easy, and perhaps more kind, to give positive feedback, such as in tips and tops, than it is to
express irritations and frustrations. Irritations, frustrations and misguided ambitions are not candidate
for improvements and should be avoided.
Keep up with realistic ambitions. With all the failures, missed deadlines, overestimated competences and
underestimated assignments, it is sometimes hard to be proud of the positive achievements such as
contributions and lessons learned.

7.2.1.4 Solution

The resolving principles that are taken into account are depicted in Figure 7.2. The Sandwich of Happiness
can be instructed as “three questions with three answers”. Two questions look backwards, the third looks
forward. For all three answers, use introspection and reflection to assess the results and the course for the
results. With introspection, the person contemplates on his or her own actions and motives whereas reflection
concerns other persons and context. The most specific objects for introspection and reflection are results, but
tasks, processes and emotions can also be included.

1. Looking backward, start with writing down positive results such as your achievements and successes.
Furthermore, reflect on other positive results such as contributions, and outcomes to be proud of. Even
lessons learned in case of failures are positive.

2. Also looking backward, write down your negative results such as failures, and reflect on the causes,
course and realization of how the objectives were not met. Irritations emerge in situations that do not
contribute to productivity or happiness. Frustration relate to situations that someone can not change
to improve. Ambitions that do not match with capabilities should therefore be avoided. Note that it
takes some practice to be critical of ones own performance and also that it takes some exercise to be
professionally ‘cool’ in dealing with negative results.

3. Looking forward : based on your results, the causes of the results, and your ambitions, define result goals
for the next iteration. Typically, looking forward includes commitment to positive results. Looking
forward includes contemplation and reflection on adapting to change, and keeping a balance between
overestimated competences and underestimated difficulties, thereby finding a flow between anxiety and
boredom.

7.2.1.5 Consequences

The objective for the Sandwich of Happinesss is a continuous improvement in an ever changing environment,
such as in CSD. The time it takes to write down a Sandwich of Happiness is about 15-30 minutes. The
text is concise, to the point, relevant, easy to read and makes it possible for a coach or mentor to do quick
assessments on the results and reflections.

Because the Sandwich of Happiness is liberal in trade-offs between the forces, students can reflect on
anything that influences the results. This includes who you are, what you want, your capabilities, barriers and
limitations.

Furthermore, improvement does not imply an ever continuous upward path. It also includes -like a bull
and bear market- downfalls, dips and drops. However, these downfalls as well as peaks lead to flowering
advancements and evolution.

7.2.1.6 Examples

In Appendix 7, an example is presented of the template for the Sandwich of Happiness. The description
that goes with the template is presented below.

The size of a typical Sandwich of Happiness is more than 1/2 A4 page but does not exceed the size of
a full A4.

The Sandwich of Happiness is partly –under the first two questions– a thoughtful reflection concerning
last week’s accountability of the planning and results. The third question is looking forward to where you
define improvements.
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1. Looking backward, what was successful, what are you proud of, what have you contributed for others
and to results, what was an example to others, what should be continued, what was positive?

2. Looking backward, what went wrong, what were irritations and frustrations, what was a misguided
ambition, what must not be tried (happen) again, what should be stopped; in short: what was negative?

3. Based on 1) en 2), what will you do next week, what will you start with? Make it specific, for example
SMART.

7.2.1.7 Related Patterns
There is a Feedback Pattern pattern described by Bergin, Eckstein, Volter, et al. [238], published in a
collection of education patterns in 2012. The pattern describes two types of positive feedback and improvements
in the middle for students to remain confident in their understanding. We consider this pattern to lack structure;
it could be better thought through. Furthermore, we consider that while he pattern described by Bergin,
Eckstein, Volter, et al. [238] focuses on students only, the pattern is also applicable to practitioners in industry
in context of lifelong learning. Finally, the Feedback Pattern is part of Feedback Patterns in general.
The feedback does not make a distinction between introspection (only take your own actions and motivations
into account) or reflection (also take the context and others into account).

7.2.2 Pattern: Result Planning
Continuous improvement by being strict on planning and reporting of verifiable results and relaxed on account-
ability.

7.2.2.1 Context
This pattern is applied when working in processes that have the characteristics of CSD. It does not depend on
the evaluation loop, feedback, phases, sprints, or planning/feedback loops. One of the values from agile is that
working software is more valued than comprehensive documentation. Beck [1] assumes that all time is spent on
developing software. This value ignores other tasks such as, for instance, –for both students and professionals–
planning, meetings, administration, presentations, and –for professionals– acquisition and traveling.

It is hard to estimate the time spent on tasks other than development, for example by students who
cannot lean from experience, or by professionals who have to deal with managers pushing fast time-to-market
features. Students and professionals have tasks that do not directly contribute to productivity, such as all kinds
of meetings or administration. Professionals might have additional tasks such as acquisition, training, and
traveling. On top of that, switching context between tasks takes time to accommodate. When accountability
for productivity and time is missing because of “unproductive” tasks, the time spent might become marked as
unprofitable.

7.2.2.2 Problem
The problem with measuring results is that:

1. It is hard to define verifiable objectives. For instance in scrum, user stories and tasks can be defined.
However, the formulation of definitions of done for user stories or acceptance criteria for tasks is often
sloppy, if they are defined at all.

2. Results are typically expressed as efforts. Examples of efforts are activities such as ‘reading’, ‘meeting’,
‘designing’, and ‘programming’.

3. No rules for timing. In scrum, there are no explicit rules how long tasks or iterations should take.
4. People may fear failing and taking blame when results are not accomplished. Usually, working software

is not questioned but failing software can have valuable learning results.

7.2.2.3 Forces

The following forces are taken into account:
Method bonanza. There are many approaches in CSD that define how to plan tasks or results, such as Lean,
Agile and DevOps. Students are taught textbook definitions but professionals often use best practices that
leave out parts or introduce processes that fit for their purpose.
Death by planning. Popular tools such as Jira support the planning of user stories and tasks. However,
extensive upfront contemplation of definitions of done and acceptance criteria keep students and professionals
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away from committing to results.
Efforts instead of results. Results can range from a strict focus on SMART key performance indicators
(KPI) on the one hand to just mentioning efforts on the other. It is both hard to define SMART results as
well as to achieve results when defining efforts.
Programming is fun. Developers love the act of coding and tend to avoid diverting activities such as plan-
ning, documenting or process-oriented meetings.
Deviating from textbook definitions of methods. Students are taught textbook definitions of processes
such as scrum, including all ceremonies. Practitioners from the industry hardly follow the paradigm from these
textbook definitions but only use what is applicable in their professional context. It can be hard to grasp which
aspects of methods are strictly necessary and which are optional.
Time estimation can be really difficult. Jones [239] shows that there is no scientific literature on estimating
time for tasks. Furthermore, the combination of experience, (lack of) control of process and context, mitigation
of risks and other potential threats, and creative characteristics of inventing solutions make it hard to give a
reliable estimation for time.
When being held accountable, students and practitioners tend to find explanations that point to others or to
external causes for failing to achieve results. The aim, however, is not to deal blame but to improve, and a full
assessment can best accomplish this for the student or professional. For instance, one cannot blame another
for being late delivering a requirement, but one should address the other for being late.

7.2.2.4 Solution
The resolving principles to balance the forces are related to delivering verifiable and transparent results. The
forces for the Result Planning tend to involve individual accountability rather than team accountability.

The template for the Result Planning, as shown in Appendix 7 has columns for team member, results,
achievements and, optionally, notes. The result statement refers to being concise and informative in single line
sentences. Only the main result should be mentioned, so when there are more results for half a day, then the
most significant result should be mentioned. Again, efforts are not allowed since these are always ‘successful’,
i.e./ the effort taking place means success. For example, sometimes, students (as well as professionals) have
things to do other than work, such as medical or driving lessons. However, it is mandatory in such cases that
they find alternative time slot to do the work, even if this is in the evening or weekends. The achievement
column is small and, when a result is achieved, contains a commit hash or link to some live document. In
case of failure, there is only space for the core message of failure. Long descriptions are not allowed, to hide
incompetence.

The time horizon is one week, and often students cannot oversee more than three days with tasks stretching
in time. The template is used within a team and results are planned together.

The next week, each team member has taken two actions: 1) fill in the achievement column and 2) define new
results. The result statements and achievements are, together with the Sandwich of Happiness, discussed
with the teacher, coach or team lead.

7.2.2.5 Consequences

SMART(ish) results. Results are defined SMART(ish) so they can be measured. Activities like ‘reading’,
‘programming’, ‘learning’, ‘attending (meeting/class)’ and so on are by definition successful and stretch into
the available time. Results like ‘lists of concepts or frameworks’, ‘working software’, ‘asked questions, got the
answers’, ‘updated Result Planning’ and so on are examples of activities that can be measured.
Measure velocity. It is easier to check whether you make progress when main results are defined for half a
day.
Smaller iterations. It is easier to both define moonshot goals, as well as realistic objectives, than it is to
split the task up in smaller tasks that take risk, dependencies, and resources into account. Also, there is no
scientific literature that prescribes an optimal duration for an iteration.
More significant results. Over time, students learn to define a more significant, relevant and contributing
result in half a day. The period of 4 hours remains the same, but results are increasing. (In the beginning
result are often too ambitious and expectations can not be met.)
Achieving goals makes people happy. Happy customers, happy developers and a happy team are within
reach. Suppose a team consist of 5 people who define 2 results per day in an iteration for 1 week. That sums up
to 50 results per week! Even when not successful for all projected results, this is impressive and encouraging.
Reliable. When using this pattern, you will become more reliable for yourself, team, teacher and manager
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because you will be able to make better predictions concerning your knowledge, expertise and how you can use
your experience.
Continuous learning and improvements. In CSD, this helps in adapting to change due to continuously
changing demands from stakeholders or fast time-to-market, or changing constraints, risks or contexts. Addi-
tionally, learning experiences are higher in small iterations than in large iterations.

7.2.2.6 Examples
An example of a Result planning is shown in Appendix 7. The description that goes with the template is
shown below.

Usage Per team member, you define a result per half working day. For a team with five people, you have 50
results per week or 100 results if your iteration takes two weeks.

Objectives What result do you want to achieve at the end of the day? Mention results that can be demon-
strated, verified, or tested. Do not describe mere activities, such as ‘reading’, ‘meetings’, ‘designing’, ‘program-
ming’ etc. but verifiable results. Typical results are a list of concepts, decisions, design or working software.

Achieved results Make sure that you can demonstrate verifiable results and these results relate to the
planning:

1. Make links to GitHub for comments and code.
2. Make links to, e.g., Dropbox, Google Drive for design, documents and books.
3. Make links to websites.
4. Reflect on achieved results in your individual Sandwich of Happiness.

What went wrong? It is OK if an objective is not achieved. Do not spend more time than planned. Ask
your coach, instructor or an expert for support.
Mention the reason for failure. There are a lot of valid reasons why you could not achieve the objectives. Be
fair and try to be honest to yourself and your team. You will learn the most if you are critical towards your
results and process.

The objectives of this pattern are to:
1. Use your experiences to learn (not to deal blame).
2. Every week you will have better estimations and will better close the gap between planning and results.
3. Make increasingly reliable predictions involving your knowledge, expertise and experience.

7.3 Acknowledgments
We want to thank our shepherd Christopher Preschern for shearing our sheep.
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Appendix 1: Template for Sandwich of Happiness

Sandwich   of   Happiness    ( theotheunissen.nl/happiness ,    goo.gl/YyTYj5 )   

  

The   Sandwich   of   Happiness   is   partly   –in   the     two   questions–   a   thoughtful   r   of   last   week’s   accountability   of   the   
planning   and   results.   The   third   question   is   looking   forward   to   where   you     improvements.     

1) What   was   successful,   were   you   proud   of,   have   you   contributed   to   others,   was   an   example   for   
others,   was   positive?   

2) What   went   wrong,   where   irritations   and   frustrations,   was   a   misguided   ambition,   must   not   be   tried   
(happen)   again;   in   short:   what   was   negative?     

3) Based   on   1)   en   2),   what   will   you   do   next   week?   Make   it    SMART .   
  

1.) < Your   reflec on   on   posi ve   outcomes;    Replace   YELLOW   with   your   text >   
2.) < Your   reflec on   on   adverse   outcomes,   do    not    men on   improvements >   
3.) < Fill   in   below >   

  

  

  

  

  

  

  

  

These   r   and   improvements   take   more   than   half   a   page   and   not   more   than   a   full   page .   

  

    

  

  

Week   of   year     Date    (on   Monday)     

Specific     

Measurable     

Acceptable       

Relevant     

Time-bound     

Author  __________________________________________________________     

Student   number   __________________________________________________________   

Figure 7.3: Template for Results planning. See also http://theotheunissen.nl/happiness

http://theotheunissen.nl/happiness
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Appendix 2: Template for Result Planning
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Figure 7.4: Template for Results Planning. See also http://theotheunissen.nl/results

http://theotheunissen.nl/results


Chapter 8

Approaches for Documentation in Con-
tinuous
Software Development1

Abstract It is common practice for practitioners in industry as well as for ICT/CS students to keep
writing – and reading – about software products to a bare minimum. However, refraining from
documentation may result in severe issues concerning the vaporization of knowledge regarding
decisions made during the phases of design, build, and maintenance. In this article, we distin-
guish between knowledge required upfront to start a project or iteration, knowledge required to
complete a project or iteration, and knowledge required to operate and maintain software prod-
ucts. With ‘knowledge’, we refer to actionable information. We propose three approaches to keep
up with modern development methods to prevent the risk of knowledge vaporization in software
projects. These approaches are ‘Just Enough Upfront’ documentation, ‘Executable Knowledge’,
and ‘Automated Text Analytics’ to help record, substantiate, manage and retrieve design decisions
in the aforementioned phases. The main characteristic of ‘Just Enough Upfront’ documentation
is that knowledge required upfront includes shaping thoughts/ideas, a codified interface descrip-
tion between (sub)systems, and a plan. For building the software and making maximum use of
progressive insights, updating the specifications is sufficient. Knowledge required by others to
use, operate and maintain the product includes a detailed design and accountability of results.
‘Executable Knowledge’ refers to any executable artifact except the source code. Primary arti-
facts include Test Driven Development methods and infrastructure-as-code, including continuous
integration scripts. A third approach concerns ‘Automated Text Analysis’ using Text Mining and
Deep Learning to retrieve design decisions.

Keywords Agile, Documentation, Executable Knowledge, Just Enough Upfront, Machine Learn-
ing, Natural Language Processing

8.1 Introduction
With the rise of ubiquitous Agile software development methods and the continuously changing demands and
contexts involved, documentation for sharing knowledge in software projects becomes more critical. However,
the attention span for documentation reading, in general, has decreased dramatically [23]. In previous re-
search [20], [21], we observed that developers do not want to write, others do not want to read, but having no

1This work was originally published as:

T. Theunissen, S. Hoppenbrouwers, and S. Overbeek, “Approaches for Documentation in Continuous Software Development,”
Complex Systems Informatics and Modeling Quarterly (CSIMQ), vol. 32, pp. 1–27, 2022, doi: 10.7250/csimq.2022-32.01.
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documentation at all is not an option. Therefore, the question is when the specification of requirements can be
considered ‘just enough’ before starting or completing an iteration or a project. In this paper, we will address
three possible approaches that contribute to answering this question in the context of CSD. CSD is defined as
covering the values, principles, practices, processes, and tools from Agile, Lean, and DevOps. CSD covers the
whole life cycle of a software product, starting from concept to end-of-life of a software product. Furthermore,
it includes changing architecture, design decisions, operations, and maintenance to keep up with a continuously
changing context, and changing demands. Finally, in CSD, knowledge about software products is distributed
across multiple tools for software design, development, testing, operation, and maintenance. In Section 8, we

• Detailed design 
including design 
decisions

• Accountability

Delivery
Transferring Knowledge

• Shaping thoughts

• Codified interface 
descriptions

• Plan

Upfront
Acquiring Knowledge

����������������������������
�����������������������

��������������������������
���
�����������������������

����������������������������	�
	������������������������

• Tracking progressive 
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• Updating codified 
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Development
Building Knowledge

Figure 8.1: Phases with Knowledge Acquisition, Knowledge building, and Knowledge transfer.

will describe the conceptual research framework for constructing2 the approaches. This framework applies to
empirical sciences. We will define empirical science as any research where data is involved in distinguishing
it from theoretical sciences. In theoretical sciences, where methods are the main focus, one strives to improve
methods to obtain new knowledge or reasoning schemes.

There is a distinction between knowledge required up front to start a project or an iteration, knowledge
required to deliver a project or an iteration, and knowledge required to continue a project. See Figure 8.1
for a diagram. When we refer to ‘knowledge’, we refer to all types of information as shown in Figure 8.2.
The relation between information and knowledge, in this context, is that knowledge is a meaningful type of
information for a stakeholder or system. In other words: information becomes knowledge if it contributes to
comprehension, if it can be communicated (and discussed in case of humans) to other stakeholders or systems.
Communication of information may vary from verbal conversations and whiteboard sketches to data and source
code. The type of information that is required is related to the type of stakeholder and tools. For instance,
developers require other information than operators or end-users. Not all types of information are required
upfront before starting a project or an iteration. Furthermore, different types of information are created and
retrieved by different tools, such as Git comments for natural language or whiteboards for sketches.

8.1.1 Previous Research
This study follows up on previous research, where we have found three candidate approaches. Figure 8.3 shows
the studies in this research project and results from previous studies. The approaches in this study are the

2Because ‘design’ has many meanings, we use the term ‘construction’ for introducing the approaches. ‘Design’ in this study
may refer to ‘software design’, ‘design decisions’, ‘design phase’, ‘design science’, or ‘research design’. To avoid confusion, we use
‘design’ in combination with a contextual term.



109

Requirement Management; Business Tools / Collaboration / Productivity Suite
Markdown, Confluence, Wiki, MSOffice, G-Suite, Ashta (UML drawing tool)

API Development; Utilities / 
Documentation as a Service & Tools
Swagger, Postman

Test; Utilities / Load and Performance 
Testing; DevOps /  Testing 
Frameworks
JMeter, Cucumber, JUnit

Development; DevOps / 
Integrated Development 
Environment
VS Code, IntelliJ

Development; DevOps / 
Integrated Development 
Environment
VS Code, IntelliJ, DocGen

Development; DevOps / 
Integrated Development 
Environment
GitLab, GitHub, BitBucket

Application and Data / Data 
Stores / Databases
MySQL, Postgress, MariaDB, 
MongoDB

Tool Categories (Bold)
Tool examples (italic)

Development / Dev Communities; Collaboration / Group Chat & Notifications
Phone, Skype, Mail, Chat, Slack, Discord, Whiteboard sketches, Pictures

Deployment; DevOps / Continuous Integration
Jenkins, Docker, Kubernetes

Monitoring; DevOps / Monitoring /Monitoring Tools
Nagios, Zabbix, ELK-stack, DataDog, 
Result Planning, Sandwich of Happiness
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Figure 8.2: Types of Information including mapping to tool categories and tools [21].

elaborated recommendations from a previous systematic mapping study [20]. The recommendations from the
previous mapping study are the practice of minimal documentation upfront combined with detailed design for
knowledge transfer afterwards. In this study, it is named ‘Just Enough Upfront’. The second recommendation
from the previous study concerns executable documentation. The name in this study is the same. The third
approach from the mapping study refers to modern tools and technologies to retrieve information and transform
it into documentation. In this study, we focused on ‘Automated Text Analytics’ to retrieve design decisions
from Git comments. A verification of the mapping study was conducted in a case study [21]. Furthermore,
approaches are structured, the conditions, and characteristics, and artifacts are elaborated, and explicated.

We thus propose three approaches to keep up with modern development methods to prevent the risk of
knowledge vaporization: ‘Just Enough Upfront’ documentation, ‘Executable Knowledge’, and using ‘Auto-
mated Text Analytics’ to retrieve design decisions. In this study, we will construct these approaches and
elaborate on the requirements, characteristics, and artifacts that define them.

8.2 Contributions
The contributions of this paper apply to researchers in academia, professionals in industry and students and
lecturers in learning communities. For all communities, the main contribution is the distinction that is made
between what a developer needs upfront to start and what is required afterward to deploy, use, and maintain
a software product. Along with this distinction come artifacts that are useful for the designated phases.
Researchers in academia have investigated the artifacts, e.g., [S145], but have not made a clear and sharp
distinction between artifacts that are of typical in use upfront, during, or afterward. Furthermore, using NLP
with Automated Text Analytics to reveal design decisions is a relatively new research area. Practitioners in
the industry have a way of working that deviates from textbook definitions, e.g. (large scale) Scrum, Lean,
RUP, because of efficiency and pragmatic reasons that work well for them. However, this way of working is not
validated or supported by management, and is not taught during education. Moreover, conceptualizing and
optimizing the practical approach might increase productivity without suffering from knowledge vaporization.
The third community this research contributes to is the learning community. Students in ICT and CS are
taught to use big upfront designs -which makes sense for learning and experimenting with these methods- but
are not taught the reasons why (or how) to deviate from textbook definitions.

In the remainder of this paper, the following subjects are addressed. In Section 8, the research questions and
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research design are described. The approaches are introduced in Section 8. Section 8 describes the ‘Just enough
Documentation‘ approach. Next, in Section 8, ‘Executable Documentation’ is explained, and in Section 8 the
approach with ‘Automated Text Analysis’ is described. In Section 8, the Threats to Validity are described.
Finally, conclusions and future research are described in Section 8.

8.2 Research Design

8.2.1 Research Questions
The research questions are defined as documentation-related questions, which incorporate knowledge questions.
The approaches follow a previous systematic mapping study [20] and a case study [21], and fit within the
research cycle of a literature review [21], field research [20], the construction of approaches (this paper), and
finally a validation of the approaches (future research). In Figure 8.3, the phases are depicted.
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ecosystem.
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Modern tools and technologies to retrieve information and transform it into documentation
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Figure 8.3: Studies in this research project.

The objective of this study is defined in the main research question: What are the necessary and suffi-
cient conditions to acquire, build and transfer knowledge about software products in CSD while threatened by
increasing knowledge vaporization? ‘Necessary conditions’ refers to the minimal requirements for an event to
occur. ‘Sufficient conditions’ make the event to actually occur. A necessary condition alone is not sufficient.
A simple example can make this clear. The necessary condition for delivering working software is a combina-
tion of ‘knowledge’, ‘skills’, ‘attitude’, and ‘effort’. However, these necessary conditions for working software
become sufficient when knowledge, skills, attitude, and effort are in a specific balance. A simple example for
a sufficient condition without being necessary is “you used Angular instead of React for the front-end” where
a framework is required but not which framework is actually used. ‘Acquiring knowledge’ refers to the knowl-
edge that is required before starting a project or iteration. ‘Building’ refers to the progressive insights while
developing the software. ‘Transferring knowledge’ refers to the knowledge that is required by others such as
operators, maintainers, end-users, or new developers. With ‘software product’, we refer to all phases from
concept to retirement; activities including design, architecting, development; and artifacts -both executable
and non-executable. ‘CSD’ is an umbrella term for Agile, Lean, and DevOps values, principles, practices, and
tools and processes. The term ‘knowledge vaporization’ refers to the practice of loose, natural, and informal
communication about the software product.

The main research question leads to the following three research questions:
RQ1: For approach ‘Just Enough Upfront’ documentation to start a project or an iteration:

1.A. What are necessary and sufficient conditions to take into account for this approach?
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1.B. What are the defining characteristics that distinguish it from other approaches?
1.C. What are the artifacts that are in use with this approach?

RQ2: For approach ‘Executable Documentation’ to transfer knowledge about a software product:
2.A. What are necessary and sufficient conditions to take into account for this approach?
2.B. What are the defining characteristics that distinguish it from other approaches?
2.C. What are the artifacts that are in use with this approach?

RQ3: For approach ‘Automated Text Analytics’ using NLP for retrieving design decisions:
3.A. What are necessary and sufficient conditions to take into account for this approach?
3.B. What are the defining characteristics that distinguish it from other approaches?
3.C. What are the artifacts that are in use with this approach?

8.2.2 A Conceptual Research Framework for Constructing Approaches
In order to account for our way of constructing the approaches, we first consider the distinction between theo-
retical sciences and empirical sciences. The main concern for theoretical sciences is striving for methodological
improvements that enable the growth of knowledge and reasoning. The main concern for empirical sciences is
delivering designs that start with discovering a problem and end with the invention of a solution. The frame-
work that we use to construct the approaches involves the empirical science viewpoint, in particular that of
software engineering. It is presented in Figure 8.4. The dynamic part depicts a flow that starts from discovering
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Figure 8.4: The Conceptual Research Framework.

phenomena that define the problem and ends with the invention of a solution. The discovery of phenomena
refers to observations in a platonic (έιδος, eidos) universe, Kantian noumenal world but also observations of phe-
nomena in the tradition of the British empiricists such as Locke and Hume. With the invention, actual changes
are made in the context.3 Obviously, these phases can pass several iterations. The research paradigms refer
to a distinct set of structured beliefs and behaviors to address ontological and epistemological questions [240].
Researchers try to establish logical and causal relations between phenomena with inference mechanisms. With

3Compare this with the discovery of mathematical objects like numbers, cubes and spheres, and invention of complex numbers.
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deduction, an explanation can be given for phenomena. This does not lead to new knowledge in general but
only for the researchers involved. Induction might lead to new knowledge, but this inference mechanism is
not logically valid if not all cases can be tested. With abduction, hypotheses can be falsified [241]. This is
the weakest form of logical reasoning but is often used. Statistical inference mechanisms are mathematical
approaches to describe events and are often used in empirical sciences such as engineering, social or medical
sciences. Methodologies are distinct from methods in that the ‘-logy’ suffix refers to an understanding and
description of an applied method (that is, without the ‘-logy’). The research methodologies describe concepts
about the collection and interpretation of observations. A systematic mapping study based on Petersen, Feldt,
Mujtaba, et al. [103] and Kitchenham and Charters [222] has been conducted to investigate what others already
have researched. In the case studies, we investigated the data in a practitioner’s context (education and in-
dustrial) [215]. With grounded theory Stevens, Rohde, Korn, et al. [242] in the mapping study, we categorized
data into groups, groups into categories, categories into concepts including relations between concepts. For this
study, we use Design Science (DS) based on Wieringa [11], March and Smith [243], Simon [244], and Hevner,
March, Park, et al. [245], we applied design science as a solution in practice. The techniques, tools, processes,
and procedures in the approaches will be collected, analyzed, and presented to readers using diagrams.

The framework is used to discover the issues and invent the approaches. The conceptual research framework
is not a linear step-by-step process but an exploration with successes, failures and iterations.

8.3 Approaches for Documentation in CSD
Based on previous research, the approaches in this study are refined using the conceptual research framework,
as presented in Section 8. Design Science is used for discovering the problem and for invention of the solu-
tion [243]. A typical research, according to Wieringa [11], cycle includes a problem investigation, treatment
design, treatment validation and treatment implementation [11]. From the research paradigms, constructivism
is used [244]. A typical inference method for generating a hypothesis, i.e., approaches, is abduction [241]. A
systematic mapping study and validation in the industry with case studies leading to a grounded theory have
been conducted in previous studies [20], [21]. It resulted in the practice of minimal documentation upfront
combined with detailed design for knowledge transfer afterwards, the usage of executable documentation, and
modern tools and technologies to retrieve information and transform it into documentation. Data collection
methods, including questionnaires, surveys, focus groups, and case studies, are used in previous studies [21] by
structuring approaches, defining the conditions and characteristics, and elaborating on artifacts. For valida-
tion, inference to the best explanation, which gives the best hypothesis or theory for the given data, is used.
A set of tools is created with software for data storage, analysis, and the presentation of results.

The first approach is ‘Just Enough Upfront’ to start and complete software design after completion of an
iteration or project. From previous research [20], [21], [S31], it became clear that for upfront documentation,
two necessary conditions must be met: shaping thoughts, and communicating interface descriptions between
(sub)systems. For knowledge transfer, a representative software design is required. Most efficient is to create
a fully detailed software design after all design decisions have been made and the software product is deployed
and operational [3].

The second approach is ‘Executable Documentation’. Traditionally written documentation is hard to keep
up-to-date with the actual code (documentation generated from code or databases by reverse engineering is not
considered because it is already documentation). Documentation cannot be tested and writing it is a tedious
and intrusive task developers want to avoid. However, when writing requirements and specifications upfront
that help verify, validate, and test the software product, the specifications can be human-readable —especially
when using tools like Cucumber4. Furthermore, the human-readable specifications can be executed, so the
document itself can be verified, validated, and tested. Because writing executable specifications shows great
resemblance to the activity of coding software, it is not considered a tedious or intrusive task by developers.

The third approach concerns ‘Automated Text Analytics’ to retrieve distributed information about software
products [21]. With this, we have two objectives in mind. The first objective is to extract relevant information
from distributed tools for designated stakeholders. Such tools can range from PowerPoint to Git commit
messages. The second objective is to understand the motives for decisions. Advanced technologies used include
Text Mining and Deep Learning. The novelty refers to the distinction between knowledge –including values,
principles, processes, procedures, methods, techniques, skills, and attitude– required upfront to start, and
knowledge required afterwards to continue, as visualized in Figure 8.1.

4https://cucumber.io/

https://cucumber.io/


113

ID Phase Process Artifact
D1 Upfront Communication between

stakeholders
• Yellow Pages.

D2 Shaping thoughts • Presentation.
D3 • Whiteboard and drawings.
D4 • Lists.
D5 Communication between

systems
• Interface Description Language.

D6 Planning • Plan of Approach.
D7 Building Progressive Insights • Description of Concepts.
D8 Communication between

systems
• References.

D9 Coaching and Control • Results Planning.
D10 • Sandwich of Happiness.
D11 Afterwards Deliverables • Software.
D12 • Git Comments.
D13 • Full Detailed Design.
D14 • Decisions.
D15 Accountability • Compared Planning versus Actual Results.
D16 • Final Sandwich of Happiness.

Table 8.1: Phases, Processes, and Artifacts in Continuous Software Development.

The approaches are explored by applying the conceptual research framework (see Section 8 and Figure 8.4).
The conceptual research framework for empirical sciences shows the process of designing the approaches,
starting with the discovery of the problem and ending with the invention of the solution. The maturity levels
of the approaches are adopted from the Technology Readiness Levels (TRL) [246]. (1) Refers to the two research
paradigms: pragmatism because of abduction and constructivism because of design science. (2) Refers to the
research methods from our previous research: systematic mapping study, case study and grounded research.
With (3), abduction is used as inference mechanism. In (4) the approaches are presented.

8.3.1 ‘Just Enough Upfront’ Documentation to Start a Software Prod-
uct, a Project Or an Iteration
This approach results from a prior study [20]. The conditions, characteristics, and artifacts are elaborated,
explicated, and structured for this approach. When using this approach, the bare minimum to start -and
complete- an iteration is presented. Note that this is the opposite of traditional big upfront software design.
Some domains are excluded from this approach because of regulations or legal requirements for documentation
such as governments, food and drug administration, or the military.

This approach answers two questions. The first question concerns current team members and answers
which knowledge is required to start a project or iteration. The second question concerns which knowledge
is required for new team members and others who did not participate in the design of software products to
continue development or operations. This includes end-users, maintainers, operators or new team members. In
Table 8.1, the artifacts are presented that are in use with this approach, as derived from previous research [20].
They will be discussed below.

Conditions

— The approach for ‘Just Enough Upfront’ documentation to start a project or an iteration does not require
specific definitions upfront.

Characteristics

— Typical of this approach is that it applies to exploratory projects with a TRL lower than or equal to three
where an idea must be validated in a Proof of Concept (PoC) [246]. It fits within the Agile philosophy that
working software is valued over comprehensive documentation [1]. It follows the Lean principle that anything
that does not contribute to the end-product is considered waste [2].

Artifacts

— The enumerated artifacts in this section refer to the three phases of a software project where these artifacts
are in use: knowledge required upfront, required while building, and required afterwards for continuation. Key
for the artifacts are the acquisition, building and distribution of knowledge (especially design decisions) that
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increase productivity and fit within the development processes. The following artifacts are defined for this
approach.

D1. Yellow Pages. This presents an overview of documents, ordered by type, phase and process in CSD. See
Figure 8.2 for an overview of types of documents. This presents an overview of documents, ordered by
type, phase and process in CSD. See The audience for this overview comprises all stakeholders. There is
no specific template. Typical tools are web pages as a starting point from, for example, Confluence and
GitHub pages.

D2. Presentation. The presentation aims at a good mutual understanding between stakeholders about mission,
vision, strategy, and objectives. It is not possible to communicate meaning between sender and receiver,
only symbols, as Shannon and Weaver [5] already pointed out. Furthermore, it is also not possible
for a sender to enforce behavior by a receiver, at least not in an ethical way. Storytelling is a way of
communication that is not exact, engages the audience, and introduces the issues at stake, usually starting
with the solution supported by evidence and reasoning. A starting point to structure the presentation is
by the format of Situation, Complication, Question, Answer (SCQA).

D3. Whiteboard sketches and drawings. These include all whiteboard sketches, drawings and visuals that as-
sist in understanding and communicating objectives, approaches etc. The sketches and drawings are part
of the presentation. From previous studies, it became clear that a format such as UML is not actually
required [20], [21]. Basically, any box-and-line diagram that conveys an idea and achieves mutual under-
standing will do [247]. Ainsworth [248] made clear that a visual diagram leads to better understanding
of relations (causal, logical). Text representations are better for a deeper understanding.

D4. Lists. We have to investigate if lists are a valid approach to deal with complex decision making and
establishing priorities within the dynamics of Agile teams [249], [250]. The following aspect characteristics
are based on Agile decision making as discussed by Rouse [251].

1. Priorities. Refer to the primary objectives for this software product. This includes a description of
what criteria determine order and how they refer to achieving the goals.

2. Long list. Describe selection criteria. Describe the relationship between objectives and selection
criteria. Refer to sources for the long list, e.g., Google trends5, benchmark sites such as databases6,
jobs7, trending technologies on Gartner hype cycle8, and Thoughtworks9. Other aspects such as
economic, legal, social, environmental, etc., are valid as well [252]. The number of items on the long
list varies between 15 to 25, depending on context.

3. Shortlist. Make clear what defines the scope of relevant techniques. The number of items on the
long list varies between 3 and 5, depending on context. A shortlist with only one item and no
alternatives is not convincing.

4. Features of framework, library, tool, process, and the like. Describe the distinctive features for each
item, including the fit for purpose. These distinctive features as such are not positive or negative.
These features become an advantage or disadvantage when there is also an explicit judgment on the
contribution of features to the objective.

5. Comparison. The feature comparison is a table with features on one dimension and techniques on
the other, showing an evaluation of suitability. Also, adding a -kind of- scoring such as yes/no, a
scale of 0-5, or -/0/+ contributes to getting grip on the matter. Scoring is an indication and not a
calculation, so it is not a spreadsheet exercise but can be useful for quantitative analysis and support
qualitative analysis.

The audience include stakeholders and development team.
D5. Codified Interface Description. This is a codified, formal document that describes endpoints, types, paths,

filters, and variables between modules, components and (sub)systems. It includes the response time,
such as in real-time batch or queuing mechanisms. Architectural patterns include pub/sub messaging in
event driven architectures, protocols such as Representational State Transfer (REST), SOAP, JavaScript
Object Notification (JSON) or XML-RPC, and technologies such as Common Object Request Broker
Architecture (CORBA), Apache Kafka or Message Queuing. The audience is the development team, or a
team related to external systems. The best templates are tools to manage interfaces such as REST API
descriptions. These tools can be found, for instance, on https://swagger.io/, https://www.apollographql.
com or any other Interface Definition Language (IDL).

5https://trends.google.com
6http://db-engines.com/en/ranking
7https://www.indeed.com/
8https://www.gartner.com/en/research/methodologies/gartner-hype-cycle
9https://www.thoughtworks.com/radar

https://swagger.io/
https://www.apollographql.com
https://www.apollographql.com
https://trends.google.com
http://db-engines.com/en/ranking
https://www.indeed.com/
https://www.gartner.com/en/research/methodologies/gartner-hype-cycle
https://www.thoughtworks.com/radar
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D6. Plan of Approach. Elaborating on the systematic review by Abrahamsson, Warsta, Siponen, et al. [253]
and empirical research by Dybå and Dingsøyr [254], the main contents of a plan in CSD are:

1. Results. This includes delivery dates, quality criteria, and methods for securing results such as a
definition of done (user story), acceptance criteria (tasks), or other SMART definitions.

2. Resources. This includes prerequisites such as tools, licenses, and access to experts.
3. Constraints. These refer to decisions from the past that affect current decisions.
4. Risks. We identify two categories of risk: lack of insight and a lack of control. A lack of insights

refers to situations where you have to make decisions without sufficient information. A lack of
control refers to situations where you can not carry out interventions. Risk mitigation strategies
and contingency plans must accompany the description of risks.

A plan usually changes with progressive insights. For accountability, the original plan is required to
compare planned results with actual outcomes. Contributors and users of a plan are developers, product
owners, and managers. Tools such as Trello10 or Jira11 are preferred for documenting and tracking user
stories, tasks, or issues.

D7. Description of Concepts. This refers to mental presentations such as ‘beliefs,’ ‘doubts’, or any other
relevant notions used in understanding, reasoning, communication, and discussion in order to understand
the subject matter better or convince others to carry out the desired behavior. Typical in CSD are values
(as expressed by actions and behavior of a team or community), principles (the explication of values in
writings such as mission/vision/strategy statements or a code of conduct), best practices (experiences
from the past with the desired outcome), and tools, processes and procedures (means and guidelines to
perform actions). Any template that assists in reaching these objectives will do. Commonly in use for
developers in CSD are 4+1 from Kruchten [S178] and C4 from Brown [210]. The audience is the team
members.

D8. References. Typical for Agile projects are progressive insights. To keep track of these, a description
of new and redefined concepts is required. When it comes to new concepts, to get acquainted with the
subject area and to find a balanced view on it, a literature review Kitchenham and Charters [222] and
a systematic mapping study Petersen, Feldt, Mujtaba, et al. [103] are useful. Additionally, when much
is published in blogs, reports or websites other than peer reviewed journals or conferences, then the
guidelines for gray literature from Zhi, Garousi-Yusifoğlu, Sun, et al. [255] can be helpful.
Striving for completeness involves the following types of inferences:

1. Authentic references identify publications where a concept is introduced or coined and that are the
oldest publication to do this.

2. Authoritative references are the ones with the highest number of citations. Note that inherently,
older papers often have more citations than new publications.

3. Actual references are those that have been trending in the last few (two to four) years.
D9. Result Planning. The Result Planning (RP) is planning of verifiable objectives and a short description

of achievements [33]. The achievement description is either a link to a repository, a link to a live
document, or a short description of why the objective is not met. The primary goal for the RP is
continuous improvement by being explicit on objectives and accountability. The audience are coaches
and developers. A template is available at https://theotheunissen.nl/results.

D10. Sandwich of Happiness (SoH). This is an introspection, reflection, and outlook on the realization of
results and processes [33]. This can range from a commitment to results, personal thoughts, social aspects,
or any other factors that had an effect. The primary audience is coaches and developers. An extended
description and template can be found on https://theotheunissen.nl/happiness

D11. Software. This refers to executable files including source code, scripts, and executable specifications
such as CI/CD, DDL, or DML. Contributors are the development team, and users of the documentation
are operators and new team members.

D12. Git Comments. These refer to a meaningful description in natural language of modifications in the
source files. It is not required to explicitly describe the differences between old and new code because
they can easily be found by comparing commits. The audience is the development team, including new
team members. Templates can be found on https://github.com/devspace/awesome-github-templates

D13. Full Detailed Design. The full detailed software design is created after a significant iteration: only
after completing the software product in an iteration, an accurate description can be made. Any time
sooner might result in inaccurate descriptions because of potential changes, such as progressive insights.

10https://trello.com/
11https://www.atlassian.com/software/jira

https://theotheunissen.nl/results
https://theotheunissen.nl/happiness
https://github.com/devspace/awesome-github-templates
https://trello.com/
https://www.atlassian.com/software/jira
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The purpose of the software design is to distribute knowledge about the delivered state of the software
product. This design includes decisions with alternatives. The audience is stakeholders, especially the
development team, including new team members. Any template can be used that follows the tradi-
tional Software Requirements Specification (SRS) [256], Software Architecture Description (SAD) [90]
and Software Design Description (SDD) [91]. Also, C4 [210] or 4+1 from Kruchten [S178] can serve as
template.

D14. Decisions. With decisions, an assessment is made of, based on argumentation. ‘Forces’ influence the
decisions and can be a trade-off. For example, user-friendliness and safety are sometimes contrary forces.
Stakeholders make decisions, and the audience is the stakeholders in a category for which the force is
relevant, e.g., customers, developers, end-users, managers. Architecture decisions are typically hard to
make at the beginning of the design of a software product, but costly when changed later in the process.
Templates can be found in the pattern community12, Architecture Decision Record (ADR)s13, or Decision
Centric Architecture Review (DCAR) [257].

D15. Comparing Planned versus Actual Results. Accountability of the outcome follows when comparing
the plan of approach with the achieved results, for budgetary, contractual, and performative reasons.
Typically, the bare minimum is delivering what has been agreed upon. However, typical for CSD projects
is the use of progressive insights that often lead to redefining objectives or approaches. Keep in mind that
a Minimum Viable Product (MVP) is to be learned from, not to shipped as with a Minimum Marketable
Product (MMP) [258]. Typical assessments are comparisons between assignments and delivered results.
Next are planned versus actual resources such as time and Full-time Equivalent (FTE), budget, knowledge,
skills—furthermore, the comparison of constraints that reveal implicit choices or tacit knowledge that
has been used. The last assessment is the actual management of risks. The difference between this
comparison and the RP (see D9) is that this comparison applies to the completed life cycle of a project
or software product.

D16. Final Sandwich of Happiness. See D10 for a description. It differs from its intermediate counterpart in
that its scope of time is larger than with the SoH. It now applies to a period covering multiple iterations.
The length of the final SoH lies between a half and full A4 page. The positive and negative items and
improvements apply to observations between iterations, or to the most significant actions. The audience
are peers in the team and coaches.

This approach, ‘Just enough Upfront’, answers the first research question. It counts 16 artifacts, of which
whiteboard drawings, a Codified Interface Description, a Plan of Approach, and Design decisions are a few of
these. There are no specific conditions for this approach. It can be applied to any maturity level of a software
product and from parts of a software product to a complete operational system. Typical characteristics of this
approach are exploratory projects where concepts, requirements, or specifications are not well defined. In terms
of TRL, this applies to a PoC, levels smaller than or equal to three. In other phases, such as prototype, pilot,
and production, it fits for Agile processes where working software is valued over comprehensive documentation.

Furthermore, it answers questions about “what is required upfront for an individual developer to start?”
and “what is required afterward to continue, deploy, maintain and use the software product?” Most significant
is that big upfront design is instead a throw-away document than transferable knowledge on the software
product.

8.3.2 ‘Executable Documentation’

With Executable Documentation (ED), we refer to any artifact related to a software product except the source
code, that defines, transforms, or distributes knowledge that can be executed. In Table 8.2, artifacts related
to ED are listed.

Furthermore, ED can be tested because it can be executed. Traditional documentation in Word or Wikis,
such as Confluence, can be validated for syntax and grammar, but this is not related in any way to the
executable source code. ED can be executed just as any other executable source code. Next, ED is non-
intrusive. Developers like writing source code, not writing documentation. With ED, the activity of coding
has the same characteristics as writing documentation.

As shown in Figure 8.1, knowledge acquiring, knowledge building, and distributing knowledge also applies
to executable documentation.

12https://wiki.c2.com/?PatternCommunity
13https://adr.github.io/

https://wiki.c2.com/?PatternCommunity
https://adr.github.io/
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ID Phase Process Artifact
E1 Upfront Defining what has to be done. • Executable Requirements.
E2 Defining how it has to be done. • Executable Specifications.
E3 Using knowledge from previous ex-

periences.
•Templates, Frameworks, Libraries, APIs.

E4 Quality control. •Tests (TDD, BDD, Acceptance Test
Driven Development (ATDD)).

E5 Management. • Definition of Done, Acceptance Crite-
ria, Specific, Measurable, Acceptable, Rel-
evant, Time-bound (SMART) KPIs.

E6 Afterwards Speeding up the CI/CD cycle. • Infrastructure-as-code.
E7 Retrieving knowledge about soft-

ware products.
• Reverse Engineering.

E8 Saving executable knowledge for
future development.

• Enhanced Templates, Frameworks, Li-
braries, APIs.

E9 Accountability • Accountability and Actionable Data.

Table 8.2: Phases, Processes, and Artifacts in Continuous Software Development. All artifacts refer to exe-
cutable code.

Delivery
Distributing Knowledge

Upfront
Defining Knowledge

Development
Transforming Knowledge

Executable Requirements

Executable Specifications

Frameworks, Libraries, APIs
Tests (TDD, BDD, ATDD)

Plan with Metrics

Infrastructure-as-code

Reverse Engineering

Enhanced Frameworks,
Libraries and APIs
Accountability with 
Actionable Data

����������������������������� ���������������������

Figure 8.5: Executable documentation in consecutive phases.

Requirements

— Using Executable Documentation for development implies a well-defined set of requirements and specifi-
cations. It is not efficient while exploring an idea to start with tests because it would take too much time to
re-iterate over the tests for what and how requirements and specifications would act.

Characteristics

— Defining characteristics of ED are that it is never out-of-sync, and it is just another representation of the
software. Inline documentation within executable code is not part of ED as it is the same type of description as
external documentation such as Word. Furthermore, documentation within source code is often not updated
when the code itself is updated and also out-of-sync. Areas where ED is not the best option are situations
where both problem and solution have to be explored, such as in TRL level 3 or lower for defining a PoC.
Because of the many iterations in an exploratory phase, the approach with ED might take too much time,
and the effort may therefore be too costly. Fast TTM is typical for projects that need to be ahead of the
competition and keep pace with legislation [259].

Artifacts

— The following artifacts are defined in this approach.
E1. Executable Requirements. Requirements in a design define what a software product aims to achieve,

such as business goals, legal obligations, or societal objectives. This applies to all phases of a life cycle
of a software product, including understanding, simulating, implementing, deployment, operations, and
retirement [260]. Requirements should be described in such a way that all stakeholders are able to
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understand what is meant by them. Typical testing approaches are BDD, and ATDD where the input
and output of a system is tested. Generally, requirements should be understood by all stakeholders.

E2. Executable Specifications. Specifications define how a software product is designed to achieve objectives
and are an elaboration on the requirements. Specifications are typically defined for developers to under-
stand and implement. A standard testing approach for specifications is TDD where the components of a
black box of a system are tested.

E3. Templates, Frameworks, Libraries, APIs. These are examples of knowledge, best practices, or procedures
that have a track record, saved as executable code, that gives development a head start. The template,
framework, library, or API can be improved with progressive insights at the end of an iteration. A library
is an arbitrary set of methods or procedures that developers can use and that typically does not prescribe a
specific way of using it. Examples of libraries as a set of functions are graphical or mathematical libraries.
A framework is a cohesive set of methods that operate together and are designed by a specific philosophy.
Examples are front-end frameworks (Angular14, React Native15) or Object Relational Mapping (ORM)
frameworks such as Hibernate16 or Sequelize17). The template has the most structure and least freedom
for developers. All knowledge about the system is reduced to a set of questions a developer has to answer
to install or operate a system. Typical examples for templates are questions asked during the installation
of a software package.

E4. Definition of Done, Acceptance Criteria, SMART KPIs. A Definition of Done is used with user stories
to verify that all requirements have been met [261]. A typical form of a user story is ‘As <role>, I want
<feature> because of <rational>’. A Definition of Done (DoD) is a rather formal definition of what
the objective is . However, it is not specific enough to verify that criteria have been met on delivery of
the fuzzy and not specific definition. In Scrum, a user story is usually split up in workable tasks. The
validation of the criteria for tasks are defined in acceptance criteria. These are much more specific than
in a DoD. Acceptance criteria can be defined in tests such as TDD or BDD.

E5. Tests (TDD, BDD, ATDD). An arbitrary categorization for tests is following the categories as mentioned
in ISO/IEC-25010 [205]. This includes functional and non-functional categories such as scalability and
security.

BDD

Blackbox

Input

��������

�����
Input

Output

TDD

TDD

TDD

������������
ATDD

Figure 8.6: TDD, BDD, and ATDD and where they do apply to a software product.

TDD refers to unit tests to assist developers validating specifications. It focuses on small parts of the
system that typically are part of the black box of a system [59], [262], [263].
BDD is is the testing of the behavior of the system, based on related input and expected output18 [264], [265].
ATDD refers to capturing and validating requirements by analyzing user stories [266], [267], [268].

14http://angular.io/
15https://reactnative.dev/
16https://hibernate.org/
17https://sequelize.org/
18https://www.behaviourdriven.org/

http://angular.io/
https://reactnative.dev/
https://hibernate.org/
https://sequelize.org/
https://www.behaviourdriven.org/
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E6. Infrastructure-as-code. This concept is about the automated testing, integration, deployment, and delivery
of source code, commonly in use the CI/CD and DevOps community [73]. The code refers to scripts that
are easy to read for humans or developers without the need to have explicit knowledge about the systems.
A typical language is YAML19, a relatively easy-to-read mark-up language. Examples for provisioning a
system are Ansible20 or GitOps [269].

E7. Reverse Engineering. With reverse engineering, we refer to any design artifacts that can be retrieved or
constructed by analyzing, in retrospect, some source code, database DDL or DML, API, or infrastructure.
Basically, anything that can be reverse-engineered is not required to be specified because it can always be
produced, the source code being the ‘single source of truth’. What is missing, however, are descriptions
and decisions. Remember that documentation in source code is not reliable because this can easily be
out-of-sync. Whenever executable code is updated, the in-line documentation is not necessarily updated.

E8. Enhanced Templates, Frameworks, Libraries, APIs. The enhancements refer to the new iteration of the
template, framework, library, or API. Nah, Faja, and Cata [270] and Ghezzi [271] describe five categories
of maintenance that apply to the evolution of software which applies to CSD too. These are:

1. Corrective maintenance, indicating fixing bugs and correcting faults.
2. Adaptive maintenance, implying new features and new demands in a changing context.
3. Perfective maintenance, which refers to refactoring code, optimizing code, or improvements.
4. Preventive maintenance, which refers to refactoring code to keep up with possible changes in the

future.
5. User support points at assisting users in using the system.

E9. Accountability and Actionable Data. Accountability is closely related to metrics on DoD for user stories,
acceptance criteria for tasks or other kinds of (SMART) verifiable results. Furthermore, the deviation
must be explained when planned results do not match achieved results, either positive or negative.
Following Theunissen, Overbeek, and Hoppenbrouwers [33] concerning the Result Planning and Sandwich
of Happiness, it does not make sense to have a plan of approach without taking accountability. It does
not make sense to take accountability when only reporting events without planning.
Actionable data refers to a subset of big data that, by (automated) analysis, is transformed into insights
that require immediate action which can be acted upon [272]. Typically, it is both more effective and
efficient to influence causes than being responsive to effects. However, when (external) causes are not
under control, the effort is to mitigate unwanted results or elude a backup plan.

‘Executable Documentation‘ answers the second research question. It counts nine artifacts, of which frame-
works, templates, libraries, and APIs are a few of these, including TDD and BDD, and infrastructure-as-code.
Conditions for this approach are that concept, requirements, and requirements must be well-defined upfront. It
can be applied to any maturity level of a software product and from parts of a software product to a complete
operational system. Typical characteristics of this approach are that it is used in pipelines for CI/CD, is fit for
DevOps, and fast TTM. It does not apply to PoC where requirements and specifications are not well defined
because it would take too long to develop requirements, specifications, tests, and code. The maturity for the
phases are prototypes, pilots, and production.

This approach, ‘Executable Documentation’, makes clear that question about “what is required upfront for
an individual developer to start?” and “what is required afterward to continue, deploy, maintain and use the
software product?” assumes that requirements and specifications are well defined. Most significant is that big
upfront design is instead a throw-away document than transferable knowledge on the software product. In
terms of TRL, this applies to a prototype and pilot, levels larger than four.

8.3.3 Using ‘Automated Text Analytics’ for Retrieving Design Deci-
sions in Different Types of Information
This section explores automated text analytics as a candidate approach for automatically capturing unstruc-
tured information such as natural language. The natural language entities we focus on are Git commit messages.
The reason for focusing on Git commit messages is that this type of information is commonly available with
source code while, for example, white-board sketches are not publicly available. Furthermore, the source code
can be read for what it should do and how it should execute the code. The reasons for modifications, however,
cannot be read from the code. The reason for the change is outside the code in tools such as Jira for tasks or
Confluence for epics and explanations. Most close to the source code is Git as a source control management

19https://yaml.org/
20https://www.ansible.com

https://yaml.org/
https://www.ansible.com


120 CHAPTER 8. NOVEL APPROACHES

ID Phase Process Artifact
A1 Upfront Source Code • Git Comments.
A2 Building Text Mining • Search Categories and Search Terms.
A3 • Statistics: Bag of Words (BoW), Term Frequency (TF),

Inverse Document Frequency (IDF), Term Frequency-
Inverse Document Frequency (TFIDF).

A4 • Annotated data.
A5 Deep Learning • Model.
A6 • Pretrained Model or Transfer Learning.
A7 • Hyperparameter Settings.
A8 Afterwards • Finding Design Decisions in different Types of Informa-

tion.

Table 8.3: Candidate Artifacts in Automated Text Analytics.

system. The Pull Requests are most helpful in documenting why a change has been committed. It should be
investigated if a reason for the change should accompany every commit.

In Table 8.3, the artifacts are shown that are in use with this approach.
After the ‘AI Winters’, occurring because of failure to deliver on promises [273], [274], ending around 1993,

a range of neural networks came into existence such as Convolutional Neural Network (CNN)s, [275] for image
processing and Recurrent Neural Network (RNN)s [276] for language processing, visually beautifully explained
by Veen [277]. Figure 8.7 presents text mining and deep learning as a pipeline for language processing.

A special note for this section concerns the documentation of the artifacts itself. The artifacts do reveal
knowledge about the software product, but need to be documented itself as well.

Requirements

— Using NLP for retrieving design decisions from Git comments requires verbose and structured comments.
Typically, Git comments describe what the change is and not why the change is made [278]. What has been
changed is easily retrieved by comparing the diffs or applying the rule that source code is the single source of
truth (SSOT) [279].

Characteristics

— Using NLP for retrieving design decisions by automatic extraction of causal relations from natural language
as Git comments is a relatively new area of expertise. In a secondary study, Yang, Han, and Poon [280] points
to machine learning using advances in statistical text analytics that come available. We consider it applicable in
all development processes, including waterfall, and not limited to iterative, incremental development processes.
It also applies to all maturity levels of the TRL.

Artifacts

— The following artifacts are defined in this approach.
A1. Git Comments. Git comments have already been discussed in D12. For this approach, the Git comments

are the source for the data analysis. The NLP term in use is ‘corpus’ (D). Candidates for the individual
‘documents’ (d) are the comments or branches. N refers to the number of documents in D.

A2. Search Categories and Search Terms. Search categories are closely related to types of modifications.
Motta, Gomes e Souza, and Sant’Anna [281] summarizes four categories: Architectural Description Lan-
guages (keywords of the five most cited ADLs in Google Scholar), Not-Functional Requirements (the top
seven emergent topics in Google Scholar), Architectural Styles (from the two most cited books in Google
Scholar on software architecture), Architectural Constraints and Related terms. From these categories, a
list of 452 search terms can be derived. In Table 8.4, commit types based on Anonymous [278] are shown.

A3. Statistics: BoW, TF, IDF, TFIDF. Table 8.5 presents an overview of statistical text mining methods
in use. The search terms are processed by a stemmer and a lemmatizer, as well as all the text from the
Git commit messages. A stemmer is a rather rigorous -compared to a lemmatizer- chopper that cuts
common prefixes or suffixes from inflected words. For the English language, the Porter stemmer is in
common use [282]. A lemmatizer takes into account the morphological analysis of words. One of the
relevant distinctions between both methods for this approach of documentation is that stemming is less
important for meaning whereas lemmatization takes meaning into account.

A4. Annotated Data. This refers to classification and labeling data to identify features for a knowledge
domain. Based on this limited set of annotated data and other settings, the neural network can process
unprepared data.
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ID Title Description
build Builds Changes that affect the build system or external dependencies (ex-

ample scopes: gulp, broccoli, npm)
ci Continuous In-

tegration
Changes to the Continuous Integration (CI) configuration files and
scripts (example scopes: Ansible, Travis, Circle, BrowserStack,
SauceLabs)

docs Documentation Documentation only changes
feat Features A new feature
fix Bug Fixes A bug fix
perf Performance

Improvements
A code change that improves performance

refactor Code Refac-
toring

A code change that neither fixes a bug nor adds a feature

style Styles Changes that do not affect the meaning of code (white-space, for-
matting, missing semi-colons, etc)

test Tests Adding missing tests or correcting existing tests

Table 8.4: Conventional commit types for Git. The most relevant are Features and Bug Fixes.

ID Calculation Description Notation
T1 Bag of Words Counting the total number of unique terms

per document.
ft,d

T2 Term Frequency • tf(t, d) denotes the number of unique
terms per document, divided by the total
number of terms
• t

′
refers to a unique term

• d refers to a document. A document
refers to all unique commits in a branch
in a repository.

tf(t, d) =
ft,d∑

t
′∈d

f
t
′
,d

T3 Inverse Document
Frequency

• idf(t,D) is the logarithmically scaled
inverse fraction of the documents that
contain the term (obtained by dividing
the total number of documents by the
number of documents containing
the term, and then taking the logarithm
of that quotient, where:
• N refers to the corpus, the total number
of documents. Also N = |D|.
• |{d ∈ D ÷ t ∈ d}| is the number
of documents with term t. Also Nt.
To prevent division by zero, the denominator
is written as (1 + Nt)

idf(t,D) = log
N

|{d ∈ D ÷ t ∈ d}|
idf(t,D) = log

N

1 + Nt

T4 Term Frequency-
Inverse Document
Frequency (TFIDF)

• tdidf(t, d,D) refers to the number
of documents d in corpus D
a term t appears in, or the relevance
of a word in a document related to all
documents with that word.
• t refers to the search term.
• d refers to the documents.
• D refers the number of documents in
the corpus.
• tf(t, d) is the TF. See T2 for
an explanation.
• idf(t,D) is the IDF. See T3 for
an explanation.

tdidf(t, d,D) = tf(t, d) × idf(t,D)

Table 8.5: Statistical methods for NLP and Text Mining.

A5. Model. A model in this context is defined as the layout of a set of layers, nodes and connections between
the cells, including weights of connectors, summation function, and activation function. Different models,
also referred to as ‘neural network architecture’, have different applications. E.g. a model for image
recognition has another layout and other nodes and connections than a model for text processing [283].
Text is sequential data and documents and sentences can have different lengths.

A6. Pretrained Model or Transfer Learning.] With a pretrained model, experiences from previous training
sessions with similar tasks can be used to speed up development. Bozinovski [284] already in 1976
introduced transfer learning. An example for NLP is BERT [285] that is in use at Google.

A7. Hyperparameter Settings. Hyperparameters are variables that are not part of the model but define how
the model will operate. There is a trade-off between accuracy and speed of training and using the model
based on the values of the hyperparameters. Typical settings are displayed in Table 8.6.

A8. Finding Design Decisions in different Types of Information. The objective of the types of information
(Figure 8.2) is to convey an understanding for why decisions are taken for the specific software design.
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Model Parameter Hyperparameter
Internal to the model. External to the model.
Value can be derived from data. Value cannot be derived from data.
Estimated with historical data during
training.

Manually set before training using heuristics from
the practitioner.

Examples:
• Weights;
• Biases.

Examples of defining model architecture:
• Number of hidden layers and hidden units;
• Kernel size, stride, padding, pooling size.
Examples of training optimization:
• Learning rate;
• Activation function;
• Number of epochs;
• Number and size of batches.

Table 8.6: Difference between model parameters and hyperparameters.

Different stakeholders –such as developer, end-user, customer, and manager– have different needs for
information.

The third research question, ‘Automated Text Analytics’, is answered by this approach. The approach counts
the eight most prominent artifacts: annotated data, model, hyperparameters, and transfer learning. The tool
for source management control, i.e. Git, is most relevant because it is most close to the source without the
need for other tools. Conditions for this approach are verbose Git comments. This approach is a new area of
expertise to retrieve design decisions based on causal relations out of the text. It can be applied in all maturity
levels where text is used. NLP is used for retrieving design decisions.

This approach, ‘Automated Text Analytics’, aims to reveal design decisions from existing documentation,
particularly Git commit messages. This approach is most useful in phases when there are Git Commit messages
in place but can be extended to all natural language media such as chats, mail, Confluence, and Jira.

8.4 Threats to Validity

For the previous studies ([20], [21]), the threats were addressed as follows. The initial search process identified
threats concerning study selection, where the set of candidate papers for primary studies is selected, and the
study filtering, where the final set of primary studies is determined. This threat was addressed by including
the most used digital libraries in this area, which are also commonly used in secondary studies in software
engineering. Typical examples are the selection of digital libraries, search string construction, and study selec-
tion bias. Threats concerning data validity were identified in the data extraction and analysis phases. Typical
examples include data collection bias and publication bias. The risk of retrieving a small sample was mitigated
by constructing a search string that could zoom in from a domain with over approximately 35.000 studies to
about 200 relevant papers to answer the research questions. The threat of choosing the correct variables to
be extracted was addressed through extensive discussions between the authors. The threat of publication bias
(most identified primary studies coming from specific venues) was mitigated by snowballing. Furthermore, we
addressed the threat of inadequate validity of primary studies through the inclusion criteria by only looking
at peer-reviewed venues. Threats about research validity were identified over the whole mapping study and
concerned the research design. Typical examples are generalizability and coverage of research questions. Ex-
tensive discussions among the authors mitigate the threat of the chosen research method bias, and the rationale
of our decision is clearly described in the study design section. Furthermore, the authors have also discussed
the choice and coverage of the research questions in multiple iterations. Regarding the generalizability of our
results, they only apply within the scope of documentation in continuous software development.

Wieringa [11] defines the following threats to validity, applicable to this study:
1. Descriptive validity is the degree of support for a descriptive inference that refers to the accuracy, ob-

jectivity, and credibility of the information gathered. This threat is mitigated by using triangulation in
methods and data. The methods are the a systematic mapping study, interviews, and case study. The
data consist of literature, non-executable artifacts such as Git, the Atlassian21 stack and other documents.

21https://www.atlassian.com/

https://www.atlassian.com/
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RQ Approach Conditions Characteristics Artifacts
RQ1 Just Enough Upfront Not specified. Exploratory projects.

Most applicable TRL: ≤3
Fit for Agile practices.

#: 16, of which most relevant:
• Whiteboard Drawings, Sketches
• Codified interface descriptions,
• Plan of Approach,
• Design decisions,
• Accountability.

RQ2 Executable
Documentation

‘What’ and ‘why’
must be well defined
upfront.

Pipelines for CI/CD
Applicable TRL: 4≤9
Fit for DevOps.
Fast TTM.

#: 9, of which most relevant:
• Frameworks, Templates,
• TDD, BDD,
• Infrastructure-as-code

RQ3 Automated Text
Analytics

Verbose Git
comments.

Rather new area of expertise.
Applicable TRL: 1≤9
NLP for retrieving
design decisions.

#: 8, of which most relevant:
• Annotated data, Model,
• Hyperparameter settings,
• Transfer learning

Table 8.7: Answers to Research Questions.

2. Internal validity is the degree of support for explanations using causal relationships. This threat is
mitigated by structuring the results from previous studies, defining sufficient and necessary conditions,
and characteristics for the approaches.

3. External validity is the degree of support for the generalization of a theory so that is applicable in other
domains then were the cases originate. This threat is not applicable because we focus on domain of
software engineering and not other domains.

4. Construct validity is the degree to which inferences from phenomena to construct are justified.
5. Statistical conclusion validity is the degree of support for statistical inference. This threat is not applicable

when defining approaches such as in this study.

8.5 Conclusions, Discussion and Future Research
Common to the research questions are requirements and characteristics for the three approaches. Documenta-
tion in CSD is about knowledge collection, knowledge building, and knowledge transfer to start (‘what do I need
to start?’), continue or deliver (‘what do others need to continue?’) a software product. With ‘knowledge’, we
refer to all types of actionable information, including stakeholder concerns, requirements, specifications, source
code, Git comments, end-user documentation, and values. People, including developers, tend to minimize the
time and quality spent on documentation of a software product, so there is an urge to find novel ways to collect,
transform and distribute knowledge.

In Figure 8.8 are the research questions displayed in relation to each other included with context. RQ1
applies to all phases but is more used in exploratory projects. For RQ2, requirements and specifications
must be defined. RQ3 applies primarily to all phases where source-code is created or modified. The research
questions for each phase relate to knowledge that is required upfront for the developer, knowledge that is
build up while developing, and knowledge that is required afterwards by others to continue, use, operate and
maintain. Table 8.7 shows the answers in brief to the research questions. A common characteristic concerns
the acquisition, building, and transfer of knowledge.

To answer the first research question, the first approach to ‘Just Enough Upfront’ documentation to start
was introduced. There are no specific requirements for this approach. Characteristics are that it applies more
to exploratory projects where there are uncertainties about stakeholder concerns, technology, and process.
This is typical for projects in the concept phase and a TRL lower than or equal to three. This approach is
typical for projects where fast TTM is key to keeping up with competition or legislation. It is fit for Lean and
Agile practices. There were sixteen artifacts identified, of which the most relevant are upfront: whiteboard
sketches, codified interface description, and plan of approach. On delivery the documented design decisions
and accountability artifacts were most relevant.

The second approach concerns ‘Executable Documentation’. This approach requires well-defined projects,
objectives, and targets to define specifications. The ‘what’ (requirements) and ‘how’ (specifications) must be
well-described upfront. Typical for this approach are pipelines with CI/CD to achieve fast TTM. A typical
process for this approach is DevOps. Infrastructure-as-code is typically part of the pipeline. There were
nine artifacts identified, of which the most relevant are upfront: tests such as TDD and BDD. Furthermore,
frameworks and templates are used upfront, and increments are added during development.

The third approach is about ‘Automated Text Analytics’. A requirement is that Git comments are verbose
and well-structured in English to retrieve helpful information. It is a relatively new area of expertise to use
NLP for retrieving design decisions from git comments. The approach can be helpful for waterfall and iterative,
incremental, processes. Contrary to the other approaches, the process method is not relevant. Eight artifacts
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were identified, of which the most relevant are: annotated data, a model architecture, hyperparameter settings,
and transfer learning.

8.5.1 Discussion of the Constructing of the Approaches
It is not possible to observe relations. This includes logical or statistical inferences. However, using cognition
and mental models, relations can be validated in the case of inference methods such as deduction, induction,
or statistical reasoning. There is no cognitive or mental model for causal inferences to validate these relations.
One might infer a relation between identical events occurring after identical causes, but the relationship cannot
be proven. This is a well-known problem in validating relations between observations but even harder when
defining hypotheses or, in this study, approaches. The approaches are hypotheses that only in the weakest
logical form, i.e. using abduction, can be formulated.

For the research paradigms, we consider two paradigms as relevant. At first, ‘pragmatism’ because abductive
reasoning was introduced by Peirce, Houser, and Kloesel [223]. Second, ‘constructivism’ is the paradigm that
March and Smith [243] consider to be applicable for design science.

8.5.2 Discussion of the Results: Novel Approaches Including Require-
ments, Characteristics, and Artifacts
The merits and applicability of artifacts including requirements and characteristics must be evaluated based
on data from observations. The evaluation of approaches is typically tested in research methods such as case
studies and data collection methods such as questionnaires, interviews, and applied statistics. See Figure 8.4
for the research methods and data collection methods. Causal relations cannot be observed. So, for validation,
qualitative and quantitative data collection and analysis methods will be used that support or reject correlation.

8.5.3 Future Research
In future research, the proposed approaches will be evaluated. Candidate methods for evaluation are case
studies, focus group studies and interviews. Through exploratory research, we already found indications for
most of the artifacts. However, it requires further research to establish the necessary and sufficient requirements
for which specific situations the approaches and artifacts are appropriate. For instance, additional textual
communication such as chat conversations or mail probably contain design decisions as well.

An interesting avenue for future research involves the upfront condition for a codified interface description.
In this study, it concerns the communication between sub systems. However, communication between people
contributes to a better understanding for anything that is not documented or needs clarification. A communi-
cation protocol for team members becomes relevant in geographically distributed teams where team members
have no face to face contact. So, the communication between people is of future interest.

Additionally, the third approach that describes the gap for automated analytics for natural language can
be extended for reading whiteboard sketches by processing visual information. This third approach would then
be extended with Automated Visual Analytics.
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Find Open Source repositories
#Contributors, #Commits

Loading data
X, Y = load_data()

Collect and prepare data
See process for Text mining

Instantiate the model
model = MakeModel()

Train the model
model.fit(X, Y)

Evaluate the model
model.score(X,Y)

Use the model
model.predict(X,Y)

Clean up and prepare data
Only words, Porter Stemmer, Lemmatizer

Database with commit messages
Authors, Dates, statistics

Find keywords in commit messages
Keywords based on literature

Classify commit messages
Categories based on literature

Vectorization and feature engineering
Binary Terms, BoW-TF, Normalized TF, 

Normalized TF-IDF

Stop
Stop

Start

Process: Machine Learning pipeline Process: Text Mining pipeline

Start

Figure 8.7: Pipelines for Text Mining and Machine Learning.
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Figure 8.8: Relation between research questions, maturity, and completeness of the software product for each
phase from Idea to Production.



Chapter 9

Evaluation of Approaches for
Documentation in CSD1

Abstract With the adoption of values, principles, practices, tools and processes from Agile, Lean,
and DevOps, knowledge preservation has become a serious issue because documentation is largely
left out. We identify two questions that are relevant for knowledge acquisition and distribution
concerning design decisions, rationales, or reasons for code change. The first concerns which
knowledge is required upfront to start a project. The second question concerns continuation
after initial development and addresses which knowledge is required by those who deploy, use or
maintain a software product. We evaluate two relevant approaches for alleviating the issues, which
are ‘Just enough Upfront’ and ‘Executable Documentation’, with a total of 25 related artifacts.
For the evaluation, we conducted a case study supported by a literature review, organizational
and project metrics, and a survey. We looked into closed source-code and closed classified source-
code. We found two conclusive remarks. First, git commit messages typically contain what
has been changed but not why source-code has been changed. Design decisions, rationale, or
reasons for code change should be saved as close as possible to the source-code with Git Pull
Requests. Second, knowledge about a software product is not only written down in artifacts but
is also a social construction between team members. Keywords Artifacts, Continuous Software
Development, Documentation, Executable Documentation, Just enough Upfront

9.1 Introduction
This study concerns the evaluation of novel approaches to documentation in CSD. CSD is an umbrella term that
covers values, principles, practices, tools and processes from Agile, Lean, and DevOps [20]. Characteristics
of CSD are that information about a software product is distributed across all tools which hold code and
other (non)executable artifacts that stakeholders require to start an iteration or keep continuing an iteration.
Another characteristic is that knowledge is loose, informal, and communicated in meetings such as daily
stand-ups, leading to a risk of knowledge evaporation. In a previous study [19], we looked into information
about software products, primarily to Git commit messages from open source repositories. In this study, we
evaluate two approaches: ‘Just enough Upfront’ and ‘Executable Documentation’ concerning the characteristics
of CSD. The first approach concerns ‘just enough knowledge about stakeholder concerns, requirements, and
specifications to start development’. The distribution of knowledge takes place through delivery of a design
afterward, including design decisions. This approach is typically used for fast TTM situations. The second
approach covers more mature projects where requirements and specifications are used at the start of TDD and

1This work was originally published as:

Theunissen, T., Hoppenbrouwers., S., & Overbeek., S. (2023). Evaluation of Approaches for Documentation in Continuous Software
Development. Proceedings of the 18th International Conference on Evaluation of Novel Approaches to Software Engineering -
ENASE, 404–411. doi:10.5220/0011846200003464
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BDD.
To evaluate the approaches with artifacts, we studied practical usages in industry of artifacts with closed

source code. ‘Closed source code’ refers to software which is not publicly available, including information about
the software. Moreover, some code bases are also classified and are not even available to everyone within the
organization studied. Special clearances were required, or developers had to be disconnected from the internet.
Reasons were (national) security, privacy, or protecting (national) infrastructure against threats.

9.1.1 Research Project and Related Studies

Exploring domain and issues in 
academia and industry.

Preliminiary 
Studies

Desk research: what have 
others  researched, published

using Systematic Mapping Study?

Literature 
Review, SMS

Field research: Are outcomes 
from lit. review applicable 

in the industry?

Case
Studies

‘Just enough Upfront’
‘Executable Documentation’

`Automatic Text Analytics’

Constructing
Novel Approaches

Academic research, 
Industry practices, 

Educational lecturers 
and students

Does it work as intended, 
are the assumptions valid?

Validating
Approaches

Utilizing Results

Results

Results
 a. A wide range of tools are used for all steps in the life cycle of a software product. 
 b. Information is distributed about the software product across all those tools and not stored in a central repository. 
 c. To better understand the software products, the following media elements must be taken into account: the types of information, the 

tools, tool-stacks and ecosystems to manage the (types of) information, and the amount of structure.
 d. Tools include tool stacks, ecosystems, the types of information and amount of structure; they define the content of the message.
 e. The amount of structural variety of information defines the value for information creation and retrieval, including the tools to process 

that information. Documentation is considered an information type that is processed through tools in a software development 
ecosystem.

In this study, approaches are structured, the conditions, characteristics, and artifacts are elaborated, 
and explicated.

1.
2.
3.

The practice of minimal documentation upfront combined with detailed design for knowledge transfer afterwards
The usage of executable documentation
Modern tools and technologies to retrieve information and transform it into documentation

In this study: the approaches

Figure 9.1: Phases in Research Project. This study concerns the evaluation, depicted in green.

This study concerns the evaluation of approaches to knowledge preservation in a research project that started
with preliminary studies to explore the IT-engineering domain and knowledge preservation problems [30], [S31],
[S32]. Following the preliminary study, a systematic mapping study was performed to find out what others
have found already [20]. Following the literature review, the case studies in industry set out to validate the
mapping studies and discover new issues, including the distribution of information about software products
across a software development ecosystem [21]. In the construction phase, novel approaches such as ‘Just enough
Upfront’ and ’Executable Documentation’, including artifacts concerned, were described to cover the issues [19].
See Figure 9.1 for an overview.

In previous research, three novel approaches were constructed in response to the findings [19], of which two
are evaluated and discussed in the current paper. These approaches are:
Just enough Upfront This approach leaves out big upfront design and encourages starting development as
soon as possible. Agility in adapting to change is motivated by the progressive insight that leads to modi-
fied requirements and specifications, as inherent to CSD. There are no obstacles for applying this approach.
Characteristics of the approach are that it is best used for exploratory projects. Exploration is typical for
TRL ≤3 with PoC, but its exploration is also applicable to more mature phases such as prototyping, doing
pilots, and taking software into production. The approach fits Agile and Lean practices. There are sixteen
relevant artifacts, of which whiteboard sketches and a IDL plan are most relevant upfront. After delivery,
design decisions and accountability are most applicable.
Executable Documentation This concerns any artifact related to a software product that is executable and
is relatively easy to read by non-technical persons. Conditions are requirements (what), and specifications
(how) that must be well-defined upfront. Characteristic for this approach is the use of pipelines in CI/CD [19].
The maturity level in TRL is 4≤9. It is suitable for DevOps and accommodates fast TTM. Of the nine relevant
artifacts, frameworks, templates, libraries, and APIs are the most relevant. Typical processes are TDD and
BDD. Developers and operators meet over infrastructure-as-code where concerns match, for instance for fast
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TTM.
We found that Git commit messages typically contain what has been changed, and sometimes how the

modification works. Documenting what has been changed is easily retrieved by looking at the differences
between commits. Following the principle that Single Source of Truth (SSOT) conveys the ultimate truth [279],
experienced developers and novice developers both can find out how the source code works by reading it.
However, design decisions that document why the modification was made can hardly be found. Tools like
Confluence and Jira are the tools mentioned by developers that record design decisions.

9.2 Research Design

9.2.1 Research Questions
RQ1 What are the necessary and sufficient conditions for evaluating our novel approaches of documentation

in CSD?
This question concerns the research method to achieve rigor by demonstrating transparency and repeata-
bility.

RQ2 For both approaches, which of the artifacts were used, are missing, or need adjustments of conditions
and characteristics?
This question examines in detail the claims for merits.

RQ3 What are defining characteristics of obstacles that need to be resolved for implementing the novel ap-
proaches in industrial and educational context?
This question is a preparation for utilizing the approaches in actual usage.

9.2.2 Research Methods
In previous research, we used DS to construct and validate the novel approaches [11]. We will continue with
DS for evaluating the approaches using case studies as proposed by Wieringa [11]. Case studies are used for
data collection, following Yin [286]; see Figure 9.3. According to Wieringa [11, p. 31], validation concerns
the assessment of potential usage of (in our case) novel approaches and their construction. Evaluation is
the assessment of novel approaches, justified by assessing the actual outcomes compared with the intended
outcomes. Assessment methods for validation are formative and summative judgments [287], [288]. Below,
definitions for the judgments are given.

1. Theory evaluation includes formative validity and summative validity [288].
2. Formative validity refers to the process of building a new theory or approaches. A key characteristic is

transparency [287].
3. Summative validity refers to the sum of the results of the theories or approach. It is achieved through

artifact evaluation [287].
Figure 9.2 depicts the start, finish, process steps, and intermediate results. The intermediate results are

explained in terms of data collection, analysis, and interpretation in the following sections.

9.3 Data Collection
We conducted nine case studies in five organizations with 28 units of analysis. One organization is commercial,
one organization is educational, and three others are governmental. From five organizations, we consulted the
participants with semi-structured interviews, studied non-executable artifacts such as documentation in tools
(including Git commit messages), and reviewed source code. In Figure 9.3, the case studies are presented.
In selecting the organizations, we targeted two specific approaches, i.e., exclusively ‘Just enough Upfront’ or
’Executable Documentation’.

9.3.1 A Myriad of Tools That Contain Information
The motivation for collecting this data is that it contributes to answering RQ2 and RQ3. A second motivation
for collecting this data is that in previous research [21], we found that modern software development ecosystems
include many tools that hold information about software products. This ranges from tools for capturing
loose and informal communication, such as whiteboard sketches and natural language, to constructing source
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Figure 9.2: Study Design Process.

code and configuration data. For knowledge management, all organizations use Confluence, Jira, and Git.
Confluence is the designated tool for all kinds of documentation, including design decisions. Jira is typically
used for task and process management, and Git is used for source management control. See Figure 9.4 for the
collected data.

9.3.2 Tenure of Team and Age of Repositories
The motivation for collecting this data is that it supports answering RQ2 and RQ3. A second motivation is
that knowledge preservation becomes more relevant with applications aging because of the risk of knowledge
vaporization. A team with senior developers working for years on an application or in the same organization
shares embodied and tacit knowledge about values, principles, practices, and tools and processes, including
changes over the years. See Figure 9.5 for the collected data.

9.3.3 Just Enough Upfront
The reason for collecting this data is that it contributes to answering RQ2 and RQ3. Furthermore, this data
supports and suggests modifying conditions, characteristics, practices, and use cases for the previously [19]
defined artifacts. See Figure 9.6 for the usage of the artifacts. Interviewees mentioned knowledge elicitation
that compensates for missing artifacts, as an upfront activity in an educational context.

9.3.4 Executable Documentation
The reason for collecting this data is that it contributes to answering RQ2 and RQ3. Furthermore, this data
supports and suggests modifying conditions, characteristics, practices and use cases for the previously [19]
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defined artifacts. See Figure 9.7 for the data. This data is skewed because it is not used in the educational
organization.
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Figure 9.6: Usage of Artifacts for ’Just enough Upfront’ across all organizations.

9.4 Data Analysis
Data analysis concerns the process of bringing order, structure, and meaning to the pile of collected data [289,
p. 399]. Furthermore, remarkable results and omissions are mentioned. For this study, we assessed if the
approaches and artifacts did have the intended outcomes. With this, we follow the summative assessment from
DS.

9.4.1 A Myriad of Tools That Contain Information
Using a software development ecosystem entails that information about the software product is distributed
across all tools in the ecosystem. Designated tools are used for specific types of information. For this research
project, we are interested in design decisions. Only three tools were used for this type of information in all
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Figure 9.7: Usage of Artifacts for ’Executable Documentation’ across all organizations.

organizations studied. These tools are Confluence, as a repository for knowledge about the software product,
Jira, for task management, and Git, primarily for source code. For the range of types of information, varying
from loosely communicated natural language and sketches on one side of the spectrum, to constructed source
code that can compile to running applications on the other, design decisions are not stored in other tools. It
may very well be possible that descriptions, interpretations and explanations as answers to questions might be
stored in chats, emails or spoken language. However, we excluded these types of communication since they are
not realistically retrievable. A typical workflow mentioned by the participants outlines the process as writing

Confluence Jira Git
• Epics
• User Stories
• Design Decisions

• Tasks
• Subtasks

• Source-code
• Commit Messages
• Pull Requests

Figure 9.8: Typical workflow across all studied organizations.

epics and user stories in Confluence. Tasks from the user stories are managed with Jira, source code is stored
in Git, and the comments can be limited to just the task number from Jira. Within this flow, code traceability
from task to user story to epic should be guaranteed for knowledge preservation such as design decisions. See
Figure 9.8. The flow matches with literature [20] and suggestions from Atlassian2.

Observations from the case studies.
1. No Confluence or Jira for running software products. One of the organizations shuts down

instances of Confluence and Jira at the end of a project. The end of a project does not entail the
retirement of the software product, only that information is lost about the software product. For that
organization, the Git commit messages only contain a task number, and the rationale for the code changes
could not be retrieved. This leads to knowledge evaporation.

2. Tooling without design decisions. Another organization did not store design decisions and had to
rely on a rather fuzzy vision without requirements or specifications for implementation. This organization

2https://www.atlassian.com/agile/project-management/user-stories

https://www.atlassian.com/agile/project-management/user-stories
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became aware of the lack of recorded design decisions and started to store these decisions in hindsight.
3. Short lived projects. For the educational organization, knowledge preservation is not relevant. The

lifetime from start to retirement is only one term (8, 16 weeks). Students are required to learn to use
standards like a SRS [290], SAD [90] or SDD [91]. Knowledge vaporization is immanent in this context.

4. Migrations of tools over the years. One organization has used software for dozens of years. In-
formation about the software product must be available for over 40 to 50 years. Migration of tools did
happen from paper to photocopies organized in a hierarchical file structure on disks to optical character
recognition and eventually to Confluence.

5. No design decisions in Git. No organization mentioned keeping design decisions in Git. Discussing
this made sense for participants, but it is no actual practice.

9.4.2 Tenure of Team and Age of Repositories
Compared with data from the U.S. [291], team members in the studied organizations keep working for the
same organization much longer, except for the educational organization. This is a big difference compared to
the tenures for developers in big tech companies, which is less than three years [292].

Observations from the case studies.
1. Educational contexts require no history nor seniority. Students are involved in a project for a

short time, and maintenance or support is not part of the program. The teams investigated are larger
than in the industry. The team in the educational organization consists of 20 to 25 developers and is
divided into sub-teams working on sub-systems. The primary objective for students is to pass the course
and project, not to maintain or support a software product. Students remember tools, techniques, and
processes rather than design decisions.

2. Team with history in an organization - Sharing knowledge. One of the participants explained
that employees in non-profit organizations earn less money than in commercial companies but are more
loyal to the organization. Some organizations have a network of family members.
Employees stay much longer in the three governmental organizations than in commercial organizations.
Team members have a history of past decisions, which is relevant because not all decisions are docu-
mented. This positively affects knowledge preservation, even if it is not documented. The memory of
undocumented historic decisions is not identified as an artifact in the literature.

3. Life span of software. The moderate age of software repositories is six years, with a Gaussian distri-
bution ranging from 1 year to 12 years [293]. The distribution is skewed with mode and median left from
the mean because newer software is in use more than older software. The software can age for dozens of
years for one of the studied organizations. This software is part of cyber-physical systems such as frigates
and submarines.

9.4.3 Just Enough Upfront
Observations from the case studies:

1. Artifacts always used. Some artifacts were always used, for example presentations, source code, and
commit messages. Presentations are helpful in transferring knowledge that can serve as input for a project
or iteration because the mix of high-level diagrams supports understanding of causal and logical relations
between concepts. Depth can be obtained by supporting text accompanying the diagrams [248]. Source
code serves as a single source of truth and reveals what the software product does and how it works
through close reading by (experienced) developers. It does not explain why the software product works.
Tools like Confluence or Jira are often used to record the reasons for modifications. For Git, individual
commit messages were not valuable, as mentioned by several respondents. However, Pull Requests are
in use that “should contain design decisions” instead of ordinary commit messages.

2. Artifacts never used. Some artifacts, such as references and a final SoH, were never used. The artifacts
SoH and RP are not familiar in most organizations, but assessments and retrospection are common across
all organizations.

3. Knowledge distributed across software development ecosystem. In previous studies, we found
that nowadays, many tools are in use that store pieces of information about software products [21] which
remains true. However, design decisions, rationales, and reasons for change are typically stored in tools
like Confluence or Jira.

4. Design decisions keeping close to source code. Source code is the SSOT. Developers can read the
source code and understand what it does and how it works. However, the reason why the source code
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is as it is cannot be retrieved from the source code itself. Typical tools in use are Confluence and Jira.
We incorrectly expected that design decisions were stored as close as possible to source code, and not in
other tools. To emphasize this point: one organization decided to turn off Confluence and Jira because
the project was operational. As a result, the knowledge related to the project was gone.

9.4.4 Executable Documentation
Observations from the case studies:

1. Artifacts always used.There are no artifacts concerning ED that are always used across all organiza-
tions.

2. Artifacts never used. ED is not used in many organizations, see Figure 9.7. Only a few organizations
practice it. An exception concerns TDD. The highest score is because participants prefer other tests,
especially unit tests. This type of testing often concerns the ‘happy flow’. TDD aims at writing tests that
fail. In the case studies, one organization used ED for all projects in their division. This organization did
not use any other documentation for knowledge acquisition or knowledge transfer. This implies a lack of
testing of the software product. Developers mentioned reasons such as test cases that made it possible
to reverse-engineer software that should be kept secret. Another organization with long-term software
products (> 30 years) relies solely on its developers. Developers are not connected to the internet to
‘google’ an answer or use publicly available libraries and frameworks for security reasons.

9.5 Data Interpretation
In this section, the most remarkable results will be presented, being either a confirmation or a rejection of
proposed artifacts. Artifacts such as presentations, whiteboard sketches, software, and git commits are used
by all participants. Furthermore, following RQ3, defining characteristics for obstacles to implementation will
be mentioned.

1. Relax on design upfront. Developers can start a project or iteration as soon as requirements and
specifications are sufficient. Longer contemplation does not prevent progressive insights, especially in an
educational context where progressive insights are implicit in the process and objectives.
No obstacle hinders the implementation of relaxing on upfront design. Relaxing does not imply becoming
sloppy. The effort starts with remembering values, principles, practices, and tools and processes to make
proper judgments on requirements and priorities.

2. Strict on codified interface description. Integration of (sub)systems is always hard, it also happens
at the end (when deadlines are approaching), and the blame falls on others. Starting with, and holding
on to, a codified interface prevents integration issues.
Barriers to integration are related to being accountable for results one has no control over: the other
(sub)systems, teams or external parties. This leads to short-sighted vision, losing the big picture and
shared responsibilities.

3. Knowledge is social. Not all knowledge is stored in artifacts. Participants across all organizations
mentioned that design decisions, rationales, or reasons for change are not documented. For some orga-
nizations, where security, reliability, or confidentially are critical, knowledge about the software product
is in the hearts and minds of senior developers. Knowledge is shared in meetings, conversations, or
presentations. People are loyal to their organization, and knowledge stays within the organization. This
supports knowledge preservation.
There is a remarkable distinction between open source code, closed source code, and closed classified
source code. Open source has the best quality of documentation. Closed source code has the poorest
quality, with sometimes only a Jira task number. Closed classified source relies on a loyal team of senior
team members to answer questions from new team members.
A risk for accepting that knowledge could be found in social interaction concerns teams with a high
change rate of team members, including changes caused by internal reorganizations. The organizations
we researched do not pay the highest salaries, but team members have been loyal to the organization
over the years.

4. Knowledge is primarily NOT distributed across a software development ecosystem. Infor-
mation about the software product is distributed across all tools in a software development ecosystem in
an organization. However, some types of information, such as design decisions, rationales, or reasons for
change, are kept in a single place.
There is no barrier to this result. A communicated modus operandi supports knowledge preservation.
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5. Saving design decisions in Git. It is common practice across all organizations to use Git (GitHub,
GitLab, Bitbucket) for keeping source code. Typically, commit messages do not add much information
about the source code changes as they mention what has been changed or how it works. As design
decisions cannot be retrieved from source code, the best option for keeping this type of information are
git commit messages. Some participants mention that Pull Requests are the designated commit types.
We could not identify a hurdle for keeping design decisions as close to the source code as possible.
Participants could not give a clear reason why not to do so. Speculation from the participants includes
the way of working and tooling. The way of working is a behavioral change, and tooling is a management
decision.

9.6 Threats to Validity

Threats to validity in DS is not a mature discipline [294]. We follow Gonzalez and Sol [288] with formative
and summative assessments to evaluate the treatments. Formative assessment concerns the process of how a
result is achieved, and summative assessment refers to the result (’does it work?’) of the treatment. Wieringa
[11, pp. 128, 138] mentions the following threats for treatment design:

1. Inference support. What are reasonings or statistical schemes to draw valid conclusions based on assump-
tions and observations?

2. Repeatability. Can data sampling and reasoning be reproduced several times, leading to the same con-
clusions by other researchers?

3. Ethics. Does the research harm participants?
4. Interpretation. Does the reader accept the interpretation as a fact?

9.6.1 Inference Support

This risk is mitigated by the verification of assumptions and hypotheses with the participants. An assumption
is a statement that is considered to be valid and proven in an inference of taking to be invalid, which leads to
an invalid conclusion by applying the principle of excluded middle. A hypothesis is considered to be true when
it is not possible to falsify it. Some artifacts, see Figures 9.6 and 9.7 were valid (value ‘All’) and some were
not valid (value ‘None’), and some were inconclusive (other values than ‘None’ or ‘All’).

For this threat, both formative and summative assessments are relevant. The formative assessment considers
the validity of the reasoning process. The summative assessment concerns the validity of assumptions and
hypotheses.

9.6.2 Repeatability

This risk is partially mitigated. For the data sampling, it is mitigated in principle. However, because of the
classified source code of some organizations, clearance level is required3 or legal requirements4 are required.

For this threat, summative assessments are relevant. With this assessment, the repeatability is evaluated
as to whether results can be reproduced, partially when a situation is changed, or can not be reproduced.

9.6.3 Ethics

Internal processes mitigate this risk in organizations by excluding privacy-sensitive data from the research.
Some organizations have a legal task to use violence (military) or detect acts of crime. This could harm people
(enemies, criminals) involved but not society as such. We take a utilitarian ethical viewpoint that values the
happiness of society above the happiness of the individual.

We consider the formative assessment applicable where the process is evaluated.

3‘Verklaring omtrent Gedrag’ (VOG, Certificate of Conduct) or ‘Verklaring van geen bezwaar’ (VGB, Certificate of no Objec-
tion).

4‘Wet op de Openbaarheid van Bestuur’ (WOB, ‘Dutch Freedom of Information Act’).
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9.6.4 Interpretation
This risk is mitigated by method and data triangulation. We used a literature review, case studies, and a survey
to have several methods. Furthermore, we used semi-structured interviews, executable and non-executable
artifacts, and data from a survey.

For this threat, both formative and summative assessments are applicable. The formative assessment
concerns the process of collecting and interpreting the data. For the summative assessment, results might
differ because of progressing insight, whereas a different result might emerge with identical assumptions and
hypotheses.

9.7 Conclusions and Future Work
We have three research questions to answer.

The first research question concerns the necessary and sufficient conditions to use approaches and artifacts.
Shared values, principles, practices, tools, and processes are critical for necessary and sufficient conditions.

The second research question assesses the actual usage of approaches and artifacts. ’Just enough Upfront’
is an approach that is used across all organizations, or is considered appealing. Some artifacts are constantly in
use: presentations, whiteboard diagrams, plans of approach, software, and commit messages. Some are never
used, such as references and final SoH. For the approach ‘Executable Documentation’, no conclusive artifacts
are included or excluded. The artifacts that were most in use are tests.

The third research question concerns the defining characteristics of barriers to implementing the approaches
and artifacts. An obstacle mentioned across all organizations concerns unconfirmed, loose deviations from
prescribed processes, or interfering objectives. Examples of loose deviations of prescribed processes are left-
outs of ceremonies of textbook definitions of Scrum or Scaled Agile Framework (SAFe).

Conclusive remarks concern one observation and one consideration. The observation is about the social
construction of knowledge, where knowledge is not a mere act of intellect or rational or intelligible epistemic
contemplation. The consideration concerns design decisions, rationales, or reasons for change that should be
saved as close as possible to the source code in Git. What and how of the source code can be read in the code.
A rationale cannot be retrieved from the source code. A separation of source code and design decisions does
not contribute to knowledge preservation.

9.7.1 Future Work
Future work concerns the implementation of the outcomes in an educational and a professional context. Specif-
ically, the ‘Just enough Upfront’ approach is a candidate for implementation, including the most used artifacts.
Secondly, an effort must made to save design decisions with Git Pull Requests.
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Chapter 10

Conclusion

10.1 Research Questions
The main objective and research question of this research project is:

What are the necessary and sufficient conditions for effective communication with just enough doc-
umentation in CSD obtaining insight and control to start building, delivering, maintaining, and
continuously using a software product?

Conditions are an arrangement for a specific situation, as in a hypothesis or conjecture, that is applicable.
Next, there is a difference between necessary and sufficient conditions, which logically and causally relate to
each other. Necessary conditions refer to minimal requirements for an event to occur, although not sufficient.
An example of a necessary condition is a minimum of documentation that is required for deployment, usage,
or maintenance. In contrast, extensive documentation can still be insufficient because incomprehensible to
understand what, how, or why. Sufficient conditions concern satisfactory requirements for an event to occur,
although not necessary. For example, knowledge preservation can be obtained by multiple types of repre-
sentation, such as text, diagrams, or personal explanations. None of these is exclusively required. Effective
communication refers to the receiver of the information who acts as intended by the sender. The expression
‘just enough’ applies to the bare minimum of information for obtaining results.

Writers and readers need to have common ground for communication in order to understand and agree on
the essentials of objectives, requirements, and specifications for the software product involved. This requires
clear and concise communication focusing on those essentials.

The objective is investigated through three research questions.
RQ1 Why is knowledge acquisition, building, preserving, and revealing in CSD, leading to knowledge vapor-

ization, a hard problem?
We found the following issues that make knowledge hard to acquire, build, and distribute: Developers
often prioritize coding over tasks such as documentation, meetings, presentations, or other activities that
hinder their productivity in producing working code. However, this leads to a dispersion of knowledge
about the software product across multiple tools in the development ecosystem, lacking a central repos-
itory. Consequently, team members do not store or share design decisions, rationales, and reasons for
change. Also, incomplete or inaccurate interface descriptions further complicate the integration of sub-
systems. These challenges can be attributed to the Agile Manifesto’s emphasis on working software over
comprehensive documentation, categorizing non-value-adding activities as waste. Similarly, achieving fast
TTM through infrastructure as code takes precedence in DevOps. As a result, developers often use these
principles as excuses to forgo investing time in knowledge acquisition and distribution. However, effec-
tive team communication becomes increasingly difficult when dealing with factors such as rapid changes,
geographical dispersion, diverse time zones, and cultural or language barriers. Establishing a common
understanding of values, priorities, and knowledge becomes essential for clear and concise communication
among team members.
Next, epistemological questions about the nature of knowledge and the relation between the mind and
reality make it even more difficult. This classical problem has been researched for the last 2500 years
without conclusive answers. Additionally, there has been a cultural shift towards shorter attention spans
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ID Phase Process Artifact
D1 Upfront Communication between stakeholders • Yellow Pages.
D2 Shaping thoughts • Presentation.
D3 • Whiteboard and drawings.
D4 • Lists.
D5 Communication between systems • Interface Description Language.
D6 Planning • Plan of Approach.
D7 Building Progressive Insights • Description of Concepts.
D8 Communication between systems • References.
D9 Coaching and Control • Results Planning.
D10 • Sandwich of Happiness.
D11 Afterwards Deliverables • Software.
D12 • Git Comments.
D13 • Full Detailed Design.
D14 • Decisions.
D15 Accountability • Compared Planning versus Actual Results.
D16 • Final Sandwich of Happiness.

Table 10.1: Phases, Processes, and Artifacts for Approach ‘Just Enough Upfront’.

and a different way of processing information among those who have grown up with digital technology,
known as ‘digital natives’, compared to ‘traditional’ paper book readers.

RQ2 What are defining and contextual characteristics for CSD?
We use CSD as an umbrella term that is characterized by:

1. Values, principles, practices, tools, and processes from Agile, Lean, and DevOps;
2. Fast TTM because of market demands, competition, technological innovations, or legal requirements;
3. Using CI/CD for continuous testing, integration, and automated delivery;
4. Challenges such as a complex multitude of interconnected systems, external third party systems

that are out of control, or a high degree of uncertainty;
5. Activities in the complete life cycle of a software product, from concept to end-of-life;
6. The software development ecosystem with a variety of tools from conceptualizing to monitoring

production systems;
7. Distributed information about a software product across all tools in a software development ecosys-

tem. There is no central repository that stores all information;
8. The continuously changing state of a software product due to external factors, new features, bugs,

and progressive insights;
9. Involvement of web applications, mobile applications, and enterprise systems for communication

between back-end and front-end;
RQ3 Which documentation artifacts are required: a) upfront for you to start a project or an iteration, b)

while building with team members the software product, and c) afterward by others for deployment, main-
tenance, and usage -in short: continuation- of a software product?

First, we have found that the aspect of continuity, besides software development, also applies to continuous
learning. To accommodate continuous learning, we introduced two complementary methods: the first
is RP, and the second the SoH. The RP assesses achieved results, whether successful or not. Activities
are defined as smartish results, one significant, relevant result per team member per part of a day,
i.e., the morning or the afternoon. So, a team of five members has ten results per week. Over time,
results are getting more relevant and contribute significantly more to the end product. The SoH is a
reflection and introspection on the process of the production of the results. There are three questions to
answer: 1) Looking backward, what was successful, were contributions, lessons learned, or are you proud
of; in short: what was good? 2) Looking backward, what were failures, irritations, frustrations, and
misguided ambitions, should be avoided; in short: what was bad? 3) Looking forward, show adaptability
for continuous change, the balance between overestimated competencies and underestimated difficulties,
and balance between anxiety and boredom, defined by smartish KPIs.
Furthermore, for continuous learning, two methods were described. These are the RP and SoH. The
proposed RP is planning divided into significant, relevant results per half a day per team member, e.g.,
a team of five members defines ten significant, relevant results per week. It includes an assessment of
obtained results, whether successful or not including. Accountability is a link to a commit hash, updated
results when successful, or a brief explanation for failure. The RP is complemented with a SoH.
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ID Phase Process Artifact
E1 Upfront Defining what has to be done. • Executable Requirements.
E2 Defining how it has to be done. • Executable Specifications.
E3 Using knowledge from previous experi-

ences.
•Templates, Frameworks, Libraries, APIs.

E4 Quality control. •Tests (TDD, BDD, ATDD).
E5 Management. • Definition of Done, Acceptance Criteria,

SMART KPIs.
E6 Afterwards Speeding up the CI/CD cycle. • Infrastructure-as-code.
E7 Retrieving knowledge about software

products.
• Reverse Engineering.

E8 Saving executable knowledge for future
development.

• Enhanced Templates, Frameworks, Li-
braries, APIs.

E9 Accountability • Accountability and Actionable Data.

Table 10.2: Phases, Processes, and Artifacts for Approach ‘Executable Documentation’.

ID Phase Process Artifact
A1 Upfront Source Code • Git Comments.
A2 Building Text Mining • Search Categories and Search Terms.
A3 • Statistics: BoW, TF, IDF, TFIDF.
A4 • Annotated data.
A5 Deep Learning • Model.
A6 • Pretrained Model or Transfer Learning.
A7 • Hyperparameter Settings.
A8 Afterwards • Finding Design Decisions in Different

Types of Information.

Table 10.3: Phases, Processes, and Artifacts for Approach ‘Automated Text Analysis’.

10.2 Contributions

This research contributes to three communities: academia, industry, and education.

10.2.1 Academic Researchers
The primary contribution concerns approaches with artifacts for documentation used in acquiring knowledge
upfront and the distribution of knowledge after the delivery of the software product. The approaches are ‘Just
Enough Upfront’ with sixteen artifacts, ‘Executable Documentation’ with nine artifacts, and ‘Automated Text
Analysis’ with eight artifacts. Table 10.4 shows the key characteristics

We identified conditions and characteristics for the approaches. Characteristics concern the maturity from
idea to production. Approaches change during the life cycle of a software project while requirements, the
technology of choice, and processes get better defined. Although discovering architecture decisions after the
software product has been released is not new, see, for example: [295], [296]. Our approach, ‘Automated
Text Analysis’, adds two aspects. The first is saving design decisions, rationale, or reasons for a change in git
commit messages and pull requests. The second aspect is identifying causal relations in text with NLP to reveal
architecture decisions made possible by recent developments in Artificial Neural Network (ANN). Furthermore,
we found that information about a software product is distributed across many tools in a software development
ecosystem instead of stored in one single repository. We showed that specific types of information are stored
in specific tools at specific places, such as design decisions in Git.

Approach Conditions Characteristics Artifacts
Just Enough Upfront Not specified. Exploratory projects.

Most applicable TRL: ≤3
Fit for Agile practices.

#: 16, of which most relevant:
• Whiteboard Drawings, Sketches
• Codified interface descriptions,
• Plan of Approach,
• Design decisions,
• Accountability.

Executable
Documentation

‘What’ and ‘why’
must be well defined
upfront.

Pipelines for CI/CD
Applicable TRL: 4≤9
Fit for DevOps.
Fast TTM.

#: 9, of which most relevant:
• Frameworks, Templates,
• TDD, BDD,
• Infrastructure-as-code

Automated Text
Analytics

Verbose Git
comments.

Rather new area of expertise.
Applicable TRL: 1≤9
NLP for retrieving
design decisions.

#: 8, of which most relevant:
• Annotated data, Model,
• Hyperparameter settings,
• Transfer learning

Table 10.4: Key Conditions, Characteristics, and Artifacts per Approach.
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With developments in Large Language Model (LLM)s since December 2022, such as ChatGPT1, outlooks
are promising for identifying logical and causal relations in text pointing to design decisions, rationale, or
reasons for a change in software. The availability of a small version of LLM with Llama2 from Meta[297] makes
it possible to run pre-trained models on laptops. However, as has been found in our research, results depend
on verbose git comments for revealing meaningful design decisions.

10.2.2 Practitioners in the Industry
We found confirmation of the TL;DR habit. At the same time, practitioners underlined the urge for knowledge
preservation. Dynamics in the industry demand fast TTM with multiple drivers, including technological
innovations, legal requirements, competition, bugs, and new features. We found that the approach ‘Just Enough
Upfront’ is sufficient to start developing if stakeholders have only a blurry view of objectives, requirements, and
specifications as long as it can be communicated in a presentation. There is not always a need for formalized
UML documents. A second aspect requires more attention than typically is paid. This concerns a codified
interface description of the communication between (sub)systems. For projects that are characterized by well-
defined requirements, proven technology, and CI/CD pipelines, the approach with ‘Executable Documentation’
assists in knowledge preservation and fast TTM.

10.2.3 Teachers and Students in Education
The most important contribution for students is using progressive insights in projects. From a didactic point
of view, spending a significant amount of time learning how to do knowledge elicitation, defining requirements,
and next specifying details using templates and UML is a good start. The same applies to defining a plan of
approach. For students, the dynamics of fast TTM do not apply, but progressive insights and making errors
are part of a learning process. The approach ‘Just Enough Upfront’ defines artifacts for this approach. Last
but not least, the approaches and artifacts save time for both students and teachers to be more efficient for
‘Just Enough Upfront’ and ‘Executable Documentation’.

Teachers and students benefit from the aforementioned approaches in an educational context. Students do
not like to read and write, and the same applies to teachers who have to read many documents on reflection
and knowledge preservation of students.

1. Start with writing down why changes are made in source-code for junior students. Use Git commit
messages for documenting design decisions. Students better understand stakeholder concerns, algorithms,
and end-user feedback if they describe the reasons for starting, building, or retiring changes in projects.

2. Relax on big upfront design. In an educational context, progressive insights are welcomed.
3. Relax on following a plan of approach. In an educational context, progressive insights are welcomed. This

implies a change of objectives, approaches, requirements, specifications, or implementations. Following a
plan in an educational context shows a lack of progressive insights.

4. The interface description of communication between (sub)systems must be stricter. Integration of
(sub)systems is difficult, and an issue in the industry often involves multiple providers. Learning to
think from a detailed view to an abstract overview and from a contextual view of lines of code ensures
an optimal match for issues and implementation.

5. Explore ANN for software engineers, especially RNN for text analysis to reveal design decisions from
text, as opposed to CNN typically used for image data.

10.3 Future Research and Utilizing Results
Utilization of the results of the study in the communities.

10.3.1 Future Research in Academia
Further research on ‘Automated Text Analysis’ to reveal architectural design decisions, rationale, and reasons
for change by identifying causal relations in text using NLP. The scope of Git commit messages and pull

1https://chat.openai.com
2https://github.com/ggerganov/llama.cpp

https://chat.openai.com
https://github.com/ggerganov/llama.cpp
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requests can easily be extended to other textual documents stored in other tools such as Confluence or chat
messages. Another option includes exploring other information types with less structure, such as whiteboard
sketches or saved online video meetings. Furthermore, analyzing types of information with a lesser amount of
structure.

10.3.2 Implementation in Industry
For the industry, the two methods concerning RP and SoH are relevant for CSD. Next, the three approaches with
33 artifacts are all applicable in the industry, although maybe not at the same time and not in all situations. To
be specific, implementation of results in the industry starts with saving design decisions, rationale, and reasons
for change as close to the source as possible, that is, the source-code as in Git where the commit messages and
pull requests contain always why a change is saved. Practitioners should codify an interface strictly so that no
confusion or misunderstanding arises when programming (sub)systems.

10.3.3 Implementation in Education
An artifact that showed effective knowledge preservation is using Git to store design decisions, rationale, and
reasons for a change instead of commenting on what has been changed or how the change affects existing code.

The following items are more value related than the approaches and artifacts ‘Just Enough Upfront’,
‘Executable Documentation’, and ‘Automated Text Analysis’ mentioned in respectively Table 10.1, Table 10.2,
and Table 10.3.

1. Embrace progressive insights is one of the essential parts of learning. Learning methods such as UML.
SRS, SAD or SDD has an edifying goal. However, planning and thinking ahead can be considered
complete if enough information is at hand to start developing. This implies relaxing on big upfront
design and on strictly following a plan of approach.

2. Lessons learned, learning to fail, and learning from errors and failures contribute to a learning process.
This applies specifically to education, where lessons learned are the core of the activities.

3. Emphasize personal qualities and preferences. Some students excel in exploring new concepts, can deal
with uncertainties, and are aware of context, while others feel comfortable understanding instructions,
following procedures, and contributing to efficiency. There is no good or bad related to these qualities.
Both are required in the life cycle of a software product. The SoH emphasize continuous growth in indi-
vidual values by emphasizing introspection and reflection on individual contributions to accomplishments,
both successes, and failures.

4. Learning is both an individual and a social activity. Learning is not so much a product of a rational,
cognitive, individual activity but as much a social construct, including communication on values and facts.
Typical individual activities that are reasons for staying at home instead of coming to class are reading,
practicing, and understanding. Typical reasons to come to class are working together, presenting, and
discussing.

For students and teachers, one of the key concepts for learning is progressive insights, including learning from
mistakes to make better mistakes next time. A detailed UML document upfront contributes only a little to
understanding the issues and gravity of difficulties. It takes a relatively large amount of time that does not
lead to a better understanding or prevention of errors. Short iterations with assessments like the ‘Sandwich of
Happiness’ contribute to both assessing results and providing insights into how the results were achieved.
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Summaries

Nederlandstalige Samenvatting
Met de introductie van het Agile Manifesto, Lean Software Development en DevOps wordt er steeds minder gedocu-
menteerd en is de documentatie van een lagere kwaliteit. Het Agile Manifesto hecht meer waarde aan werkende software
dan aan begrijpelijke documentatie, Lean Software Development veronderstelt dat alles wat niet bijdraagt aan klant-
waarde opgevat moet worden als verspilling en met DevOps is documentatie beperkt tot gecodeerde infrastructuur om
voortdurende wetswijzigingen te volgen en snel de markt op te kunnen.

Naast deze ontwikkelingen valt te onderkennen dat softwareontwikkelaars geen zin hebben om een software product
te documenteren en dat softwareontwikkelaars en andere belanghebbenden geen zin hebben om te lezen, kortom TL;DR
(te lange tekst, ga ik niet lezen). Dit leidt er toe dat ontwikkelaars telkens tijd moeten investeren om te begrijpen wat de
broncode doet en hoe het werkt. Wat niet uit de broncode gehaald kan worden, zijn ontwerpbeslissingen en de rationale
waarom de softwareapplicatie werkt als zodanig. Kennisborging betreft dan ook in de eerste plaats ontwerpbeslissingen
en rationale.

Om kennisverlies te voorkomen zijn twee hoofdonderzoeksvragen gesteld, waarvan de beantwoording heeft geresul-
teerd in drie benaderingen met bijbehorende artefacten. De eerste vraag gaat over welke kennis iemand vooraf nodig
heeft om te beginnen met een project of iteratie. De tweede vraag gaat over welke kennis achteraf nodig is om het werk
van iemand anders te implementeren, te onderhouden of te gebruiken. De benaderingen heten: ‘Just enough Upfront’,
‘Executable Documentation’ en ‘Automatic Text Analysis’. Met ‘Just enough Upfront’ is het voldoende om schetsen te
hebben waarmee een idee gecommuniceerd wordt tussen ontwikkelaars en belanghebbenden. Verder is een stricte gecod-
ificeerde definitie nodig van hoe (sub)systemen met elkaar communiceren en tenslotte is er een plan van aanpak nodig.
Karakteristieken van ‘Executable Documentation’ zijn dat ze redelijk leesbare specificaties bevatten van een systeem,
en die specificaties kunnen ook uitgevoerd worden. Verder is deze benadering van toepassing als de oplossing van een
probleem al goed gespecificeerd is. De laatste benadering betreft ‘Automatic Text Analysis’, waarbij met behulp van
machine learning en neurale netwerken causale relaties in tekst en dan met name git commit messages geïdentificeerd
worden om ontwerpbeslissingen op te halen. Deze laatste benadering ondersteunt kennisverwerking.
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168 SUMMARIES

English Summary
With the introduction of the Agile Manifesto, Lean Software Development, and DevOps, documentation has
become lower in quality and lesser in quantity leading to knowledge evaporation. The Agile Manifesto val-
ues working software over comprehensive documentation, Lean Software Development considers everything
that does not contribute to customer value as waste, and in DevOps, documentation is primarily found in
infrastructure-as-code to keep up with continuously changing legislation and demands for fast time-to-market.

Next to the aforementioned developments, another issue causing knowledge evaporation concerns the re-
luctance of software developers to write down information about a software product, and on top of that in
general software developers and other stakeholders do not like to read documentation; in short TL;DR. This
leads to substantial time investments by new team members to understand what source code intends to do
and, foremost, why source code functions the way it does. How source code functions can be distilled from the
source code itself. Design decisions or a rationale cannot be revealed from the source code alone. Therefore,
knowledge preservation concerns design decisions and rationale in the first place.

To prevent knowledge evaporation, we phrased two main research questions and answers to these questions
have led to three approaches with corresponding artifacts. The first question concerns which knowledge some-
one needs upfront before starting a project or iteration. The second question deals with which knowledge others
need afterwards to deploy, maintain, or use a software product. The approaches are ‘Just enough Upfront’,
‘Executable Documentation’, and ‘Automatic Text Analysis’. ‘Just enough Upfront’ advocates informal white-
board sketches to communicate the main objectives between stakeholders, a strict codified interface description
between (sub)systems, and a plan of approach. Design decisions are documented afterwards to include pro-
gressive insights and deviations from the planned objectives. Characteristics of ‘Executable Documentation’
concerns human readable requirements and specifications which can be executed. This approach is typically
in use when specifications are clearly defined. With ‘Automatic Text Analysis’, machine learning with neural
networks is used to identify causal relations in text, especially git comments, for revealing design decisions. As
such, this approach assists in retrieving knowledge.
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