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Abstract. In this paper, we present SP Manager as an innovative tool for 

managing software products in small and medium independent software 

vendors (ISVs). This tool incorporates the operational software product 

management (SPM) processes focused on requirements management and 

release planning.  By using situational method engineering techniques, the tool 

is easy to adapt to a specific company context. In addition, by making it 

possible to integrate the tool with the development platform, the tool is easy to 

deploy and adopt. The expert validation of this tool indicates that the included 

development concepts, such as the integration of SPM with system defect 

management, provide additional advantages to other SPM tools in the market. 
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1 Software product management in small and medium ISVs 

Small and medium enterprises (SMEs) developing software are dynamic, 

innovative, and efficient enterprises with fast growth potential; they are considered as 

the motors that agitate the industrial growth [1]. There is an evident need for SMEs 

developing software to improve their software product management (SPM) processes 

with the aim to react on the demands of the market (high quality software, fast 

development cycle, low costs, and advanced features) and in order to face the 

increasing global competition [2] [3].  

Nikula et al. [4] realized that most small and medium independent software 

vendors (ISVs) have poor practices to conduct their requirements engineering 

processes, despite the solid academic knowledge that is available in this domain. 

Kamsties et al. [1] added that small and medium ISVs are characterized by being 

sensitive to expenses, and opting for mature results being transferred in a short time 

period. This fact is also indicated in a recent survey among SMEs developing 

software [5], which shows that most of these SMEs are familiar with the different 

modeling methods and tools for the requirements engineering and analysis phases of 

software development. However, the main constrains that are limiting these 

companies from improving their software processes are a lack of resources in terms of 

time, training expenses, and qualified staff. 

The gap between the academic world and the practitioners’ world could be 

reduced, according to Nikula et al. [4], in the form of training, examples, templates, 

and adoption of standardized tools. They also found that in managing requirements, 

many small and medium ISVs consider adopting specific tools to be a costly 



approach. Accordingly, they tend to use general-purpose text processing and 

spreadsheet solutions. 

The presented overview indicates that small and medium ISVs need a mechanism 

to acquire the wide academic knowledge in SPM rapidly and employ this knowledge 

to conduct their SPM processes in a systematic approach that can easily be adapted to 

their specific situations. This leads to the following research question:  

How to develop an innovative mechanism to manage software products for 

small and medium ISVs?  

The answer to this question is attained by developing of an innovative tool for 

managing software products in small and medium ISVs. The concepts used in 

developing this tool include the necessary aspects for small and medium ISVs that are 

not covered entirely by the other SPM products in the market. We call this tool 

Software Product Manager (SP Manager). 

This paper is organized as follows. In section 2, we give an outline about the 

research method that is applied. The concepts that are used to develop SP Manager 

are described in section 3. Then, in section 4, we provide an overview on the 

development approach of this tool. In section 5, we describe our validation method 

and then analyze the obtained results. Section 6 presents the related work, and we 

conclude this paper in section 7 with a summary and directions for future work. 

2 Research method 

In conducting this research, we follow the design research method [6]. Design 

research involves the creation, analysis of use, and evaluation of designed artifacts to 

understand, explain, and to improve the behavior of aspects of Information Systems 

[6]. The goal of design science is ‘utility’ that is achieved by meeting business needs 

through building and evaluating the designed artifact. This approach differs but 

complements the traditional behavioral science research that aims to seek the ‘truth’ 

through developing and justifying theories that explain or predict phenomena related 

to business needs [7]. 

It is necessary to distinguish design research from routine design that applies the 

existing knowledge of a problem space to solve business problems. Design research 

contributes to the business and scientific realm by finding new artifacts or methods to 

address business problems using the existing knowledge base, which makes the 

solution ‘innovative’. Furthermore, it can also result in ‘creative’ solutions if the 

knowledge needed to address a problem is not available in a form directly applicable 

to the problem [8].  

In Figure 1, we depicted the information systems research framework as proposed 

by Hevner et al. [7]. The business needs that initiate our research question are 

originated from the SPM environment. Addressing these needs is achieved through 

building and evaluating of an artifact or theory (in our research a tool SP Manager). 

The tool is then optimized in an iterative assessment and refinement process. The 

knowledge base provides the foundations (such as SPM literature and situational 

method engineering theory) and research methodologies (such as design research 

approaches, interview techniques) that are applied in our research in an appropriate 

manner, hence ensuring research rigor. The result of this design research, SP 

Manager, contributes to the business environment by satisfying business needs from 

one side and adding to the contents of the knowledge base for future research and 

practices on the other side. 



 

Figure 1: Research visualized in the Information Systems Research Framework [7] 

3 Development concepts 

3.1 The reference framework for software product management 

In small and medium ISVs, it is common that some software processes, such as 

SPM processes, have not been defined and implemented at all. Moreover, small ISVs 

sometimes find it difficult to finance and carry out large and expensive process 

improvement efforts. In this situation, small and medium ISVs can greatly benefit 

from benchmarking the processes defined in similar ISVs [3]. 

In order to assure that the processes carried out by our proposed SPM tool covers 

all the necessary SPM processes for small and medium ISVs, we base our 

development of SP Manager on the reference framework for SPM. This framework 

that is introduced by Weerd et al. [9] provides the key processes in SPM that should 

be conducted in each ISV as well as SPM stakeholders and their relations. The 

framework described four main process areas within SPM: requirements 

management, release planning, product roadmapping and portfolio management. We 

focus only on requirements management and release planning, since we limit our 

research to the operational processes. Portfolio management that specifies in more 

detail the projects needed to fulfill the strategic goals of an ISV [10], and product 

roadmapping are not covered in this research. 

3.2 Situational method engineering 

In research by Nooteboom et al. [11] about theory of transaction cost economics 

for small enterprises, it is concluded that (from a user perspective) using standardized 

products results in some potential advantages, such lower costs of switching from one 

product to another and less investments in knowledge about the product. However, 

there are also some potential disadvantages, for example less tailoring of eccentric 

processes for SMEs, and less competition to satisfy the demands of the users. 

Despite the fact that most ISVs prefer a standard product to perform their SPM 

processes, developing any general solution is hardly applicable [4] [12] since the 

standard solution should be adapted to the situation of each ISV prior to apply it [13]. 

Therefore, we pursue the concept of situational method engineering. A situational 

method is an information systems development method tuned to the situation factors 

of the system [14]. For each situation (in our research ISV), a different method is built 

or an existing method is tuned to that situation. Situational method engineering is 



based on selecting the optimal method fragments from a method base (repository of 

method fragments) induced by the characterization of an ISV [15]. The accumulated 

experience from applying the selected method fragments can help in refining and 

optimizing their choice in future implementations. 

An ISV can be characterized by describing its situational factors, which are 

defined as a combination of circumstances at a given moment in a given ISV [16]. A 

large number of situational factors have been investigated in earlier research. 

Harmsen et al. [17] categorized situational factors into three groups: environment, 

project organization, and other situation factors. Slooten & Hodes [18] used another 

categorization approach, in which a companies situation was described by 

contingency factors and constraint factors. 

In the SPM domain, Bekkers et al. [19] identified, through collected literature and 

empirical cases studies, the essential situational factors influencing the selection of 

method fragments for SPM processes. In their research, they also identified the 

situational factors’ weights that show how influential specific situational factors are to 

each process in the reference framework for SPM. We use the list of situational 

factors identified by Bekkers et al. [19] as a guideline to select the optimal method 

fragments for SPM processes according to the situational factors of each ISV. 

3.3 Integrating SPM tools with development platforms 

The concept of building integrated environments has evolved over the last three 

decades and resulted in many prototypes of Software Development Environments 

[SDES], which are highly integrated set of tools supporting the complete software 

development process. The ultimate goal of SDES is to improve the product’s quality, 

to support reusability, and to free developers from routine work [20]. 

According to a Forrester report [21], integrating requirements management tools 

with development platforms gives product managers the opportunity to monitor and 

control the work progress of the development team, hence supporting decision 

making and ensuring that the development team delivers the required functionality on 

time and under budget. 

Repenning et al. [22] have also realized the necessity of efficient collaboration 

between development team who are technologically savvy and product managers who 

are experts in their product’s domain but might not adequately comprehend 

technological limitations or opportunities. 

Integrating requirements management tools with development platform are already 

implemented in several applications. DOORs, Requisite Pro, and Cradle [23] are 

examples of control and management tools that provide support for both product 

managers and development team during the entire development lifecycle of software 

products [24]. Mingle and Cruise [25] integrate release planning with development 

platforms and provides product managers as well as the development team with an 

advanced visual interface and control over the developed products. 

In designing SP Manager, we propose a simplified approach to integrate this tool 

with development platforms through a simple module or plug-in. This module is 

dedicated to the development team to provide them with an overview of the assigned 

tasks that need to be implemented for a given release. This module makes the 

collaboration between product managers and development team more efficient by 

allowing product managers to monitor the development status and ensure that the 

releases are achieved within the specified time and budget. It also gives the 

development team the possibility to request scope changes and check the status of 

their requests. 



3.4 Integrating system defect management with requirements management 

and release planning 

There is distinction between a requirement that is defined as a feature or behavior 

of the system that is desired by one or more stakeholders [26] and a system defect 

(bug) that is fault in existing features or functionalities that disrupt the system from 

functioning in the normal behavior. For small and medium ISVs, there are however 

no clear boundaries between requirements management and managing system defects. 

Therefore, it is necessary to integrate system defect management in SP Manager to 

provide one solution to all reported issues (an issue is an umbrella term that we use in 

this research to refer to both requirements and system defects). 

In integrating system defect management with requirements management and 

release planning, we pursue the best practices as outlined by ITIL [27]. When 

managing system defects, it is necessary to distinguish between two concepts: 

incidents and problems. An incident is defined as an unplanned interruption to an IT 

service, reduction in the quality of an IT service, or failure of a configuration item that 

has not yet impacted the IT service. A problem, on the other hand, is defined as the 

cause of one or more incidents [27]. By resolving the route causes of a problem, and 

including the solution implementation in the release planning process, recurring 

incidents can be eliminated. 

The proposed conceptual model for the integration of system defect management 

with requirements management and release planning is shown in Figure 2.  

 

 

Figure 2: Conceptual model for integrating system defect management with 

requirements management and release planning 

Once a problem is identified from one or more incidents, it can be included in the 

release planning processes together with the selected product requirements (PRs) or it 

can be selected separately as hot-fix release. For both product requirements and 

problems, conceptual solutions should be written, containing the proposed functional 

solutions that will help the development team in implementing the reported product 

requirements and problems. 



3.5 Managing customized product branches 

A software product ISV is a company that provides packaged software products for 

a target market rather than developing customized software products to specific 

customers. This is in opposite of a software service enterprise that develops and sell 

customer customized solutions (bespoke) based on the order of specific customers 

[28]. In practice, ISVs rarely develop either software products or customized software 

but a compilation of both, where one or the other model is dominant [29]. 

According to Brereton [30], producing market-driven packaged products favors 

large ISVs that control the evolution of their products compared to small and medium 

ISVs that come under the influence of their large customers to implement their 

specific requirements. 

In research on development strategies, Kamsties et al. [1] have identified that small 

and medium ISVs either start directly with a market-driven development strategy or 

they generalize a solution from one initial customer to the needs of other similar 

customers. Furthermore, they found that SMEs developing software must be 

adaptable to customers’ needs. The degree of adaptability varies from user-

configurable issues, such as the appearance of the graphical user interface, to vendor-

configured issues, such as specific functionality required by individual customers. 

In Figure 3, we propose an approach to manage software products and customized 

product releases in SP manager.  

 

 

Figure 3: An approach to manage software products and customized product 

releases 

The customized release for Customer A in release V1.1.0.A includes requirements 

specific to this customer. Not all these requirements are merged back to the main 

product line (trunk) in the subsequent release (this might be due to conflict between 

different requirements or specificity of certain requirements that are not necessarily 

applicable to other customers). In order for Customer A to maintain its customized 

release, it should be updated separately with new release V2.0.0.A that includes new 

requirements from the main release line V2.0.0 and the specific requirements from the 

previous release branch. The releases symbolized in a circle represent hot-fix releases 

that include solutions to system problems. These hot fixes are merged in the 

subsequent release(s). 



3.6 Managing product requirements granularities and their dependencies 

Small and medium ISVs can have hundreds or thousands of detailed requirements, 

which are too many to classify analytically and consistently. Depending on the 

situation of each ISV, the abstraction level of PRs can be at the use case level, feature 

level, or the detailed functional requirement level [31].  

The list of PRs selected for a release should reflect a coherent extension of the 

product. Too many small PRs make this list difficult to be managed while too large 

PRs deprive an adequate insight of their content and hinder the effective 

communication between development team and product manager [32]. In order to 

assure coherency between PRs in term of their size, Natt och Dag et al. [32] suggest 

that similar effort in man-days required for development can be used as bases for 

defining the level of abstraction of PRs. 

The granularity concept is not applied to market requirements (MRs), since the 

customers can express their wishes at different levels of granularity [32]. It is possible 

to link large MR to many different PRs, also when MRs are small then we can bundle 

them to be linked to one PR. For example, MRs that deal with small user interface 

improvement requests can be linked to one PR that manages graphical user interface 

(GUI) improvements. We suggest following these guidelines for abstracting and 

bundling PRs during the implementation of SP Manager. In Figure 4, we outline the 

relationship between MRs and PRs. 
 

 

Figure 4: The relationship between market requirements and product requirements 

 

The interdependency between PRs is also essential when refining and selecting 

them to be released. In an ideal situation, where there are no dependencies between 

PRs, release planning is just a matter of prioritizing them and selecting a number of 

top priority PRs depending on the available resources and the delivery date. However, 

in practical situation only small percentage of PRs are independent [31].  

In designing SP Manager, we follow the classification scheme for dependencies 

[33] that are organized as functional-based dependencies (implication, mutual, and 

exclusion), revenue-based dependencies that occur when combinations of PRs 

increase or decrease the revenue value, and cost-based dependencies that occurs when 

combinations of PRs increase or decrease the required amount of resources [34]. 

4 Development of SP Manager 

We use Rapid Application Development (RAD) method for developing SP 

Manager. RAD method, initiated by James Martin [35], involves the construction of 

prototypes in successive iteration of development to refine and improve these 

prototypes to production [36]. This method is typical for small scale projects and of 

short duration. RAD is also characterized by small size development team with 

experience of the used technologies and an actively involved management that is vital 

to mitigate the risks of lengthened development cycles [37].  

Approaches to RAD requires support tools for rapid changes that are represented 

by a combination of fourth generation languages, GUI builders, database management 

systems (DBMS), code generators, and computer-aided software engineering (CASE) 

tools. The combinations of most of these tools are included in Servoy 4.0 

development platform [38] that we use in developing SP Manager. 



The functional diagram of SP Manager is shown in Figure 5, where a scenario for a 

release that includes PRs and ‘minor’ problems is demonstrated. All reported issues 

are first gathered and classified. During the system defect identification process, 

incidents and problems are recognized. Incidents are usually handled by ‘service and 

support’ that conduct support procedures to return the service to the normal situation 

[39]. Service and support can also detect problems that will be reported as new issues. 

The identified problems are diagnosed to indicate whether they can be solved by 

workaround (a temporary way to overcome system defects) or through permanent 

solutions. Problems are then prioritized, where ‘minor’ problems are recorded to be 

included in the next release(s), and for ‘major’ problems, which involve critical 

problems that need to be solved immediately, a hot-fix release is prepared.  

In the scenario shown in Figure 5, sequence (a) represents the functional flow to 

select minor problems to be included in a given release, while sequence (b) represents 

the functional flow to select PRs. These two sequences are then merged into sequence 

(c) where the selected PRs and ‘minor’ problems are included in the release definition 

documents. The percentage of PRs and problems in a release is a trade-off decision 

between stabilizing the product in the subsequent release, and implementing new 

functionalities.  

 

Figure 5: Scenario for a release that include both PRs and ‘minor’ problems 



 

Figure 6 shows a screenshot of a user interface for SP Manager, showing the 

requirements identification screen, in which MRs are linked to PRs. Other screens in 

the requirements management module are issue gathering, issue classification and 

requirements organization. The other two modules are the system defect module and 

the release planning module. In Figure 5, these modules are further specified.  

 

 

Figure 6: Screenshot of a user interface for SP Manager 

5 Validation Stage  

We validate SP Manager through involving a panel of SPM experts in examining 

the development concepts introduced in SP Manager. The SPM expert’s judgment 

indicates whether this tool meets the objectives that are defined for this research. 

5.1 Validation approach 

Relying on expert opinion as a mean of evaluation is recognized by many 

researcher. Rosqvist et al. [40] suggested a method to use expert judgment for the 

evaluation of software quality. Kitchenham et al. [41] have indicated that there is 

increasing use of expert opinion based models such as Bayesian Belief Networks and 

System Dynamic Models in validating software engineering problems. 

Expert validity is a form of content validity, which is demonstrated by asking 

experts to review the content of the designed artifacts. Expert assessment may be 

quantitative, qualitative or simultaneous triangulation of both quantitative and 

qualitative methods. Quantitative Expert assessment enables the determination of the 

content validity index [42]. In this research, we use qualitative approach to validate 

SP Manager. Qualitative data can be used for exploring content validity of an artifact 

allowing experts to provide suggestions to improvement or supply new ideas [42]. 

Qualitative methods would also counter the subjectivity and interpretive relativism 

that are seen as both advantage and liability in qualitative research [43]. 

5.2 Expert panel and validation instrument 

 In our research, we define an expert as a person who has published widely in 

recognized scientific journals in the field of SPM, or has practical experience of SPM 

holding position as a product manager for several years [44]. These experts are 



presumably able to provide an informed, objective, and unbiased opinion as well as 

suggestions about the developed artifacts [43]. 

 Regarding the size of the expert panel, it should be at least five experts according 

to Lynn [45]. Hyrkäs et al. [42] suggest that ten experts would provide a reliable 

determination of an artifact’s content validity. Therefore, we have selected ten SPM 

experts (5 product managers and 5 SPM experts from academia) to participate in 

validating SP Manager. 

The data collection method is based on conducting an open questions questionnaire 

during our interview with selected SPM experts. The questionnaire is composed of 27 

questions. For each development concept, we propose several questions to our 

interviewees to adhere their opinions as well as identifying the strengths and 

weaknesses of the suggested approaches for these development concepts. The final 

questions are about the general impression on SP Manager. 

5.3 Analysis of results  

5.3.1 The reference framework for software product management 
There is strong agreement between our interviewees that the processes presented in 

the reference framework for SPM in requirements management and release planning 

phases [46] cover the essential processes to manage software products. Our expert 

panel agreed that the same processes outlined in this reference framework holds also 

for small and medium ISVs, although in these ISVs one person can have different 

roles in conducting these processes. 

However, some of our SPM experts indicated that other processes are required to 

share knowledge between different stakeholders. For example it is necessary to 

communicate with the customers or other software ecosystem stakeholders before 

making decision about selecting the PRs to be released. 

5.3.2 Situational method engineering 
There is a positive consensus amongst our SPM experts about the approach of 

providing one tool with different methods that can be selected according to the 

situation of each ISV. This approach provides flexibility to tune the available method 

fragments to the situation of small and medium ISVs. One expert warned though that 

the easiness of change might decrease the stability of managing software products. 

Using situational method engineering approach allows ISVs to add new methods 

based on their best practices and to grow in process maturity by replacing their 

methods with mature ones without the need to integrate or to migrate to other tools. 

However, the infrastructural design should be left open in order assure the 

contingency and integration of method fragments. 

A disadvantage of situational method engineering is the difficultly to link method 

fragments to situational factors and to adapt or change the methods dynamically 

during conducting them. One expert argued that the advocators of situational method 

engineering approach believe that they can solve all the problems in the world with 

this approach without taking into consideration the complexity of the real world.  

5.3.3 SPM situational factors 
While some of the expert panel members support the idea that most of the 

knowledge needed to choose method fragments are in the list of SPM factors 

suggested by Bekkers et al. [19], other members believed that these factors are 

subjective representation of the ISVs and lack the human style of an ISV such as 

emotions, skills, and culture. These SPM factors can serve as a starting point to select 

proper method fragments, but there is still a need for expert’s gust to validate this 

selection. One expert explained that it might be sensitive to evaluate human factors 

such as the efficiency of product managers or the relationship between development 



teams. Another expert added that the identification of these situational factors can be 

different depending on the judgment of human expert who identify them. 

5.3.4 Integrate SPM tools with development platforms 
When asking our interviewees about the advantages of integrating SPM tools with 

development platforms, they believed that this integration can improve tracking and 

tracing, provide the necessary control on the assigned tasks to the development team, 

allow for central management, and improve the share of knowledge between product 

managers and development team. The disadvantage of this integration as perceived by 

our SPM experts is that it forces the developers to work based on certain routine, 

which make them not willing to cooperate with the product managers. 

We also asked the SPM experts whether this integration would accelerate the 

development lifecycle, 70% of our experts opposed this idea. Yet the experts believe 

that this integration can enhance the interaction between product managers and 

development team and also improve product’s quality. 

5.3.5 Integrating system defect management with requirements management 

and release planning 

There is a total agreement between the interviewed experts that managing system 

defect differs from managing requirements. System defect necessitate more technical 

explanation than requirements, they are also more time critical. System defects can be 

solved with workarounds and are categorized as technical defect in the source code or 

defect in requirement’s definition. One expert considers developing PRs as a matter of 

choice, while solving system defect is sort of an obligation defined usually by the 

maintenance agreements. Another expert added that keeping system defect unsolved 

affect more severely the image of an ISV than keeping requirements unimplemented. 

About our suggested conceptual model in Figure 2, there is a 90% support amongst 

our interviews to this model. One expert suggested that for system defects, it should 

be possible to bypass the define release document process and interact with 

development team in agile way depending on the severity of system defects. 

5.3.6 Managing customized product branches 
The members of the expert panel agreed that one of the unavoidable challenges 

that small and medium ISVs are facing is the pressure held by their large customers to 

release customized versions of their products. An ISV’s financial situation is usually 

the main factor that forces an ISV to accept this approach. One expert said this is 

strategic choice between those who seek short and long term advantages. 

Managing the combination of software product and customized product releases 

differs from one ISV to another. While some ISVs permit this approach by allowing 

the customers to raise (buy) the priority of their requirements at the condition that 

they should be integrated back to other customers in the next releases, other ISVs do 

not hold any responsibility regarding the maintenance and upgrade of the customized 

releases and usually outsource this to a sister ISV or a third partner. One expert added 

that some ISVs manage customized branches separately as separate products. 

About our suggested approach in managing software product and customized 

product releases in Figure 3, our experts were not enthusiast with a lower support of 

20%. This approach is good in theory when the products are properly designed and 

merged but in practice there are many interactions and conflicts between PRs. 

5.3.7 Managing product requirements granularities and their dependencies 
The main factors recognized by our SPM experts to define the granularity level of 

PRs are the time needed to implement them, the number of PRs in a defined release, 

functionality of PRs, and the development philosophy. 

We also asked our interviewees to identify the types of dependencies that coexist 

between PRs. The identified dependencies are functional (include, partially include, 



mutual, exclude), cost, value, and parent-child relationship. One expert thinks that it is 

necessary to identify the sequence in which these PRs would be implemented and 

suggests developing the high risk PRs first to discover their effect on other PRs. 

About the difficultly to identify dependencies between PRs, our experts recognized 

that the lack of technical knowledge is the main reason to limit product managers 

from identifying these dependencies. Also product managers could have different 

perspectives when identifying these dependencies based on their experience. 

5.3.8 Overall impression 
According to our SPM experts, about 60 to 70% of small and medium ISVs do not 

apply a structured and formal way of conducing SPM. The main reasons are 

unawareness of existing SPM tools in the market, the cost of the available SPM tools, 

the administrative tasks that come with SPM that are time consuming for small ISVs, 

and the belief that, small ISVs in particular, do not need SPM tools and can use 

general-purpose spreadsheet solutions. 

There is positive consensus between the experts that combining the previously 

mentioned development concepts into SP Manager provides advantages over the other 

SPM products in the market. One SPM expert indicated that most of these concepts 

have solid bases since they are validated scientifically. Another advantage of this tool 

is the rapidness and low cost of developing new method fragments. 

When considering further development of SP Manager, the panel of experts 

advises that more processes should be included to cover the marketing and 

development perspectives of product management. One expert suggested expanding 

SP Manager to be an ERP for small and medium ISVs. The experts also suggest 

including the concept of managing parallel releases. This means that a PR can have 

different statuses according to its different releases. Another point that is raised by our 

experts is the possibility to adapt the statuses workflow. 

6 Related work 

Most of the research on SPM regarding packaged products focuses in particular on 

large ISVs, despite the fact that most software is produced by small and medium ISVs 

[47]. In this section, we present the main research groups and the individual work that 

study SPM and then we outline some of the tools that manage software products. 

The product software research group at the Information and Computing Science 

faculty of Utrecht University has performed extensive research in the field of software 

products and SPM. In this context we mention the work of Xu and Brinkkemper [48] 

in defining the core concept of software product, and Weerd et al. [46] who developed 

the reference framework for SPM.  

The Software Engineering Research Group (SERG) at Lund University is active in 

conducting research on analysis and improvement of software processes in general 

and requirements engineering processes in particular, e.g. [49]. SoberIT is another 

research group that is part of Helsinki University of Technology, which performs 

research related to software business and the management aspects of software 

development. One of the largest projects in SPM field is REAIMS that concentrates 

on requirements process improvement by introducing a best practice based approach 

to assess requirements engineering processes at different ISVs [50]. 

Regarding the study of SPM in small and medium ISVs, we refer to the work of 

Nikula et al. [4] and Kamsties et al. [1] who have surveyed requirements engineering 

processes in SMEs developing software. In addition, Kilpi [3] has studied improving 

SPM processes in SMEs developing software. 

Concerning SPM tools, Hoek et al. [51] have presented a tool for managing 

software release processes, and Ruhe & Saliu [52] have introduced a hybrid planning 



approach that integrate the strength of computational intelligence in conducting 

release processes with the knowledge of SPM experts. Commercially there are many 

tools available in the market that are targeted mainly at large ISVs, example of these 

tools are requirements management tools such as CaliberRM (Borland), Telelogic 

DOORS (IBM), Cradle (3SL), and Rational Requisite Pro (IBM) [23][53], and tools 

that focus on bug tracking are for example JIRA (Atlassian) [54], Lighthouse [55]. 

Other tools that support some processes of SPM are Telelogic Focal Point (IBM) that 

concentrates on prioritization of requirements [56]. 

7 Conclusion, discussion and future research 

In this research, we have developed an innovative tool (SP Manager) for managing 

software products in small and medium ISVs. This tool that summarizes the body of 

knowledge in SPM and presents it as an easy to adapt and deploy tool. The 

development concepts included in SP Manager provide, according to a group of 

selected SPM experts, additional advantages to the other SPM tools in the market. 

We have also shown how our selected group of SPM experts validated SP 

Manager. Their responses to our validation instrument highlight the potential 

strengths and weaknesses of the concepts that are used in developing SP Manager. 

The general attitude of the experts is supportive towards these development concepts. 

In addition, they indicate that this tool provides additional advantages for small and 

medium ISVs by including concepts that are not covered entirely by other SPM tools. 

Regarding the suggested approach to implement these concepts in SP Manager, there 

is positive consensus amongst the experts, with the exception of the approach to 

manage the combination of customized and software product releases. However, we 

are also aware that having designed the validation instrument and having chosen the 

expert panel’s members ourselves may result in some bias in the evaluation. 

The validation results are helpful in guiding us to further development of SP 

Manager. The research community and the software industry can also gain from the 

attitudes of the experts towards the development concepts in SP Manager. Further 

development of SP Manager can concentrate on the identified weaknesses during the 

validation of this tool, and extend this tool to cover the product roadmapping and 

product portfolio processes of SPM. Future research can focus on the long term 

impact of introducing SP Manager in small and medium ISVs, and whether the 

included development concepts in SP Manager are also suitable for large ISVs.  
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